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Background

IT developers and consultants often ask for an exemplary requirements specification as a starting point for their own project. Problem-oriented requirements SL-07 is such a specification. It is a template filled out with a complex example: Requirements for an Electronic Health Record system (EHR). There is a matching contract.

This booklet explains why the requirements are written the way they are, what to be careful about, how the requirements relate to the contract, etc.

You can download the requirements template and the contract here:

http://www.itu.dk/people/slauesen/SorenReqs.html#SL-07

SL-07 is based on experience with public IT tenders according to the EU rules, in particular when the system is COTS based (Commercial Off-The-Shelf) so that large parts of it exist already. Later, SL-07 proved advantageous for other kinds of acquisition too, e.g. product development and agile in-house projects.

In 2007, I wrote large parts of the template and the guide on request from the Danish Ministry of Research, Technology and Development, as part of their standard contract for software acquisition (K02). My students introduced the name SL-07.

The template has been used with success in more than 150 very different projects, tender processes as well as in-house projects, agile as well as waterfall, for instance: management of home care in a municipality, including route optimization; a pharmaceutical company’s innovative document management system; electronic health records; stock management for movie production; claims management for car insurance with GIS as documentation.

My web-site contains the full requirements specification and the supplier’s proposal for the Y-Foundation’s case management system. There is also the note to the board about supplier selection, list of issues/errors, etc.

http://www.itu.dk/people/slauesen/Y-foundation.html

Experiences from these 150+ projects are used in this version, version 6. The former name was Guide to Requirements SL-07 - Problem-oriented requirements.

I have experienced that SL-07 works extremely well in practice - once you have learnt how to use it. Although it looks easy, most people get it all wrong the first time, particularly the tasks in Chapter C. With a bit of help they get it right. Many of them become great and have helped me improve the SL-07 approach.

Any comments - positive as well as negative - are most welcome and will help me improve future versions. If you try SL-07 on your own, feel free to ask me for advice.

Soren Lauesen
The IT University of Copenhagen, December 2018
slauesen@itu.dk
http://www.itu.dk/people/slauesen
1. The purpose of the template

IT requirements may be formulated in many ways. The main principle in Requirements template SL-07 is to be problem-oriented rather than solution-oriented: Don't describe what the system shall do. Describe what it will be used for and which problems it shall eliminate.

It is much easier to describe what the system is to be used for, than coming up with a potential solution. Leave it to the supplier to suggest a solution, be innovative and build on what he has already.

The template achieves this by means of two requirements columns: Column 1 shows the customer's demands, i.e. what the system is to be used for. Column 2 becomes the supplier's proposed solution. Initially column 2 is empty or shows a solution example imagined by the customer. In case of a tender process, the customer can choose one of several suppliers according to the suitability of their solutions.

The experience is that column 1 (demands) is rather stable, while column 2 (solutions) changes as the parties learn about the possibilities. This makes the approach suitable also for agile development.

When customer and supplier are two different companies, there will usually be a contract too. The requirements will be an appendix to the contract. There are no fixed rules for what to put in the contract and what to put in appendices. Chapter 6 of this guide presents a short contract that matches SL-07.

Requirements template SL-07 uses an Electronic Health Record system (EHR) as the main example. The example is slightly simplified to make it easier to understand for readers outside the hospital area. The EHR area is very complex, so the example illustrates how to deal with difficult requirements. Only a few kinds of requirements had to be illustrated with examples outside EHR.

You can reuse large parts of the example in other projects. However, don't blindly reuse parts in blue. They are very EHR specific. Red parts are the supplier's proposal. Parts with yellow background are advice to the customer that isn't intended for the supplier. Delete them when finalizing the requirements.

1.1. Beware of template blindness

Using a template easily causes template blindness: Your world view narrows down to what the template deals with.

The template doesn't cover everything

The template shows typical requirements within each requirement area, but doesn’t cover everything. Add the requirements needed for your project. Listen carefully to management and users and make sure their concerns are covered. Often they ask for a specific solution. Write it in column 2 and make sure it doesn’t become a requirement in column 1.

The template comprises too much

At the same time the template may comprise more than needed for your specific project. You easily include unnecessary parts. The result may be that you pay far too much for the system, or that no supplier sends a proposal. As an example, the
template contains requirements that will allow the customer to expand the system on his own. This is costly, but important in an EHR system. In most other projects it is not necessary.

Look at each requirement and ask: What would happen if we got a system that didn’t meet this requirement? If it doesn’t make a difference, the requirement is superfluous.

**The template includes very demanding requirements**

A requirement may be relevant, but too demanding. As an example, the template requires response times around a second for systems used intensely on a daily basis. However, if the system is a website used rarely, longer response times may suffice.

**1.2. The major requirements dangers**

Experience from tender processes show that some major problems occur over and over. This guide can help you avoid the following dangers:

a. The requirements are on a wrong level. They may be so solution-focused that only a single supplier can meet them. Or they may be so business-focused that the supplier cannot take responsibility for them.

b. The requirements are too imprecise to verify. You cannot test whether they are met. Or they may be so open-ended that you cannot compare the supplier’s proposals.

c. The requirements don't cover the important demands. Even if the requirements are met, the user demands and business goals are not covered.

d. The major risks appear too late in the project. Often much of the functionality is delivered early and the customer deploys part of the system. The hard parts are postponed. Eventually it turns out that the supplier cannot deliver the hard parts, but due to time pressure, the customer ends up accepting the unsatisfactory system anyway.

We elaborate on these issues below.

**1.3. The right requirement level**

The requirements may describe the system in too much detail. The result may be that at most one supplier can meet them. On the other hand, requirements may be so high-level that the supplier cannot take responsibility for them. There has to be a balance. We distinguish between four requirement levels:

Requirement 1 (goal-level: too business oriented). *The system must ensure that the number of medication errors is reduced from the present 10% to 2%.*

Comment: This requirement is on a too high level. It comprises business issues that are the customer’s area of responsibility. The supplier cannot meet this requirement on his own. The customer is needed too, for instance to train staff and to provide the necessary data.

Requirement 2 (domain-level: adequate balance). *The system must support user tasks C1 to C7.*
Comment: A task describes what user and computer must do together to carry out a piece of work. Tasks resemble "use cases" but don't specify who does what. In a task you can specify that something is a problem to eliminate. You don't have to specify how. This kind of requirement allows the supplier to take responsibility for it, yet it can be met in several ways. The template uses this approach.

Requirement 3 (product-level: a required function with hidden purpose). The system shall show an overview of the patient's diagnoses.

Comment: We cannot see the purpose of this overview. Is it to find a treatment, explain a new symptom, or write a discharge letter? As a result we cannot judge whether the supplier's solution is adequate. This is the traditional way of writing requirements (IEEE 830) and a major reason why customers don't get what they need - although they get what they ask for.

Requirement 4 (design-level: too solution oriented). The system must show the patient's diagnoses as a hierarchical structure. Clicking on plus and minus must show the subordinate and superior diagnoses.

Comment: This requirement describes a solution. It is inspired by a system the customer has seen. A proposal with a different, but better solution must be discarded because it doesn't meet this requirement.

1.4. Precise (verifiable) requirements
The requirements must be so precise that they can be verified, i.e. we can decide whether the requirements are met. Precision has nothing to do with the requirement level. As an example, requirements 3 and 4 above can be verified when the system is delivered. Requirement 1 can be verified after some time.

Requirement 2 can also be verified, but on a scale of degrees. Some systems may support the tasks well, others less well, but still adequately. The customer's staff can assess how well by walking through the tasks with the supplier, looking at the screens or screen outlines and noting down how well the tasks are supported (see Chapter 3). This assessment is essential for choosing the best supplier.

Here is a requirement that cannot be verified. It is not clear how to measure "easy to use" and decide when it is good enough:

Requirement 5 (not verifiable). The system must be easy to use.

A requirement may be verifiable, yet express a demand so vaguely that we cannot compare the solutions. Here is an example:

Requirement 6 (too open-ended: hard to compare the proposals). The supplier is asked to describe his software integration strategy.

Comment: This requirement can be verified already at proposal time. All you have to do is to check that the supplier has described a strategy. However it is hard to compare the strategies because they are "novels" in free style.

1.5. Cover the customer's needs
In practice we see many systems that meet all requirements, yet are unsuccessful. The user needs are not covered, nor are the business goals.
We can ensure that the user needs are covered by describing the user tasks to be supported by the system, and check that they actually are supported. If we wrote the requirements on product level or design level, we might get a system that did what we asked for, but didn't support the tasks efficiently.

It is harder to cover the business goals. Many projects have fine business goals, but nobody cared how to achieve these goals and how the new system should contribute. The result is usually that the expected results do not materialize. Section B2 of the template provides a simple way to trace business goals to requirements. Used properly it can help you identify business goals and come up with innovative solutions.

1.6. Early mitigation of major risks
The major technical risks in a project are usually response time with the full number of users, ease-of-use, and integration with existing systems. Deficiencies in these areas are virtually impossible to correct late in the project.

Section B3 of the template asks for an early proof of concept (POC) in order to mitigate these risks. Such a proof is expensive, however, so it isn’t reasonable to ask the supplier to do it without a signed contract. However, he has to do it soon after signing. If he cannot provide an early proof, the customer may terminate the contract.

2. Gathering the requirements
The work of gathering and writing the requirements may seem overwhelming, particularly in a large organization. It is tempting to delegate the work to individual departments and let a central team edit the whole thing. Don’t do that!

a. Each department will look at their own needs and find it hard to look at it from a global company perspective. As a result the requirements reflect the existing business processes without innovation and cross-departmental improvements.

b. The departments usually lack requirements expertise, and as a result the quality of the requirements becomes poor.

c. The central team doesn’t obtain the necessary insight to understand the department, so they cannot improve the result - apart from language editing. One team expressed it in this way:

_We didn't understand what they wanted. So we just edited it into one big document and sent it to the potential suppliers. They should understand. We didn't realize until much later that the suppliers too didn't understand. They just pretended so and told themselves: "we have to find out later"._

2.1. Centralize the work
Let a small team carry out most of the work:

1. Gather demands, visions and wishes from the various stakeholders (including the departments, expert users, managers and clients).
2. Transform it into requirements according to this guide and the template.
3. Validate the requirements with the stakeholders and revise as needed.
4. Send the requirements in tender (see section K1 below).
The team should consist of 3-5 members with expertise from as many work areas as possible, including the IT function. At least one of the team members must have requirements expertise.

This approach can reduce the total work to one fifth of the decentralized approach. At the same time, the quality of the requirements increases dramatically.

2.2. Involve the stakeholders and maybe the suppliers

Although the team has broad expertise, it cannot know everything. Stakeholders must be involved too. Here are some ways to do it:

1. Interview users - expert users as well as ordinary users. Ask about present work, problems in the way things are done today, wishes and visions for the future.
2. Make the users show how they carry out their tasks today, in particular the rare, but difficult tasks.
3. Collect relevant documents, for example reports and forms used today, screen dumps, documentation of the existing database and the technical interfaces to the systems, statistics and operational reports.
4. Run workshops where stakeholders together with team members map the existing cross-departmental workflow and the ideal workflow.
5. Run brainstorm sessions or focus groups where participants inspire each other to new ways of doing things.
6. When introducing new work processes, design them in some detail. As an example, when clients have to use electronic access rather than personal contact, customer staff has to work in a different way. This is often badly planned. Describe the new tasks with the notation in Chapter C and carry them out as role plays to check that the tasks "work" correctly.
7. Visit potential suppliers. They often know how other customers utilize their products, and they can provide contact to them. They can also tell the customer about possibilities he didn't think of, or new ways to do things.

Some teams just list this very mixed information as requirements. Don't do that! It easily becomes a long wish list of requirements on a too solution-oriented level. Ask instead: Why is this wish interesting? When is it needed? What is the purpose? Which tasks would benefit? The result becomes broader demands that can be transformed into requirements.

2.3. Early change control

During the requirement process, you gather a lot of ideas, wishes, problems and potential requirements. Participants can spend oceans of time trying to agree on what to include, and this blocks progress. Instead record the issues in a list so that the team can progress. Defects and change requests is another name for issues.

Review the issues regularly and decide whether to transform them into requirements, into potential solutions, reject them, or keep them on the list. You will often see that an issue that seemed impossible to deal with early in the project finds an easy answer later.

Continue the change control after signing the contract. You should observe that column 1 (the demands) are rather stable, while column 2 (the solutions) change as the parties learn about the possibilities.
3. Request proposals and assess them

If you simply send the requirements to some selected suppliers and ask for a proposal, there is a high risk that few suppliers reply, and you don’t understand their reply. We have good experiences with this approach:

a. Send the requirements to the selected suppliers and ask for a meeting with each of them (3 hours at most). At the meeting the supplier must show how his system can meet the requirement. You may mention some requirements or tasks as particularly interesting. Ask the supplier to identify requirements that are unsuitable or missing. He is not expected to write anything. Suppliers can meet in this way with a modest effort.

b. Allow at least one day of rest between supplier meetings. Your brain must recover.

c. Use the results to revise the requirements. Send them in tender and/or to the suppliers that still are interesting (may be more than those from the first series of meetings). Ask for a formal proposal where they write solutions at the right, specify prices, etc.

d. Arrange meetings for clarification with each supplier. Next select one of them.

In public EU tenders, the customer must assess the proposals on a numeric scale and choose the winner with the highest score. In many other cases it is also a good idea to assess on a numeric scale, even if it is not formally required.

The basic approach is that the customer looks at each requirement and assesses how well the solution meets it. The best is to get evidence for it, rather than opinions. Let the appropriate stakeholders participate in assessment of the various requirement areas.

As an example let us look at a requirement to support a specific task. Together with staff familiar with this work area, carry out the task with the supplier's proposed system. Take notes of how well the task is supported. You may try it on your own or have the supplier show how the task would be carried out. If this is not possible because the necessary system parts don't exist yet, you must base the assessment on the supplier's screen outlines or other explanations of his solution. In this case, you should also note the risk of the solution not working in practice.

Based on the notes, you can give a single score for support of this task. Section B5 of the template shows how to give a score in money terms. B6 how to use score points.

For other types of requirements you can use a similar approach. For integration requirements, the supplier might show how existing integrations work, or explain how they will work. For documentation requirements, the customer can look at the supplier's existing documentation. For usability requirements, the customer can run usability tests or talk to existing users of a similar system that the supplier has delivered.

Sections B5 and B6 of the template show ways to combine the many scores into one score for the entire proposal. The sections also show how to guard against seemingly unimportant requirement areas being supported so badly, that the entire system becomes a disaster.
4. Testing the system

Before the customer accepts the new system, he must test it - or have someone else test it. Otherwise, when defects are found later, he may have lost his rights to have the defects remedied. In many countries the rule is that in order to win a court case, the customer must prove that reasonable tests wouldn't have found the defect at the time of delivery.

As a minimum, the customer should verify all requirements (i.e. check that they are met). However, many errors don't relate to specific requirements. As an example, the customer has a reasonable expectation that the system doesn't crash when users do strange things, or when the communication lines fail, etc. He doesn’t need to write this as a requirement. If the system crashes, it is an error that the supplier has to deal with. However, the customer should test this kind of situations. Here is a brief list of things to test for (see more in Patton, 2006).

1. Test that each requirement is met.
2. For each screen, test each button in various cases. Also test that boundary values and special values are handled correctly for each data field.
3. Test for exceptional events in the surroundings, for example loss of data communication and crash of external systems.
4. Verify that each branch in the program has been taken.

In medium-sized systems, thousands of test cases are needed and testing may take weeks. It is common to find hundreds of errors during testing. When the system is COTS-based (Commercial-Off-The-Shelf), large parts of it exist already. It is usually unnecessary to make detailed tests of these parts (i.e. points 2, 3 and 4 above).

Testing is usually done in stages, e.g. system test, deployment test, pilot test and operational test. This is explained in the requirement note to K1, Acquisition plan.
5. Guide to the template sections

The rest of this guide comments the template, section by section. The gray text boxes are pieces of the template. Page 13, for instance, shows the front page of the template. Notice that the section numbers A, B . . . in the guide, match the chapter numbers A, B, C . . . in the template.

You may freely download and use the template for your own requirements as long as you clearly state the source and copyright notice, for instance as in the footer of the front page of the template.

Template chapters are numbered A, B, C rather than 1, 2, 3 . . . This is to avoid confusion with appendix numbers in the contract, which usually are 1, 2, 3. As an example, appendix 1 is the requirements with the chapters A, B, C . . .

Don’t change the chapter headings. Many people are familiar with the SL-07 structure and know by heart that Chapter C is tasks and Chapter H security. If a chapter, e.g. Chapter E, isn’t necessary, keep the heading and write N/A below it.

The template starts with an introductory page to be deleted in your document. The next page is the front page of the final requirements (shown on page 13). It states the name of the system to be delivered. It is convenient to also define a short system name since parts of the template may refer to the system by name, e.g. to distinguish it from systems it interacts with.

The front page also states the name of the customer, the name of the supplier, and a short description of what the delivery comprises. This helps the reader understand up front whether the delivery also comprises hardware, operation, etc. If the requirements specification is an appendix to a contract, the system name, customer name, etc. will be stated in the contract and are not needed on the requirements.

Some parts are blue. These parts must be replaced with something else in the final requirements - or deleted. Parts with yellow background are warnings or alternatives. Delete them. Other parts can often be reused. Red parts are the supplier’s proposal.

The front-page heading shows when the document was last changed and who changed it. These are document fields that MS-Word automatically updates when the document is printed or saved. The heading also shows the version number. Change the heading as needed to match your company standard.

The page after the front page is the change log. It shows what was changed when and by whom. Change it to match your project.

Chapter A is background information about the project and a guide to the supplier on how to interpret the text and write a proposal. Chapter B explains the business goals for the project, what to prove early and how the customer selects the winner.

Chapters C to J specify what the supplier must provide on the day of delivery (i.e. when the acceptance test is approved). Chapter K specifies the acquisition process and what the customer must provide. Chapter L specifies the supplier’s responsibilities after delivery.
Requirements specification for
Electronic Health Record System
(below called the EHR system)

Customer
Midland Hospital

Supplier

The delivery comprises
Software, operation and maintenance for an EHR system
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A. Background and supplier guide

A1. Background and vision

This section gives the reader a quick overview of the system and its purpose. Explain the main business goals (why the customer wants to spend money on the system), but don't go into detail (section B2 elaborates the business goals). Briefly explain the customer's present situation and his visions about the future.

Suppliers like some figures about the customer in order to get an idea about the "size" of the project. How many users, how much data, etc. Write a few key figures.

Context diagrams for the present and future situations are good illustrations. The arrows show the flow of data. In surprisingly many requirements specifications, it is unclear what is to be delivered and who will do the integration with other systems. Make sure to show the system to be delivered as a single box with double-line borders. Show the integrations that the supplier must perform as double-line arrows.

In the example, the supplier must deliver an EHR system including a medication system. This is indicated with the double-border box (the delivery) that contains the medication system. Maybe the supplier's own EHR system already contains a medication system, or he chooses one (maybe the customer's present one) and integrates with it.

He also has to integrate with the existing SKS tables and LabSys. The diagram shows that he is not required to integrate with new external systems. As specified in section F10, a third party must be able to make these integrations.

We often see customers writing a long story about their IT strategy, the historical development, etc. This is okay if it is limited to a few pages and helps the supplier understand the situation. However the story is often the customer's internal considerations or political statements that are not relevant to the supplier.

There may be a need for the customer - or his consultant - to explain the internal considerations in length, for instance the meetings held, the choices made, and the sources of the requirements, but do it in a separate paper. Not in the requirements.

Also make sure that the background and vision section doesn't contain requirements. Requirements have to be in boxes, as explained in the next section.
A. Background and supplier guide

A1. Background and vision
Presently the customer has several old EHR systems that he wants to replace with one system to obtain:

1. more efficient support for the clinical work,
2. better possibilities for integration with future systems,
3. lower cost of operation.

Midland Hospital has around 5,000 employees, 800 of which are doctors. The hospital has around 50,000 in-patients a year and around 200,000 outpatients.

The customer expects that the supplier has a COTS system (Commercial-Off-The-Shelf system) that can meet many of the requirements. In return, the customer is willing to change his work processes to a reasonable extent, as long as the business goals are met (see section B1).

The present and future situations are illustrated with these context diagrams. The supplier’s responsibilities are indicated: The box with double-line border shows the system to be delivered. Double-line arrows show integrations to be delivered. There is presently insufficient integration between the EHR system and the medication system. The customer wants an EHR system that includes a medication system. It may be the customer’s present medication system or a new one delivered as part of the EHR system.

Figure 1: Existing system

Figure 2: Vision for the new system
A2. Supplier guide

This section explains how the requirements are formulated and how the supplier's proposal is to be structured. Emphasize is on how to use the tables (the boxes), what are requirements, what are solutions and what are assumptions the supplier can make.

The intent is that the supplier doesn't need other explanations than this section of the template. For instance he doesn't need to read this guide.

We recommend that the supplier's proposal is in red. After several experiments with various indications such as italic or a color per author, it was obvious that red for the proposal was the most distinct and legible. It is also far easier to read than traditional tables with a column for each party or - worse - one appendix for the requirements and another for the proposal.

Column 3 (code) may be used in many ways, for instance:

1. Requirements priorities.
2. The supplier's indication of whether the proposal is part of a COTS system, an extension, a later delivery, etc.
3. The customer's score for the proposal.
4. Later in the project a reference to a test case that tests the solution for this requirement. In this way you ensure that all requirements are tested somewhere.

You may specify what the code column is to be used for in this project.

Open target and options

The supplier guide explains how some requirements need a reply with a number, e.g. the response time or the system availability. This is called open target. The customer must write what he expects, e.g. 2 seconds and 99.5%. Otherwise the supplier has no idea whether to propose something ambitious or something cheap.

The supplier may propose options, i.e. something the customer can accept or reject. An option is useful for instance when the supplier can propose an expensive solution that fully meets the customer's requirements, or a cheaper solution, that doesn't meet all the requirements, but probably suffices. The supplier may offer several options for the same area, e.g. several degrees of availability, as shown in the example.

This puts a burden on the customer who has to assess all of this, maybe in different combinations. For this reason, many tender processes don't allow the supplier to specify options. But it is not that difficult. We show below (A5) how the customer in a rational way can say yes or no to each option.

It is risky to forbid supplier options. A2 below, shows an example from a large project: The customer had required a system availability of 99.5%. The supplier had two operation options (99.0% at 0.5 m USD per year and 99.8% at 2 m USD per year), but was not allowed to offer options. So he offered 99.8%, which the customer accepted. The customer could easily have done with 99% and thus lost 1.5 million USD per year because he didn't allow options.

The supplier guide shows how to avoid this. The supplier proposes a basic version at 99% and two options. The exact price is – as other prices – in contract appendix 2.
A2. Supplier guide
This section explains the requirements format. Everything written by the supplier must be in red.

All requirements are written in tables:
- Column 1 is the requirement (the customer's demand - what he wants the system to support).
- Column 2 may contain the customer's solution example. In the supplier's reply, column 2 is a short description of the proposed solution. It must be in red.
- Column 3 (Code) may be the customer's rating of the proposal, test references, etc.

The requirements are organized in chapters according to their kind, e.g. Chapter C about user tasks to be supported, Chapter H about security. Within each chapter, the requirements are written in tables, e.g. a table with requirements relating to a specific task. A reference to requirement 3 in section L2 looks like this: L2-3.

The customer's solution examples are only for inspiration. The supplier is welcome to suggest completely different solutions. They become legal requirements when both parties have accepted them. However, if the accepted solution does not meet the demands stated in column 1 in a reasonable manner, column 1 has priority. See contract §9.1.

Text outside tables
Text outside the tables can serve several purposes:
A. Assumptions behind the requirements, for instance that the task must be supported for this kind of users, this frequency of use, etc.
B. Requirement notes that elaborate column 1 in the table. In principle, they should be inside the table, but they don't fit well. One example is a list of access rights to the system.
C. Solution notes that elaborate column 2 in the tables. They are not requirements but example solutions. One example is various ways a user can look up a code in a table.
D. Examples and other information to help the reader understand the requirements.

Options
Customers often write requirements that turn out to be very expensive to meet. In such cases, the supplier is welcome to offer options: an expensive one that fully meets the customer's requirements and one or more that only partly meet them. The requirement in the table below is an example.

When the proposal has several areas, e.g. availability and response time, each with several options, it is important that the customer can assess them independently.

Open target
Chapter L has many "open target" requirements. As an example, the customer may ask for high system availability, but isn't sure what it will cost. So he states what he expects and leaves it to the supplier to suggest something. In the proposal, it becomes requirement L2-2 with two supplier options:

L2. Availability

<table>
<thead>
<tr>
<th>Availability requirements:</th>
<th>Example solution</th>
<th>Proposed solution:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. In the period from 8:00 to 17:00 on weekdays, the system must have high availability.</td>
<td>In these periods the availability is at least ____%. (The customer expects 99.5% or better).</td>
<td>Base version: 99.0% Option A4-1: 99.8% (around 2 m$/year, see app. 2) Option A4-2: 99.95% (around 3 m$/year, see app. 2)</td>
<td></td>
</tr>
</tbody>
</table>

Notice that the customer has written "99.5 or better". It means that the supplier earns additional points for both options. If the supplier had omitted "or better", none of the options would earn more than 99.5%.

The template format
The template is an MS-Word document. It uses Heading 1, Heading 2 and sometimes Heading 3, plus a special heading style, Heading no number. They automatically generate the table of contents. In order to improve the overview, some headings have a forced page break. It may be changed through Home → Paragraph → Line and Page Breaks → Page break before

Tables have borders of 3/4 point. The cells have top and bottom cell margins of 0.5 mm. Column 1 has a hanging indent of 0.75 cm. Within a table cell, you tabulate with Ctrl+Tab, since Tab alone moves the cursor to the next cell.
A3. Customer options
Above, the supplier specified options. The customer may also define some. It is useful if he would like something, unless it is too expensive. The example in the template is integration with two old MR scanners.

A4. Overall solution
This section is for the supplier’s short description of his solution. The more precise description is his reply in red to each requirement. He may provide a longer description as an appendix, e.g. with user screens from his system.

A5. Supplier options
A supplier may send a proposal with options. In the example, the supplier offers a high and an ultra-high availability, as described further in requirement L2-2. Notice that the customer has written 99.5% or better. This means that the customer will consider the ultra-high availability too.

The supplier also proposes something that the customer hasn’t mentioned at all, but which the supplier considers valuable for the customer in this project.

Select the options
How can the customer decide which of the many options to accept? And when he assesses a proposal, which options should he include?

If the customer uses a selection approach with a modest number of sub-criteria (like section B5 and B6), it is rather easy to assess the options: For each option, calculate the change of each sub-criterion, the change on the total score, and the change on the cost.

1. If there is a clear advantage, include the option in the calculation of the total score. The customer can in all circumstances delay the final choice of the option until the contract has been signed.
2. If a requirement area has several options, e.g. several degrees of availability, then select the one with the biggest advantage. Include this option in assessment of the full proposal.

In order for the approach to give good results, the requirement areas must be independent of each other. As an example, it must be possible to assess the options for availability and response time independently. The supplier must ensure this.
A3. Customer options
The customer wants a proposal for these options . . .

1. Integration with two old MR scanners

A4. Overall solution
The solution is based on . . .

A5. Supplier options
The supplier proposes these additional options:

1. High availability
   99.8%. See details in L2-2 and prices in contract appendix 2.

2. Ultra availability
   99.95%. See details in L2-2 and prices in contract appendix 2.

3. Integration with the WHO DNA database
   WHO provides possibility for …
B. High-level demands

This chapter doesn't contain real requirements, but provides connections between requirements, the customer's business goals and the acquisition process.

B1. Flows

When you observe users, you often see small pieces of work (tasks) that are part of a larger flow that produces the results the customer cares about.

The EHR example has one flow only: Treatment of a patient from admission to cure. On the way you examine the patient, make diagnoses (what are the diseases), plan and perform treatments, check results and discharge the patient. The entire process can take days or months.

Notice that it is the future flow we look at. Often the benefit results from having another flow than today.

A flow is also called a process, a business process, a life cycle, a high-level task or a high-level use case. A flow may move from actor to actor, even across organizational boundaries. In the EHR example, however, we only see what the hospital does.

In the health sector there are other flows than patient treatments, for instance the life cycle of a treatment from it once upon a time was recommended by a commission until years later is abandoned by another commission. The EHR system is not supposed to support this flow, but it might deliver data to it.

Flow as a table: In section B1 you describe the flows to be supported. We recommend that it is done as a table per flow, but it could also be graphical. In the example, a treatment flow consists of 12 steps, but many of them are optional. Some steps may be repeated several times, for instance check-ups.

Column 2 of the table shows the tasks and subtasks that perform the step. As an example, two different task descriptions can handle step 1: Admission before arrival (C1, e.g. through the GP) and acute admission (C2, e.g. a traffic accident). As another example, steps 3 to 4 and 6 to 9 are handled by the same task description, the clinical session (C10).

As you see, there is a many-to-many relation between the steps of the flow and the physical, observable tasks. It is not a hierarchy or a “break down”.

When you describe a flow, you often find new demands for IT support. In this case we detected a need for arranging check-ups (step 8) and for coordination with home care (step 10). These defects are shown as question marks in the table.

Flow as graph: A widely used graphical notation is BPMN (Business Process Modeling Notation). It shows each step as a box and connects the boxes with arrows to indicate the sequence, and with diamonds to show choices to be made about the sequence. It can give a nice overview - unless you go into too much detail and try to specify also what to do in exceptional cases.

In practice we see a lot of effort being spent on flow diagrams and they occupy many pages. Often it is hard to see whether the flow is about the logical steps or
the physical tasks. It is even harder to check that they are covered by the require-
ments, as we have done in column 2 of the table.

B. High-level demands
This chapter explains how the customer's business goals are met through the requirements, how to miti-
gate high-risk requirements, and how to compare proposals.

B1. Patient treatment (future flow)
The system shall only support one kind of flow: treatment of a patient. The table below is the general, logical flow of a treatment. Many of the steps can be omitted (e.g. step 2 and 8) or repeated several times during the treatment (e.g. step 3 to 9).

The logical flow is carried out in physical tasks, where an employee for a short period of time works with the patient without essential interruptions. Column 2 shows the related tasks and subtasks for each step in the flow. Chapter C shows the details.

<table>
<thead>
<tr>
<th>Steps in patient treatment</th>
<th>Tasks and subtasks</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Admit the patient either through GP (General Practitioner), the patient in person or acutely (e.g. traffic accident with unconscious patient).</td>
<td>C1, C2</td>
</tr>
<tr>
<td>2. Call the patient to make an appointment.</td>
<td>C1-4</td>
</tr>
<tr>
<td>3. The patient arrives to the ward. Examine the patient to make a diagnosis, including making tests on the spot or through a lab.</td>
<td>C10-1, 2, 3, C12</td>
</tr>
<tr>
<td>4. Plan the treatment, including ordering medicine, booking time, order implants, etc.</td>
<td>C10-6, C11, C13</td>
</tr>
<tr>
<td>5. Maybe transfer the patient to another ward, for instance in case of several diagnoses.</td>
<td>C3</td>
</tr>
<tr>
<td>6. Treat the patient.</td>
<td>C10-3, C14</td>
</tr>
<tr>
<td>7. Evaluate the result. Maybe perform further tests and treatments.</td>
<td>C10</td>
</tr>
<tr>
<td>8. Make appointments for check-ups.</td>
<td>C10-6 ?</td>
</tr>
<tr>
<td>9. The patient arrives for check-up. Perform various tests and maybe supplementary treatments.</td>
<td>C10</td>
</tr>
<tr>
<td>10. Arrange home care.</td>
<td>?</td>
</tr>
<tr>
<td>11. Discharge the patient and inform relevant parties, e.g. own GP or social services. The patient may also have died.</td>
<td>C6, C7</td>
</tr>
<tr>
<td>12. Settle accounts</td>
<td>C8</td>
</tr>
</tbody>
</table>

In the general flow above, we haven't mentioned time monitoring at the various steps. It is described in tasks and subtasks.

The flow description is not requirements, but a cross check between the logical flow and the tasks. In the case above, it revealed some flaws in the tasks, marked by question marks.
B2. Business goals
This section of the template contains the business goals of the system, arranged in a table to show how the goals are to be met. Column 1 is the goal; column 2 the vision - the solution in broad terms; column 3 the requirements that make the vision possible. It is emphasized that the goals aren't requirements to the supplier, but background information. Column 4 allows the customer to state the deadline for meeting the goal. When stated, it is the deadline for the joint effort of the supplier and customer. The supplier should bear in mind that the customer also needs time for the organizational implementation.

The business goals serve several purposes:

da. They tell the supplier what the customer wants to achieve.

b. They are important criteria for choosing a solution.

c. They help the customer check that the crucial requirements are included.

In the example, goal 1 (efficient support of all user tasks) is a very broad goal that depends on a lot of requirements. The customer may discard solutions that poorly support one or more tasks. As an example, the surgeon needs a good overview of the patient's situation in order to make the right decision. It must be possible to discard a system with a poor overview screen although this is just one of 1000 details in the system. Section B4 explains how this can become part of the selection criteria.

In the example, the customer had identified goal 3, continuous improvement of the work processes. However, he hadn't realized that this required that you easily could make new treatment plans and new user screens. When they had to fill in the goal table, they realized the demand and came up with the requirements in E4.

Don't specify a lot of goals. If there are more than 10, check that they are not just requirements. We often see "goals" of this kind: It must be easy to print consumption reports. Although this was important to one of the stakeholders, it is a simple system requirement, not a business goal. A business goal is about the results of the entire organization, not just something the computer can do.

If you cannot write something reasonable in column 2 (vision), it may be a sign that the goal is not a true business goal, but a requirement. As an example, if the goal is: It must be easy to print consumption reports, it will be hard to write a large scale solution. If you insist on a goal that isn't a true business goal, simply leave column 2 blank.

Measuring the goals: A really good goal can be measured and compared against the existing state of affairs. Goal 2 is clearly of this kind. Goal 1 can be measured on a subjective scale of degrees (e.g. 1 to 5), but this is hard to relate to a business value. It could also be measured as the number of tasks performed per person per day, or as the time spent at the computer per patient. These are hard data and they relate well to a business value. Goal 4 could be measured as operational costs before and after system deployment.

It is important to have these measurements in order to select the most advantageous proposal as described in section B5.
Although the goals can be measured, the customer may not want to reveal the measurements. They might tell the supplier which price the customer is willing to pay. Section B6 gives an example of how to avoid it.

### B2. Business goals

The customer's reason to acquire the system is to reach some business goals. The customer expects that the system contributes to the goals as stated below. The supplier can rarely reach the goals alone. Customer contribution is needed too. This means that the goals are **not requirements** to the supplier. They are shown in a table only to provide overview.

All goals are important and the sooner they can be met, the better. Some goals are crucial to meet at a specific date, for instance for business or legal reasons. Such deadlines are shown in the table.

<table>
<thead>
<tr>
<th>Goals for the new system</th>
<th>Solution vision</th>
<th>Related requirements</th>
<th>Deadline</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Efficient support of all user tasks.</td>
<td>All relevant data are available during the task without switching between several systems. All parties can see the health record.</td>
<td>Support for all tasks in Chapter C. System integration, particularly F2. Adequate response times in L1.</td>
<td></td>
</tr>
<tr>
<td>2. Reduce medication errors from 10% to 2%.</td>
<td>Avoid manual steps - record the prescription immediately. The system checks for validity, drug interaction, etc.</td>
<td>Support for task C10 (clinical session), in particular problem 2p (assess the state of the patient) and 6q (errors at hand-over). Support for task C11 (prescription), almost all the subtasks.</td>
<td></td>
</tr>
<tr>
<td>3. Continuous improvement of the work processes.</td>
<td>Easy to set up and modify standard treatment plans. Easy to integrate the system with new lab systems, etc.</td>
<td>Requirements in sections E4 and F10 (system expansion and integration with new systems).</td>
<td></td>
</tr>
<tr>
<td>4. Lower operational costs.</td>
<td>Acquire a new, hopefully cheaper, system.</td>
<td>All the requirements and the selection criteria in B5.</td>
<td></td>
</tr>
<tr>
<td>5. Meet the new EU rules on ...</td>
<td>…</td>
<td>…</td>
<td>1-1-2020</td>
</tr>
</tbody>
</table>
B3. Early proof of concept

This section lists certain high-risk aspects of the project - things that cannot be amended late in the project. To reduce the risk, the supplier has to provide an early proof that it is possible to deliver what is required.

Most of the functional requirements are low-risk. It is for instance straightforward to add some fields and tables to the database, or some simple screens to the user interface. Most high-risk areas concern the quality requirements. In general, quality is not an add-on feature.

The template mentions that the contract allows both parties to terminate the contract if the early proof fails. Make sure this is the case. See more in section 3.2.

Points B3-1 to B3-5 specify what is to be tested early. Column 2 provides an example of how to test it. The supplier may change it to his own test proposal. He also specifies when the proof will be ready. (Sometimes a supplier may even have a proof before the contract is signed.)

These tests may be expensive, so it is not reasonable that the supplier has to carry them out before signing the contract. With POC, he can include the cost of the proof in his quotation, and will thus be paid when he delivers as promised.

B3. Early proof of concept

Some requirements are high-risk and the supplier may not be able to deliver what he promised in his proposal. If this is detected late in the project, the customer may terminate the contract, but this is a disaster to both parties. Usually the customer chooses to accept the inadequate system, possibly with compensation from the supplier. To reduce the risk, the customer requires an early proof of concept for the high-risk requirements.

According to the contract, both parties can terminate the contract if the early proof fails.

The following requirements are considered high-risk. Deficiencies here can hardly be repaired late in the project. In his reply, the supplier must state how he will carry out the proof of concept and when. The date must be stated as the number of workdays after signing the contract. The customer expects 40 workdays or less.

<table>
<thead>
<tr>
<th>Areas where an early proof of concept is required</th>
<th>Example of proof:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Efficient support of clinical sessions (task C10).</td>
<td>A prototype of the necessary computer screens (maybe a paper mockup) is assessed by expert users. Can be done within __ workdays. (See also area 5 below.)</td>
<td></td>
</tr>
<tr>
<td>2. Usability (all requirements in section I1).</td>
<td>A prototype (maybe a paper mockup) is usability tested with ordinary users. Can be done within __ workdays.</td>
<td></td>
</tr>
<tr>
<td>3. Response times with the required number of users (all requirements in section L1).</td>
<td>A test setup is used to simulate the required number of users. The response times are measured. Can be done within __ workdays.</td>
<td></td>
</tr>
<tr>
<td>4. Possibility for third-party expansion of the system (sections E4 and F10).</td>
<td>An independent software house studies documentation of parts of the system and the technical interfaces in order to assess whether it is adequate for expanding the system. Can be done within __ workdays.</td>
<td></td>
</tr>
<tr>
<td>5. Integration with other systems.</td>
<td>A test setup which demonstrates the data exchange. Can be done within __ workdays.</td>
<td></td>
</tr>
</tbody>
</table>
B4. Minimum requirements and selection criteria

Which proposals should we reject and which one should we select. Ideally we could do as follows:

For each proposal we calculate its net benefit in USD. The net benefit is the value the system will provide (e.g. for 5 years), minus the price of the system and other costs. The minimum requirement is that the net benefit is above zero. So we reject all proposals without a net benefit. We will not lose money on the project.

Among the remaining proposals, we select the one with the largest net benefit. This means that the selection criterion is the net benefit.

In practice this may be hard because not all values and costs can be stated in USD. It may also be hard to agree on details, for instance why use 5 years and what to include in the cost.

When the customer is a company, the criteria are only for internal use and the customer might define them after seeing the proposals. There may not even be any written criteria.

In an EU tender process, there must be minimum requirements and selection criteria. The criteria must be objective and known to the suppliers before they send a proposal. The aim is to prevent the customer from manipulating the criteria to make the favorite supplier, or the one who pays the largest kickback, get the contract.

**Bad practice 1: Select the system requirements that are mandatory**

For each of the many system requirements, the customer indicates whether it is a minimum requirement. So if the supplier doesn’t meet this requirement, his proposal is rejected.

It is extremely rare that you can find a system requirement that is mandatory: If this requirement isn’t met, the system is useless or has a negative net benefit. So this practice doesn’t ensure that we get a useful system.

What is worse: We may have to reject the best proposal, what often happens. We might get a proposal that is perfect in all ways, except for a system requirement we have nominated as a minimum requirement. This requirement may be important in some connections, but not mandatory.

This practice is also very time consuming during analysis. You may for instance spend long time discussing whether it is a minimum requirement that the customer can configure user screens. The right question to ask is: Will we reject a proposal that is perfect in all areas, except this one? Hardly! Then it isn’t a minimum requirement.

But **minimum requirements don’t have to be system requirements**. A minimum requirement might for instance be a positive net benefit.

If we want to avoid the monetary assessment, we can define minimum score points for **requirement areas** (see the example below). There might be around 30 requirement areas and it makes sense to check that each of them is supported sufficiently, although some of the requirements in this area not met. Typically, some suppliers fail for some requirements in this area, others for other requirements. Yet they all meet the minimum in this area.
**Bad practice 2: Choose the proposal with the highest weighted score**

The customer defines a list of assessment factors and give each of them a weight. Typically you use the factors functionality, quality and price. Each factor gets a weight, e.g. 40%, 25% and 35%. Often you divide each factor into sub-factors.

Each proposal gets a score for each sub-factor, usually a number between 0 and 10. Next you weight and add the scores. The winner is the proposal with the highest weighted score.

The scores are subjective, for instance how good is the overview of the patient’s clinical state, and how sure are you that you look at the correct patient. For the price, you give for instance 0 scores if the system costs 40 million USD and 10 scores for 20 million USD.

The problem is that the result has no relation at all to the net benefit as defined above. Ironically, this approach is called the "economically best proposal". Alas, it has no relation to economy.

SL-07 shows two solutions: One where the selection criterion is the net benefit (B5), and one where it is the highest scores per dollar (B6).

**Minimum requirements: Minimum score for each requirement area**

The customer divides the requirements into areas. For each proposal, the customer gives a score for each area: -2 (not supported or very inconvenient), -1 (inconvenient), 0 (as today or just sufficient), 1 (efficient), 2 (very efficient).

Further, the customer has specified a minimum score for each area. **The minimum requirement** is that the proposal gets at least the minimum score for each area.

Here are the areas and the reasons behind the minimum scores in the EHR example:

<table>
<thead>
<tr>
<th>Area</th>
<th>Minimum scores</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1-C4</td>
<td>Admit patient (one area). Support is not really needed for this task. The customer can just keep his existing admission system. -2</td>
</tr>
<tr>
<td>C10</td>
<td>Perform clinical session. To avoid selecting a supplier who scores high elsewhere, but handles clinical sessions badly, we demand that the system supports clinical sessions at least as well as the present system. 0</td>
</tr>
<tr>
<td>C11-C…</td>
<td>Medication (one area). This too must be supported at least as well as today. 0</td>
</tr>
<tr>
<td>…</td>
<td>…</td>
</tr>
<tr>
<td>D</td>
<td>Data. Not assessed separately. Done indirectly as task support. N/A</td>
</tr>
<tr>
<td>…</td>
<td>…</td>
</tr>
<tr>
<td>F10</td>
<td>Integration with new external systems. Must be better than today - it is one of the business goals. 1</td>
</tr>
<tr>
<td>H1</td>
<td>Login and access rights for users. Must be at least as good as today. 0</td>
</tr>
<tr>
<td>H2-6</td>
<td>Other security (one area). We accept that it is a bit worse than today. -1</td>
</tr>
<tr>
<td>I</td>
<td>Usability. Must be at least as good as today. 0</td>
</tr>
<tr>
<td>J2</td>
<td>User training. Must be at least as good as today. 0</td>
</tr>
<tr>
<td>J4</td>
<td>Data conversion. This just has to be sufficient. It is a one-time issue. 0</td>
</tr>
<tr>
<td>L1</td>
<td>Response times. Must be at least as good as today. 0</td>
</tr>
<tr>
<td>…</td>
<td>…</td>
</tr>
</tbody>
</table>
When the suppliers have submitted their proposals, the customer must assess each proposal. Chapter 3 explains how to give a score for each task, each integration, etc. and take notes about it. Give a final score for each requirement area based on the scores and notes. A single bad score for one of the tasks may give a bad score for the entire area. Make a note of why the area is not supported adequately.

The notes are useful for internal customer discussions. They are also useful in case a supplier finds the assessment unfair and goes to court. The notes can prove that the customer actually made a fair assessment.

**B4. Minimum requirements**

In public tenders according to EU rules, the suppliers must know the minimum requirements and selection criteria before writing a proposal. In commercial acquisitions, the customer needs not state any criteria.

**Scores:** The customer gives each proposal scores for the requirement areas shown in the table below. To provide better overview, the tables have space for several proposals (columns A, B and C). The scores use this scale: -2 (not supported or very inconvenient), -1 (inconvenient), 0 (as today or just sufficient), 1 (efficient), 2 (very efficient).

**Minimum score:** For each requirement area, the customer has stated the minimum scores below. A system that that doesn’t meet the minimum scores in all areas, will be useless in practice.

**Minimum requirements:** The system must meet the minimum scores below on all requirements areas.

Notice that a minimum score may be -2 or -1. This means that a proposal may be acceptable even if it is worse than the present system in this area. As an example, area C1-C7 has a minimum score of -2 because the customer can use his existing admission system. The table shows an example where supplier A scores -1 (worse than today) for area H2-H6, but this is acceptable because the minimum score is -1.

<table>
<thead>
<tr>
<th>Requirement area</th>
<th>Minimum score</th>
<th>Score</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Sup A</td>
<td>Sup B</td>
</tr>
<tr>
<td>C1-C7. Admit and discharge patients (considered one area).</td>
<td>-2</td>
<td>1</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>C10. Perform clinical session.</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>C11-C... Medication (considered one area).</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>D. Data. Assessed through the task support.</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>F10. Integration with new systems.</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>H1. Login and access rights for users.</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>H2-H6. Other security (one area).</td>
<td>-1</td>
<td>-1</td>
</tr>
<tr>
<td>I. Usability and design.</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>J2. User training.</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>J4. Data conversion.</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>L1. Response times.</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
</tbody>
</table>
Don’t let the supplier write the scores. Amazingly many customers have a table of all the requirements and ask the suppliers to state to which degree they meet each requirement, e.g. met/not met. *We don’t have the time*, says the customer, *let the supplier do it.* Imagine what suppliers do in this case? They let their sales department fill in the scores. Not surprisingly, all suppliers get top scores for everything. As a result the customer has to choose based on the cost only, and often ends up choosing a bad system.

The consequence may be that the customer saves some work hours now, but wastes thousands of hours later because his staff has to work with a bad system.

### B5. Net benefit in 5 years

Method B5 discards proposals that don’t meet the minimum requirements. Among the remaining proposals, we have to select the winner.

Method B5 computes the net benefit in dollars for each proposal. The customer selects the proposal with the highest net benefit. Below we show a complex version where we assess the degree of meeting the benefit and the risk for each business goal. We might simplify by omitting the risk.

First the customer computes the *potential benefit* of each business goal. In the example, the customer has computed the potential value for a period of 5 years. As an example, efficient task support might save each employee an hour a day. This estimate is based on observations of clinicians at work. Today they have to log into several systems for each patient and take paper notes to get an overview. They spend around an hour on this every day. It might be avoided with proper system integration and overview screens. For 4000 clinicians, it means saving 200 million USD in 5 years.

**Fraction obtained:** A proposal may have weaknesses that will reduce the actual benefit to a fraction of the potential. For each proposal and each business goal, the customer estimates this fraction. As an example, if the proposed system can save only 0.5 hour a day, the fraction is 0.5. In principle the fraction may be higher than 1. This happens if the proposal exceeds the customer's expectations.

**Risk:** A proposal may be risky, for instance because the solution hasn't been tried somewhere else, or the solution is very sketchy, or the supplier needs a long time for the POC. For each proposal and each business goal, the customer estimates the risk that the benefit will not materialize.

Based on the potential value and the proposal-specific fractions and risks, we compute the five-year value for each proposal.

**Total cost:** The cost in the example consists of the product cost as offered by the supplier, the cost of hardware and other equipment that the customer has to buy, the cost of training the staff, and the operating costs for a period of 5 years.

Notice that all of these may differ between proposals. Some proposals need more customer hardware than others; some need more staff training than others, etc.

**Net benefit:** The net benefit - the bottom line - consists of the total benefit for 5 years minus the total cost for 5 years.

The customer now selects the proposal with the highest net benefit.
B5. Selection criteria: Highest net benefit

Use either section B5 or B6 as selection criteria.

The total benefit of the proposal is based on a financial value for each business goal. The table shows an example with fictitious figures for supplier A.

**Potential:** The customer’s estimate of the potential benefit for a 5-year period. Measured in million $.

**Fraction:** For each proposal, the customer estimates the fraction of the potential benefit that this proposal can reach if the supplier delivers as promised. It is stated as a number with one decimal, normally in the range from 0.0 to 1.0. Example: The potential cost saving of efficient task support is estimated to one hour per day per employee. Proposal A seems to save only half an hour and gets the fraction 0.5.

**Risk:** For each proposal, the customer estimates the risk that the fraction will not be met. The risk is estimated based on how detailed the solution is, whether the relevant part of the solution exists, whether it is used elsewhere, the supplier’s domain knowledge, and the time proposed for the proof of concept. Example: Supplier A has sketched a detailed solution but it doesn't exist yet. However, he has good domain knowledge. The risk is estimated to 30%.

**5-year value:** Computed as Potential * Fraction * (1-Risk)

<table>
<thead>
<tr>
<th>Business goal</th>
<th>5-year potential</th>
<th>Fraction</th>
<th>Risk</th>
<th>5-year value</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Sup A</td>
<td>Sup B</td>
<td>Sup C</td>
<td>Sup A</td>
</tr>
<tr>
<td>1. Efficient support of clinical tasks</td>
<td>200</td>
<td>0.5</td>
<td>30%</td>
<td></td>
</tr>
<tr>
<td>2. Reduce medication errors</td>
<td>50</td>
<td>1.0</td>
<td>10%</td>
<td></td>
</tr>
<tr>
<td>3. Continuous improvement</td>
<td>50</td>
<td>1.0</td>
<td>40%</td>
<td></td>
</tr>
<tr>
<td>4. Lower operating costs (included below)</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Total benefit for 5 years (million $)</strong></td>
<td>300</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

The customer estimates the net benefit for each proposal. The total benefit for a period of 5 years is computed above. The costs of deploying and operating the system are subtracted. The result is the net benefit for 5 years. Notice that all the figures may differ between proposals.

The customer selects the proposal with the highest net benefit for 5 years.

<table>
<thead>
<tr>
<th>Benefit for 5 years, million $</th>
<th>Sup A</th>
<th>Sup B</th>
<th>Sup C</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Total benefit for 5 years</strong></td>
<td>145.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Product cost</td>
<td>20.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Customer hardware costs</td>
<td>10.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Staff training</td>
<td>5.6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Operating costs for 5 years</td>
<td>20.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Total costs for 5 years</strong></td>
<td>55.6</td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Net benefit for 5 years</strong></td>
<td>89.4</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
B6. Weighted score points per dollar
Method B6 also discards the proposals that were unacceptable according to the minimum requirements. However, it doesn’t calculate the benefit in dollars, but as a weighted sum of score points.

Total weighted score points: We start with a copy of the table for minimum requirements, but delete the minimum scores. We use the space for a weight for each area. We keep the actual scores for each proposal. We add columns where we calculate the weighted score for each requirement area and each proposal. The total weighted score for a proposal is an indication of the value of the proposal.

Weights: How do we determine the weights? One possibility is to give each area a priority, for instance between 1 and 5. The priority is now the weight. However, this is hard to justify from a business point of view. Furthermore it can be hard to make a stakeholder agree that his area has priority 1 and another priority 5.

Instead we could find weights that reflect the importance of the area, for instance the number of staff affected, the effect on quality, or the effect on cost. In the example we started with the 5-year potential value computed as in B5. We split the potential value into the requirements areas. As an example, continuous improvement originated mainly from F10, integration with new external systems. Finally we disguised the values as a weight by dividing by a factor that made the weights add up to 100. This also matches the tradition of using weights that are percentages.

Some areas have no direct relation to business goals. Yet they have got a small weight that reflects some subjective or political value. Notice that many areas have weight zero. Better support of them has little impact - as long as the minimum score is met.

In the example, C10 has a very high weight because it accounts for almost half of the business value. This makes the result very sensitive to the score being one or two. For this reason we gave scores with one decimal for C10. The decimals can be computed based on scores for the individual tasks or special requirements.

It is important that the supplier’s points are negative when the proposal in this area is worse than what we have today. Otherwise we can get obviously wrong choices. See the example below in the section “negative points?”

Total cost: The cost is computed exactly as for method B5.

Bottom line: In B5 we subtracted cost from benefit to get the net benefit. We cannot do this in B6. It doesn't make sense to subtract cost in dollars from benefits in score points. However, it makes sense to divide the two. This gives us the number of weighted score points per million dollars.

The selection criterion is the largest weighted score per million dollars.

Advantages: The main advantage of B6 is that we don't have to reveal the business value to the suppliers or to the government body that funds us. B6 also allows us to put weights on quality aspects that cannot be estimated in dollars. Finally, the whole procedure is somewhat simpler because we can reuse the scores from the minimum requirements.
B6. Selection criteria: Most score points per dollar

With this alternative the customer doesn't have to specify the benefit in $, and he doesn't have to reveal to the supplier how much he expects to gain. Risks are not included below, but it could be done.

Scores: The scores are those the customer assessed for the minimum criteria in B4. Since one of the areas has a very high weight, the decision is very sensitive to this area getting score 1 or 2. For this reason, we give it a score with one decimal here.

Weight: Each requirement area has a weight that reflects the impact of the area. For instance, the number of staff affected, the impact on the customer's service quality, or the contribution to the business value. The weights add up to 100.

<table>
<thead>
<tr>
<th>Requirement area</th>
<th>Weight</th>
<th>Score</th>
<th>Weighted score</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Sup A</td>
<td>Sup B</td>
<td>Sup C</td>
</tr>
<tr>
<td></td>
<td>Sup A</td>
<td>Sup B</td>
<td>Sup C</td>
</tr>
<tr>
<td>C1-C4. Admit patient (considered one area).</td>
<td>5</td>
<td>1</td>
<td>5</td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C10. Perform clinical session.</td>
<td>50</td>
<td>1.5</td>
<td>75</td>
</tr>
<tr>
<td>C11-C… Medication (considered one area).</td>
<td>15</td>
<td>2</td>
<td>30</td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>D. Data. Assessed through the task support.</td>
<td>N/A</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>F10. Integration with new external systems.</td>
<td>15</td>
<td>1</td>
<td>15</td>
</tr>
<tr>
<td>H1. Login and access rights for users.</td>
<td>0</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>H2-H6. Other security (one area).</td>
<td>0</td>
<td>-1</td>
<td></td>
</tr>
<tr>
<td>I. Usability and design.</td>
<td>10</td>
<td>1</td>
<td>10</td>
</tr>
<tr>
<td>J2. User training (training cost below).</td>
<td>N/A</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>J4. Data conversion.</td>
<td>0</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>K. Acquisition process (project cost below).</td>
<td>N/A</td>
<td></td>
<td></td>
</tr>
<tr>
<td>L1. Response times.</td>
<td>5</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Total weight and total weighted score points</strong></td>
<td><strong>100</strong></td>
<td></td>
<td><strong>135</strong></td>
</tr>
</tbody>
</table>

For each proposal the customer computes the total weighted score and the costs of deploying and operating the system for a period of 5 years. Finally the score per million $ is computed.

The customer selects the proposal with most score points per million dollars.

<table>
<thead>
<tr>
<th>Score per million $</th>
<th>Sup A</th>
<th>Sup B</th>
<th>Sup C</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Total weighted score points</strong></td>
<td>135.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Product cost</td>
<td>20.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Customer hardware costs</td>
<td>10.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Customer project cost</td>
<td>0.3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Staff training</td>
<td>5.3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Operating costs for 5 years</td>
<td>20.0</td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Total costs for 5 years</strong></td>
<td><strong>55.6</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Score points per million $</strong></td>
<td><strong>2.4</strong></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
**Variations**

There are many variations on the selection themes above.

For the minimum criteria, there may be several requirement areas where the customer can accept a proposal that is worse than today. It would be foolish to reject an otherwise great proposal because it is worse than today in a few areas. However, it shouldn't be worse in too many areas. We can avoid this by means of an additional minimum requirement:

For B5, net benefit over 5 years: The net benefit must be positive.
For B6, weighted score points: The total of the weighted score points must be positive.

We might add maximum criteria on the cost, e.g. *our budget doesn't allow us to invest more than 30 million dollars*. And add minimum criteria on the benefit, e.g. *we won't invest in something unless we get at least a 20% return on investment*.

In B5 we could change the 5-year period to for instance 10 years. This will make the selection less sensitive to the development time and the initial costs.

In B5 we could select the winner according to the financial benefit per invested dollar. This corresponds to the managerial situation where we have a limited amount of money to invest and choose the projects that give the largest return on investment.

We could also be more precise and calculate the internal rate-of-return (IRR), taking into account the varying benefits and costs over a period of years.

For B6 we could include the risk of not getting the full score points.

In general it is a good idea to test the weights and scales by imagining hypothetical proposals with different scores and costs, and check that the selection criteria make sense.

Finally, you should remember that there is a high level of uncertainty and risk in large IT projects. Fiddling with details in the calculations will have little impact compared to these risks. Fortunately the selection of a winner is often *robust*: Even if we vary the weights and estimates quite a lot, the same winner comes out.
Negative points?

Does it matter which scale you use for measuring score points? With B6 we used scale -2 to 2 and A was best. What happens if we use scale 1 to 5 instead? You might believe that A is still the winner, but you are wrong. It may become another supplier, even one we don’t want at all.

The table below shows an example. Supplier A has 100 weighted score points when we use a scale from -2 to 2. B has zero. However, A is also more expensive. What happens if we change the scale to 1 to 5? Now -2 points become 1, and 2 points become 5. In other words, we add 3 to all scores. Since the weights add up to 100, the total weighted score points increase by 300, as shown in the table below.

The costs of A and B are the same as before. Before, A got 2.5 score points per million, B got zero. A was the winner. Now A gets 10.0 score points per million, B gets 15.0. B will be the winner because he is cheaper and with this scale he earns almost the same number of score points as A.

How can this happen and what is right?

The cause is that scale 1 to 5 doesn’t reflect business value. It looks as if proposal B adds value. It doesn’t. With scale -2 to 2, we can see that B is “as today”. Why pay 100 million for this?

The conclusion is that when you use score points, they must reflect the business value. Positive score points must reflect added value, negative lost value. If they don’t, you may end up spending money on a system that makes things worse.

What do you think most customers do? They use positive scores only!

<table>
<thead>
<tr>
<th>Scale effect</th>
<th>scale -2, -1, 0, 1, 2</th>
<th>scale 1, 2, 3, 4, 5</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>A</td>
<td>B</td>
</tr>
<tr>
<td>Total weighted score points</td>
<td>100</td>
<td>0</td>
</tr>
<tr>
<td>Cost, millions</td>
<td>40</td>
<td>20</td>
</tr>
<tr>
<td>Scores per million</td>
<td>2.5</td>
<td>0</td>
</tr>
</tbody>
</table>
C. Tasks to support

This chapter describes the user tasks to be supported. The requirement is that all tasks must be supported to some degree.

A user task is something user and computer do together from start to end without essential interruptions. A good starting point is something that happens in the user's world, for instance that a client calls. A good end point is that nothing more can be done for the client right now - the user deserves a "coffee break" (task closure).

The first task in the template is C1. It starts when the secretary receives a message about a patient. It ends when the patient has been admitted and got a meeting time - or put on the waiting list - or the call has been parked because some information is missing.

The table lists the sub-tasks involved. As far as possible, the user decides which subtasks to carry out and in which sequence.

Subtask 1 records the patient. We don't specify whether user or computer does it. Initially we don't know how much the computer is doing; it depends on the supplier's solution. Good support is that the computer does most of it, for instance copies the patient data automatically when the message is electronic.

Subtask 1a is a variant, i.e. another way to do subtask 1. Either 1 or 1a is done.

In a task you can specify that something is a problem to be eliminated. You don't have to specify how. In the example it is a problem that some of the electronic messages don't observe the MedCom format.

Strictly speaking, we must distinguish between task description and task execution. The secretary executes C1 many times a day. The first time it is about patient A, the next time it is about patient B who lacks information and is parked. At the end of the day the secretary receives another message about patient B, this time with the missing information. Now the secretary can do more for B than the first time. Each time it is a new task execution but it follows the same task description. Programmers would say that C1 is a class and execution of C1 is an instance or an object of this class.

Work areas

In order to assess how well a task is supported, we have to know what kind of users we deal with, the environment where the task is carried out, etc. We might specify this for each task, but we often have to repeat the specification. So it is convenient to bundle tasks according to user kind and environment. Such a bundle is called a work area.

In the template we describe each work area as an introduction to the bundle of tasks. We describe the user profiles (roles) and maybe the environment. The user profiles explain the user's IT experience, domain experience, motivation, etc. Some users may work in several work areas, possibly with different roles in different areas.

User profiles are a short version of personas. Tasks are related to use cases and user stories, but are problem oriented. See more below.
C. Tasks to support

The system must support all user tasks in this chapter, including all subtasks and variants, and mitigate the problems. Column 1 of the tables describe what user and system will do together. Who does what depends on the chosen solution.

A task is carried out from start to end without essential interruptions. If necessary, the case must be parked and resumed later. Although subtasks are numbered, they don't have to be carried out in this sequence, and many of them are optional. The user decides what to do and in which sequence. A subtask may also be repeated during the same task.

Some subtasks may be performed in alternative ways. It is shown with a, b, etc. Letters p, q, etc. indicate something that today is a problem with this subtask.

Work area 1: Patient management

This work area comprises calling in patients, monitoring waiting lists …

User profile: Doctor’s secretaries. Most of them are experienced IT users with good domain knowledge. They communicate easily with medical staff.

User profile: Clerical staff …

Environment: Office …

C1. Admit patient before arrival

This task creates an admission or continues a parked admission. Most admissions can be handled as one piece of work. The rest have to be parked, e.g. because some information is missing. It is important that the system ensure that parked admissions are not forgotten (see E1-1)

Users: Initially a doctor’s secretary, but the case may be transferred to someone else.

Start: Message from medical practitioner, message from another hospital … message with missing data, or a reminder about a parked admission.

End: When the patient has been admitted or recorded on the waiting list, or when the admission has been parked while the missing data is on its way.

Frequency: In total: Around 600 admissions per day. Per user: A maximum of 40 per day.

Difficult: (never)

<table>
<thead>
<tr>
<th>Subtasks and variants:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Record the patient. (See data description D5).</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1a. The patient is in the system. Update data.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Admit also a healthy companion.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Record the admission, including the initial diagnosis. (See data description D1 and D6).</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3a. Transfer data from medical practitioner, etc.</td>
<td>The system uses the MedCom formats.</td>
<td></td>
</tr>
<tr>
<td>3p. Problem: Some electronic messages don't follow the MedCom format.</td>
<td>The system allows manual editing of the transferred message.</td>
<td></td>
</tr>
<tr>
<td>3q. Problem: The patient may have several admissions at the same time at different hospitals and departments. It is hard to see who is responsible for nursing and where the bed is.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. Find a meeting time for the patient and send an admission letter or a confidential email.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4a. Put the patient on the waiting list.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4b. Essential data is missing. Park the case with time monitoring.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4c. Transfer the case to someone else, possibly with time monitoring.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4d. Maybe reject the case.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. Request an interpreter for the meeting time.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
C1. Task rules (Admit patient before arrival)

The task description consists of these parts:

**ID:** Tasks are numbered C1, C2, etc. To avoid too much renumbering during requirements elicitation, we group tasks according to work area and start each area with a round figure. In the template, C10 is the first task in the next work area, patient treatment.

**Name:** A task must have a name in imperative, e.g. Admit patient. Names like The user admits the patient or patient admission don't start with a verb in imperative. Imperative hides who does what - user or computer. During elicitation we don't yet know who will do what.

**Introduction:** Help the reader understand what the task is about.

**Users:** The users who carry out the task.

**Start:** A task should be something that is carried out by one user from start (trigger) to end (coffee break) without essential interruptions. Notice that a task may start for more than one reason and end in more than one way.

The start signal (the trigger) should be something that happens in the user's world. In the example it is that a secretary receives a message about a patient. Avoid out-of-the-blue triggers such as the user wants to record an admission. This reveals that we haven't understood when this happens and whether the system could support it better, for instance through automatic receipt of MedCom messages.

**End:** A task ends when the user deserves a "coffee break", either because the user has done what is needed or because nothing more can be done right now. Task C1 may be parked because some data are missing (subtask 4b). Although the task isn't completed in a logical sense yet, it is completed physically for now. The user starts doing something else. This pattern is very common and it is important that the system supports it well, for instance through warnings about overdue, parked tasks.

Why do we define tasks this way? Because it is the observable period of time where the system must support the user - without essential interruptions. We must check that the system provides efficient support for the entire period.

**Frequency:** The task frequency for the entire organization and for the user. The frequency for the entire organization helps the supplier estimate the necessary computer capacity. The frequency for the user indicates the importance of an efficient user interface. These figures are outside the table, meaning that they are not requirements, but assumptions the supplier can make. The corresponding quality requirements are in other sections: response times (L1) and usability (I1).

**Difficult:** Situations where the task is particularly difficult to carry out, for instance because it is done under stress or requires high precision. Note that task C1 has no difficult situations while task C10 has one.

You cannot readily observe difficult situations but have to ask users about them. Difficult is outside the table and thus not a requirement. Early in the requirement process you may write difficult, but try to move it into other sections later. Often we can describe it as a problem with one of the subtasks. Then it is easy to check
whether the supplier has a good solution. We can also describe a difficult situation as a separate task. This helps us check that the supplier supports it well.

**Subtasks and variants**: The requirements are in the table. Column 1 is a list of subtasks, variants and problems. This is what the system must support. Subtasks are numbered in a logical sequence, but this is for reference only. Subtasks are basically optional (need not be carried out), some of them are repeatable and they may be carried out in many sequences. The user decides as far as possible what to do.

Notice that we use imperative language also for subtasks (record the patient). You may write several lines to describe a subtask or a problem. C1-3q and C10-2 are good examples. If you need more space, write a requirement note below the table.

Variants of a subtask are indicated by letters a, b, etc. A variant means that the subtask may be carried out in more than one way. As an example, we may either
record the patient (subtask 1) or find the patient in the system (1a). Problems relating to the subtask are indicated by letters p, q, etc.

Many subtasks consist of recording or using data, but some subtasks comprise more, for instance advising other people (subtask 5), dispensing medicine, paying an amount. It is important to include this even if it is done manually today. The supplier may have a solution that the customer hasn't imagined.

**Problem = current problem:** Column 1 also lists problems. A problem must be something that troubles the user in the present way of doing things. Problem 3q is a good example. The customer wants the supplier to eliminate the problem. We often see analysts stating an imagined future problem, for instance that it will be difficult to provide overview of the data. This is not the intention with "problem". If you want to mention such issues, do it in column 2 (solutions), which deals with the future.

**Solutions:** The customer may write example solutions in column 2. Later the supplier writes his proposed solution here.

As a customer, write sample solutions sparingly. Don't force yourself to write something "clever" here. Only write something if it is a non-trivial solution. Solutions are not in imperative. They should explicitly state who does what, e.g. *The system shows* or *The user selects.*

**What are the requirements?** Right after heading C in the template, you see that the requirements are to support all user tasks, including all subtasks and variants, and mitigate the problems. This means that column 1 of the tables are the requirements (the customer's demand). Column 2 may contain a solution example, but the solution is not a requirement. Things outside the tables are assumptions the supplier can make or help to the reader. Requirements or solution examples that are too long to fit in the table, may be written outside the table, but must have the heading *requirement note* or *solution note.*

**C2. Similar tasks (Admit immediately)**
Task C2 handles patients who arrive in an emergency without notice. Although the task resembles C1 there are differences, and C2 may need different support.

Don't worry about the same subtasks appearing in C1 and C2. We need to check that they are supported well in all contexts. A programmer will try to reuse code - great, but the analyst doesn't program. The analyst should ensure that all use contexts are supported properly.

**C10. A complex task (Perform clinical session)**
The most important activity in a hospital is examining and treating the patient. How many tasks are involved? Is *examination* one task and *treatment* another task? If we study what actually goes on, examination, treatment, and other activities are often carried out within the same short period of time without essential interruptions. This period of time is a task, which we call a *clinical session.* It is important that the computer supports the whole session well.

Many patients have several diagnoses (diseases) and during the clinical session the clinicians may try to deal with all of them. They may for instance follow up on a treatment of one disease and plan treatment of another one.
So task C10 starts when the clinician starts dealing with the patient and it ends when he cannot do more for the patient right now. The task contains many kinds of subtasks. The clinician decides what to do and in which sequence.

**C2. Admit immediately**
This task creates an admission for a patient who arrives in an emergency without prior notice …

**Work area 2: Patient treatment**
This work area comprises …

**C10. Perform clinical session**
A clinical session may comprise diagnosis, planning, treatment, evaluation, etc. Usually several of these are carried out, but it may also happen that only planning, for instance, is carried out.

**Users:** ...
**Start:** Contact with the patient or a conference about the patient.
**End:** When nothing else is to be done about the patient right now.
**Frequency:** In total: Around 15,000 per day. Per user: A maximum of 20 per day.
**Difficult:** Disaster with many injured. (Better describe it as a separate task. See the guide booklet.)

<table>
<thead>
<tr>
<th>Subtasks and variants:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Identify the patient.</td>
<td>The system can read an electronic bracelet, e.g. for unconscious patients.</td>
<td></td>
</tr>
<tr>
<td>2. Assess the state of the patient. See open diagnoses and related indications. See notes. See results of services ordered earlier and compare them with expectations. The data to overview comprises D0 …</td>
<td>The system shows an overview of everything on one screen, e.g. with a Gantt-like time dimension. The user can drill down to details from the overview.</td>
<td></td>
</tr>
<tr>
<td>2p. <strong>Problem:</strong> Today clinicians have to log in and out of several systems to see all relevant data.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Provide services that can be given on the spot, e.g. blood pressure and SAT.</td>
<td>The system makes it easy to record the results on the spot.</td>
<td></td>
</tr>
<tr>
<td>4. Follow up on planned services and results. Check for violated deadlines.</td>
<td>The overview shows ordered services and their state, e.g. deadline violation.</td>
<td></td>
</tr>
<tr>
<td>5. Adjust diagnoses (modify, add, delete, prioritize). Check against standard recommendations. Write notes.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5p. <strong>Problem:</strong> Cumbersome to see standard recommendations.</td>
<td>The system can show recommendations and checklists based on a selected diagnosis.</td>
<td></td>
</tr>
<tr>
<td>6. Plan and order new services. Check against available time for all parties - including the patient. (See the long subtasks C11, C12 … for order medicine, booking …).</td>
<td>For bookings, the system shows available dates and times for all parties.</td>
<td></td>
</tr>
<tr>
<td>6p. <strong>Problem:</strong> Parts of the request are forgotten.</td>
<td>The system can book standard packages of services.</td>
<td></td>
</tr>
<tr>
<td>6q. <strong>Problem:</strong> Errors when data are written on paper and recorded later.</td>
<td>The system makes it easy to record on the spot.</td>
<td></td>
</tr>
<tr>
<td>7. Maybe discharge the patient. (See task C6).</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
C11. A long subtask (Order medicine)

Sometimes there are so many subtasks in a task that the description becomes hard to overview.

One solution is to bundle the subtasks into logical groups with headings. We have seen this work fine with 50 subtasks divided into 10 groups. The purpose of the bundling is only to help the reader. The subtasks may still be carried out in almost any sequence.

Another solution is to make each bundle a long subtask with a separate C-number. As an example, subtask C10-6, plan and order new services, refers to several long subtasks: C11, prescribe medicine, C12, booking, etc.

C11 is shown in detail. Notice that a long subtask doesn't have its own start and end description. It is simply a part of the main task, C10. However, it makes sense to specify the frequency because only some clinical sessions have prescriptions or bookings.

Subtask 6, Calculate dose, shows how business rules can be embedded in a task. We might split subtask 6 into several subtasks, each of which checks one thing. Or write the details as a requirement note.

C20. Another environment (Perform clinical session, mobile)

It may happen that a task is carried out in different environments with different needs for IT support. One example is the clinical session when the clinician moves around from patient to patient. The customer would like to support it through PDA's or Smartphones. In theory all we need is to state in the introduction to C10 that it may also be a mobile environment.

However, where should the supplier specify his solution, which is probably different from the normal PC support of C10? And how will the customer assess the solution? We suggest that you repeat the task for each environment:

C10: Perform clinical session, stationary.
C20: Perform clinical session, mobile.

What about the long subtask C11, prescribe medicine? To make sure that it too is supported well in both environments, we should repeat it.

As for C2, admit immediately, don't worry about the same subtasks appearing in several tasks. We need to check the support of them in all contexts.

Why not user stories or use cases?

User stories

Like tasks, user stories try to describe what the user will use the system for. We see User Stories being used more and more in requirements. They come in many versions. Here are three typical examples:

A. As the patient's doctor I want to see an overview of the patient's diagnoses.

B. As the patient's doctor I want to see an overview of the patient's diagnoses. (Followed by a screen with an outline of the overview – a wireframe).

C. In order to see the patient's diagnoses, I right click the patient's name and chose See diagnoses.
All three examples are unsuitable as requirements. You cannot see what the overview is to be used for. Is it to find a treatment, to explain a new symptom, or to write a discharge letter?

You may get support for these user stories, yet fail to get adequate support for the full task from trigger to coffee break. In the worst case, the user may have to write the diagnoses on paper in order to execute the next steps of the task.

Examples B and C are furthermore on a wrong level (design level) and prescribe a specific solution. This is not suitable if you want to get an almost finished system.

C11. Order medicine for the patient (long subtask)
This is not a separate task but a long subtask carried out during a clinical session. For this reason "start", "end", and "user" are unnecessary.

Frequency: In total: Around 30,000 times per day. Per user: A maximum of 20 times per day.

<table>
<thead>
<tr>
<th>Subtasks and variants:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Assess the entire medication pattern of the patient, in this admission as well as other admissions.</td>
<td>The system shows an overview of all medications, CAVE and diagnoses.</td>
<td></td>
</tr>
<tr>
<td>1p. <strong>Problem:</strong> Cumbersome to see standard recommendations</td>
<td>The system can show recommendations and checklists based on diagnosis and drug type.</td>
<td></td>
</tr>
<tr>
<td>6. Calculate dose. Check that it is reasonable. Check for interaction with other drugs.</td>
<td>The system offers a calculation based on body weight retrieved from the health record.</td>
<td></td>
</tr>
<tr>
<td>6p. <strong>Problem:</strong> Translation between various units. There may be a difference between the unit of prescription (e.g. mg) and the unit of dose (e.g. number of tablets).</td>
<td>The system shows the dose in prescription units as well as dose units.</td>
<td></td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

... ...

C20. Perform clinical session, mobile
Clinical sessions may be performed when medical staff is moving around from patient to patient, e.g. with a PDA or mobile phone. In principle, we have the same subtasks as in C10, but they cannot be supported in the same way. In order to allow the supplier to specify his solution for the mobile situation, we repeat the clinical session task here.

| Users: | ... | |
| Start: | When ... | |
| End: | When ... | |
| Frequency: | ... | |
Use cases
Use cases also try to describe what the user will use the system for, but are also very solution oriented. They have a short time span and rarely stretch from the true trigger to the deserved coffee break.

In use cases you don’t mention problems. Some use case authors become upset if you do it: You haven't done your work properly. (Not my duty! I expect the supplier to solve the problems.)

If you use the task concept correctly, there will be rather few tasks to describe. Many large systems can be described with just 10-30 tasks. This is an advantage because you get a better overview and have much less to write.

We often see requirement specifications where 10 tasks have been expanded to around 100 use cases, each of which takes up one or more pages, although little happens in each of them. The cause is usually that each subtask has been specified as if it was a separate task with start and end, frequency, etc. In real life these use cases are not separate but done in combination with other use cases until "coffee break". When described in the use-case way, the supplier gets no feel for how the use cases relate to each other, and as a consequence he cannot support them well.

Here is a scaring real-life example from the hospital world:

A harmful specification from a real EHR project - 3 pages in total
Use case 2.1. Show diagnoses
The clinical user wants to obtain an overview of the patient's diagnoses and their relationships.

Start: The user wants to inform himself of the development in the patient's state of health.
End: ...
Precondition: The user is logged in. The patient is recorded and selected.

<table>
<thead>
<tr>
<th>Step:</th>
<th>Example solution:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Show the hierarchy of diagnoses.</td>
<td>E.g. a hierarchy or a Gantt diagram.</td>
</tr>
<tr>
<td>2. Select display mode.</td>
<td>E.g. expand or collapse with plus and minus.</td>
</tr>
<tr>
<td>3. Select the level of detail.</td>
<td></td>
</tr>
<tr>
<td>4. Show notes about a selected diagnosis.</td>
<td></td>
</tr>
<tr>
<td>5. Show date and author for the note.</td>
<td></td>
</tr>
<tr>
<td>6. Show possible external causes of the diag-</td>
<td></td>
</tr>
<tr>
<td>nosis.</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

This is not a true task because it isn't closed in the coffee-break sense. It will be part of a larger task, for instance a clinical session. Furthermore it has so many details that it prescribes a specific user dialog. Notice the out-of-the-blue trigger: The user wants to . . . It is an indication that we don't know when this is done.

As for user stories, we cannot see the purpose of this use case.
Don’t describe data as subtasks

The use case above is 3 pages in total. One reason is that the analyst has tried to describe data as steps. Notes, dates and external causes are handled as separate steps. The real specification also had use cases such as Create diagnosis (4 pages) and Change diagnosis (3 pages). They referred to almost the same data. It was hard to use the data names consistently in all the use cases. The original specification had also a log-in use case and a select patient use case.

With SL-07 you describe data separately in Chapter D. From the subtasks you may briefly refer to the data that are relevant in this subtask. The template shows examples in C1-3 and C10-2.

Sometimes it is useful to list the necessary data more precisely, for instance in a single subtask or as a requirement note below the task.

Tasks have no preconditions

The use case above has two preconditions: The user must be logged in, and the patient recorded and selected. This enforces a flow between use cases. The user must first carry out the login use case, next the select patient use case, then the show diagnoses use case.

Tasks don’t have preconditions, but the subtasks may have, although we rarely need to write them. The clinician can start a clinical session at any time without any precondition. It is part of the task to identify and select the patient (subtask 1). It is an implicit precondition for the remaining subtasks that this has been done. Since the context is clearly visible, there is little reason to write an explicit precondition for all of these subtasks.

What about the login precondition? In a task perspective this is not a demand but a solution to a problem: who is the user and what is he allowed to do? Login is only a cumbersome way to do this. The template deals with these issues in section H, security, and doesn’t mention them in the tasks.

Lauesen & Kuhail, 2012, give a detailed comparison of use cases and tasks. It is based on requirements specifications from 15 professional teams in 5 different countries. They all tried to specify requirements for the same system. Eight used Use Cases and seven used Tasks.

It turned out that the use cases covered the customer’s needs poorly in areas where improvement was important, but difficult. The customer’s problems simply disappeared when the analyst couldn’t see a solution. The difference was significant on the 1% level (ANOVA, p = 0.6%).
D. Data to record
This chapter describes the data to be stored in the system. Data may be described in many ways. The template shows five ways:

1. a short explanation of each of the data classes (tables)
2. a data model (also called E/R diagram or Entity/Relationship model)
3. a data dictionary with details of each field, data volume, etc.
4. the contents of some existing tables
5. the contents of existing screens

Unfortunately there is no ideal way to describe data. Some are easy to understand for stakeholders, but hard to make precise and consistent. Others are opposite.

Chapter D of the template starts with a short explanation of the data classes followed by a graphical data model. Next there is a detailed data description (a data dictionary) and finally examples of using tables and screens as requirements.

Data model – E/R – Entity/Relation
Data models are great to give overview and consistency. Domain experts can often understand them, but ordinary users find them hard to understand.

Figure 3 in the example is a data model or E/R diagram. Each box is a class of data. Imagine that there is a pile of file cards behind the box. As an example, behind the Person box there is a file card for each person the system deals with. The box symbolizes a card for one single person. For this reason the name on the box should be singular, i.e. Person rather than Persons.

Next to the box we list the fields on the card. A card for a person contains the person ID, the name and other simple fields. There should not be repeating fields on the card, such as a list of the person’s hospital admissions (in database terms: first normal form). Data about an admission must be on one card in the Admission box and should not be replicated on the Person card. On a user screen we can show a person plus all his admissions, but not on a file card in the data model.

There are relationships between the boxes, shown as crow’s feet. A crow’s foot shows that a card relates to one or more cards in another pile. As an example, a person’s file card is related to several admission cards (strictly speaking to zero or more admission cards). Reading the crow’s foot the other way, one admission card is connected to only one person card.

A dotted box shows that the data in that pile are shared or partly shared with an external IT system.

When the data are in a relational database, a class corresponds to a table. Each file card corresponds to a record or row in the table. However, E/R diagrams are also very useful when data are not in a relational database.

The diagram lists the fields (attributes) outside each box to save space and improve overview. In many cases we show only some of the fields and indicate with ... that there are more. Notice that we don’t show the tables’ foreign keys. It is database technology and confuses the users. The crow’s feet show what is needed.

A UML class model is very similar to an E/R model, but fields are shown inside the boxes, so boxes become very large. Connectors are lines with cardinality shown as
0:1, 1:* etc. When a line cannot be straight, it is not a smooth curve, but a broken line. These seemingly small differences make a huge difference when you try to get an overview of a large diagram. Our brain can much easier perceive an E/R diagram than a UML diagram. Further, a UML diagram often needs five times as much space.

D. Data to record

The system must record the data described in this chapter. The user can create, view, and change the data through the tasks described in Chapter C. In many cases data has to be exchanged with external systems as specified in Chapter F.

Figure 3 is a data model (an Entity/Relationship diagram, E/R) that gives an overview of the data. Each box is a class of data. Imagine a pile of file cards behind the box (also called Records or Rows). The box symbolizes one of the cards. As an example, D5 is a pile that holds a card for each person the system deals with. Next to the box is a list of the fields on the card.

There are relationships between the boxes, shown as crow's feet. A crow's foot shows that a card relates to one or many cards in another pile. As an example, a person can have many admissions, but an admission relates to only one person. Data need not be structured this way in the system, but it must be handled in some way.

The dotted boxes show data that are (partly) shared with external systems.

D1. Diagnosis: Each record contains data about one of the patient's diseases. It corresponds to the National Health Classification (SKS), but there is also a need for recording diseases that are not in SKS or cannot be classified until later.

D2. Diagnosis type: Each record contains data about a type of diagnosis - independent of the patient: the diagnosis name and SKS code (where possible), recommendation, standard treatment packages (through the relationship to the catalogue of service types) … The clinicians will choose diagnoses from this catalogue of diagnosis types.

D5. Person: Each record holds data about a person: name, address … A person may be a clinician, a patient, or a relative.

D6. Admission: Each record holds data about an admission: start time, related person …

Figure 3. Data model for the system
D0. Common fields
In many systems we need to keep track of the data history, i.e. who created or changed data and when. It is fields that all tables must have. Old versions of the "file cards" are kept. Technically it can be done in various ways, but they are solutions the customer doesn’t have to care about. The important part is the requirements in D0.

D1. Data dictionary (Diagnosis)
This section is the data dictionary for the diagnosis class. It consists of these parts:

1. The number and name of the class. Classes are numbered D1, D2, etc. To avoid too much renumbering during analysis, you may bundle the classes and start each bundle with a round number.

2. Examples of what a file card may represent. Show typical as well as unusual examples. For the diagnosis class, a file card represents a diagnosis for a specific patient. A diagnosis may for instance be "cholera" or "coughing".

3. The source of the data. Where does it come from? It might be entered during a task, collected by the system, or imported from another system. In many cases you can describe it for all fields at the same time; in other cases some fields need a description of their own. In the example, the diagnosis name is usually retrieved from a diagnosis type-card, but it may also be entered by the clinician.

4. The use of the data. It may be used in tasks or exported to other systems. Again there may be a common description for all the fields or separate descriptions for some fields.

5. The data volume. This is in the table and thus a requirement. The system must be able to store this amount of data. Section L3 specifies for how long time the data must be kept and how fast archived data must be retrieved.

In the example, the data volume is given as the number of new diagnoses per year. This also gives us the number of create-transactions per day, and an indication of the number of create-transactions in peak load periods. This is important for stating response time requirements in L1.

6. A table with details for each field. Attributes are numbered sequentially. Problems associated with an attribute are numbered p, q, etc. The list has three columns, similar to tasks. Notice that we describe the crow's feet (relations) as a kind of field, e.g. D1-2 and 3.

ID/keys: Notice that we don’t describe the many ID-codes (keys and foreign keys) that we find in a typical database. It is because they are technical details that are not on domain level. But we describe the relations and give them a name, e.g. Admission. However, we describe Diagnosis Code, because users know them.

The example is written without details of the data format (e.g. whether it is text or numbers). In some cases details such as date format and text lengths are useful, for instance in the solution column as shown for D1-4. If a specific format is necessary, it must be a requirement in column 1. Use it sparingly; it reduces the chance of finding a COTS system that matches the requirement.
D0. Common fields
Each data class records history, i.e. each change creates a new version of the "file card" and preserves the old one. This is recorded in these fields.

<table>
<thead>
<tr>
<th>Fields and relationships:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Change Time: The date and time when the &quot;file card&quot; was created or changed.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Source: The person who created or changed the &quot;file card&quot;.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. History: Relation to earlier versions of the &quot;file card&quot; (not shown in the diagram).</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

D1. Diagnosis
A diagnosis is a disease or a symptom for a specific patient.

Examples: There is a fuzzy distinction between diseases and symptoms. As an example, cholera as well as coughing are "diagnoses".

Data source: Diagnoses are recorded during clinical sessions (C10) and often during admission (C1).

Data use: Diagnoses are shown in patient overviews, for billing and for government reporting.

<table>
<thead>
<tr>
<th>Data volume:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Around 800,000 diagnoses are recorded a year.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Fields and relationships:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. Diagnosis Code: Relation to Diagnosis Type. The patient's primary diagnosis may change during the admission. The primary diagnosis type is used for billing and government reporting.</td>
<td>See solution notes below.</td>
<td></td>
</tr>
<tr>
<td>2p. Problem: Very hard to select the right SKS code from the 20,000 possible ones.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Admission: Relation to the Admission, which in turn refers to the patient (Person).</td>
<td>The system records it automatically based on the currently selected patient.</td>
<td></td>
</tr>
<tr>
<td>4. Name: Usually the name from Diagnosis Type, but may be a name entered for this specific patient.</td>
<td>Field length: 100 characters.</td>
<td></td>
</tr>
<tr>
<td>5. State: A diagnosis may be in these states: Obs, valid, canceled, closed.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. Start Time: The date and time from which the diagnosis is in this state. Usually it is the same as the Change Time, but not always, e.g. if you record that the patient started coughing yesterday.</td>
<td>The system makes it easy to choose the Recording Time as the Start Time.</td>
<td></td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
</tr>
<tr>
<td>17. Recommendation: The recommendation valid at the time of creating the diagnosis.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Solution notes
The user might for instance select a diagnosis code in these ways:

a. Browsing a conceptual hierarchy (corresponding to the SKS super and subclasses)

b. A reduced hierarchy so that the department as a default see only the diagnoses relevant for them.

c. "Live search" where the user enters part of the diagnosis name, and the system shows possible matches keystroke by keystroke.
D2. A type class (Diagnosis type)
The diagnosis table D1 holds the actual diagnoses for the patients. In contrast, D2 is an example of a type class. The file cards behind the D2-box make up a catalogue of all possible diagnoses.

It is usually important to specify also the type tables, particularly when the system must be able to add a type, change it, and maybe keep track of the history of each type. The EHR system gets the diagnosis types from the web site of the National Health Organization (SKS), see F1.

Notice how D2-5 mentions an example in column 1 (Cholera DA00). This is a good way to explain what the field may contain. We often see people write such an example in column 2. This is wrong - column 2 is for example solutions - DA00 is not a solution.

Notice how D2-6 deals with the length of the description field. It should be around two lines, but the exact number is not important. For this reason the customer has written a suggested length in the solution column. The supplier may adjust it to what is convenient for him, for instance 255 characters.

In the EHR example, there is also a Service Type class (D4 in the model). It corresponds to a catalogue of all possible services, e.g. "Blood pressure measurement" and "Hearth bypass surgery". In some cases there may be several levels of type classes. As an example, doctors don't just prescribe Aspirin. They prescribe the service type "Aspirin, 12 tablet package". This service type belongs to a Drug medicament type that is "Aspirin, 500 mg tablets". The Drug medicament type belongs to a Drug preparation type that is "Aspirin, tablets", which corresponds to an Active ingredient type that is "Acetylsalicylic acid".

The Drug medicament type, the Drug preparation type and the Active ingredient type are separate data classes (separate boxes) not shown in the template diagram.
# D2. Diagnosis Type

The collection of diagnosis types makes up the diagnosis catalogue.

**Examples:**  
DA001: Cholera vibrio eltor; DR059: Coughing.

**Data source:**  
Imported from the SKS web site.

**Data use:**  
The user selects a diagnosis type when recording a patient diagnosis.

---

<table>
<thead>
<tr>
<th>Data volume:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The collection of diagnosis types makes up the diagnosis catalogue.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SKS has presently around 20,000 types.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Fields and relationships:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. Diagnosis code: SKS code or a temporary code.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Name: The full name of the diagnosis, e.g. &quot;Cholera without specification&quot;.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. State: A diagnosis type can be in one of these states: Considered, valid, outdated.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. Parent: Relation to a more general diagnosis type, e.g. &quot;Cholera, DA00&quot;.</td>
<td>Example: &quot;Cholera, DA00&quot;.</td>
<td></td>
</tr>
<tr>
<td>6. Description: A longer text, but not more than one or two lines. Even longer descriptions may be found in the &quot;Recommendation&quot;.</td>
<td>Field length: 160 characters.</td>
<td></td>
</tr>
<tr>
<td>7. Service types: Relation to service types that may be used to treat this diagnosis.</td>
<td>The system may extract the information from the Recommendations.</td>
<td></td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10. Recommendation: A long text describing indications, medical practice, etc.</td>
<td>Might be a URL.</td>
<td></td>
</tr>
</tbody>
</table>
D3. Using existing tables and screens (Service)
In this section we show some other ways of specifying data: Existing tables and existing screens.

There are many kinds of service in an EHR system. It is hard for the customer to specify all of them. In the first part of D3, the customer has specified the common fields and relations that all services should have.

D3-4 is the state of the service. When the clinician requests a service, it starts in state ordered, then becomes confirmed by the service provider, then started and completed, and it should end up as assessed by a clinician. Keeping track of the state and when it changes, is important for taking action when things don’t proceed as expected. It also allows the system to issue warnings when something is forgotten. The rules for changing state and issue warnings can be complex. You may write the rules as requirement notes below the table or as business rules in Chapter E.

Section D3.1 specifies the services that are clinical measurements. In principle, the special fields for a clinical measurement should be written in table D3.1, but D3.1-2 just refers to a screen taken from the existing database system. The screen lists the existing fields. This gives the supplier an idea about what is needed, but the details may have to be sorted out during development.

Section D3.2 specifies the services that are surgery. They are specified in the same way as the measurements.

### D3. Service
A service is something measured or given to the patient. There are many subclasses of service, e.g. measurements, surgery and medication. At present they are stored in separate tables or even in external systems to be integrated.

<table>
<thead>
<tr>
<th>Fields and relationships common for all services:</th>
<th>Sample solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Service code: Relation to Service Type.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Admission: Relation to the Admission, which in turn refers to the patient (Person).</td>
<td>The system records it automatically based on the currently selected patient.</td>
<td></td>
</tr>
<tr>
<td>3. Start time: The date and time the service was given.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. State: In the normal flow a service may be in these states: Ordered, confirmed (by the service provider), started (e.g. sample taken), completed, assessed (by the clinician). Exceptionally, the state may be: Canceled, changed.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. Consists of: Relation to services that are part of this service, e.g. surgery that consists of several services.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
D3.1. Patient measurement

Examples: Blood pressure; Body Weight; B-glucose; Gamma globulin; X-ray.
Data source: Some are recorded during a clinical session; others are imported from an external system, e.g., lab results.
Data use: Used in patient overview and detail view to support diagnosing and treatment.

<table>
<thead>
<tr>
<th>Data volume:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Around 100,000 measurements are recorded a day. Of these 5,000 are pictures.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Fields:

<table>
<thead>
<tr>
<th>Example solutions:</th>
</tr>
</thead>
<tbody>
<tr>
<td>A patient measurement should include the data from the present table, see Figure 4, tblPatientMeasurement. Notice that the present table doesn't have these common service fields: admissionID and state.</td>
</tr>
</tbody>
</table>

D3.2. Patient surgery

Examples: Heart Bypass Operation; Photodynamic Therapy (PDT).
Data source: Recorded during and after surgery.
Data use: Used in patient overview and detail view to support diagnosing and treatment.

<table>
<thead>
<tr>
<th>Data volume:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Around 100 surgeries are recorded a day.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Fields:

<table>
<thead>
<tr>
<th>Example solutions:</th>
</tr>
</thead>
<tbody>
<tr>
<td>A patient surgery record should include the data from the present table, see Figure 4, tblPatientSurgery. Notice that the present table doesn't have the common service fields: admissionID and state.</td>
</tr>
</tbody>
</table>

Figure 4. Present service

![Figure 4. Present service](image)
Section D3.3 specifies the services that are patient medication. In this case, the customer didn’t have the table formats, but used screen cuts from his existing medication system. This also gives the supplier an idea about what is needed, but again the details may have to be sorted out during development.

**D3.3. Patient medication**

**Examples:** Ibumeitin, 400 mg*3; Furix, 40 mg*2.

**Data source:** Recorded as prescriptions during clinical sessions.

**Data use:** Used in patient overview and detail view to support diagnosing and treatment.

<table>
<thead>
<tr>
<th>Data volume:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Around 30,000 prescriptions are recorded a day.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Fields:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. A patient medication record should include the data that the present system shows. See Figure 5, screen shot from the present medication system.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Figure 5. Present medication data**

<table>
<thead>
<tr>
<th>Start</th>
<th>End</th>
<th>Type</th>
<th>Medicine</th>
<th>Unit</th>
<th>Dosis</th>
<th>Daily dosis</th>
<th>Path</th>
<th>Info</th>
</tr>
</thead>
<tbody>
<tr>
<td>12.07.96</td>
<td>Solid.Inf.</td>
<td>Celecoxib 1500 mg...</td>
<td>15 mg/ml infusion...</td>
<td>1500 mg x 3</td>
<td>4500 mg</td>
<td>N'</td>
<td></td>
<td></td>
</tr>
<tr>
<td>17.08.96</td>
<td>Solid</td>
<td>Farte</td>
<td>10 mg/ml</td>
<td>40 mg x 2</td>
<td>80 mg</td>
<td>N'</td>
<td></td>
<td></td>
</tr>
<tr>
<td>20.10.96</td>
<td>Solid.Inf.</td>
<td>Melredazol</td>
<td>5 mg/ml infusion...</td>
<td>500 mg x 3</td>
<td>1500 mg</td>
<td>N'</td>
<td></td>
<td></td>
</tr>
<tr>
<td>13.07.96</td>
<td>Solid</td>
<td>Solo-208</td>
<td>100 mg depot...</td>
<td>100 mg x 1</td>
<td>100 mg</td>
<td>OR</td>
<td></td>
<td></td>
</tr>
<tr>
<td>13.07.96</td>
<td>Solid</td>
<td>Lactulose SAD</td>
<td>807 mg/ml</td>
<td>1334 mg x 1</td>
<td>1334 mg</td>
<td>OR</td>
<td></td>
<td></td>
</tr>
<tr>
<td>13.07.96</td>
<td>Solid</td>
<td>Multibexin mine...</td>
<td>tabletter</td>
<td>1 stk x 1</td>
<td>1 stk</td>
<td>OR</td>
<td></td>
<td></td>
</tr>
<tr>
<td>13.10.96</td>
<td>Solid</td>
<td>Ibumeitin</td>
<td>400 mg tablet...</td>
<td>400 mg x 3</td>
<td>1200 mg</td>
<td>OR</td>
<td></td>
<td></td>
</tr>
<tr>
<td>03.10.96</td>
<td>Solid</td>
<td>Pisceron</td>
<td>7.5 mg/ml</td>
<td>10 stk x 1</td>
<td>19 stk</td>
<td>OR</td>
<td></td>
<td></td>
</tr>
<tr>
<td>01.12.96</td>
<td>Solid</td>
<td>Fasix</td>
<td>500 mg filmcoat</td>
<td>1000 mg x 3</td>
<td>3000 mg</td>
<td>OR</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
(Intentionally left blank)
E. Other functional requirements

Most of the system functionality is simple data creations, deletions, edits and queries that are implicitly required to support the tasks, system integrations, etc. This chapter describes functionality that is more complex.

E1. System generated events

The system may do things on its own, for instance collect data from the environment or send reminders to users when time limits are exceeded.

Requirement E1-1 asks for a reminder when an admission has been "forgotten". There must be a task that handles this reminder. In the example, task C1 Admit patient deals with it as one of the possible triggers.

Requirement E1-2 asks for a reminder when a LabSys service has been lost. Here too there must be a task that handles this reminder. This task is not mentioned in the template. It is carried out by a department secretary or the chief nurse.

E2. Reports

Often the existing system can print heaps of reports, but for most of them the customer doesn't know whether they are used and for what. The template shows how to transform this lack of knowledge into requirements.

Report 1 has a well-defined purpose and we can describe the format precisely, for instance through a sample print.

Report 2 has a well-defined purpose, but no specific format. It is useful to refer to the task or tasks where this report is used to help the supplier understand what is convenient.

Report requirement 3 deals with the lack of knowledge by asking the supplier to offer a fixed price per report. In this way the customer can delay the decision on which reports are needed. The fixed price prevents the supplier from abusing the de-facto monopoly he has got after signing the contract. The supplier must specify the price, and maybe how it depends on the complexity of the report. He might for instance use a price per Function Point (see L5-7).

Requirement 4 deals with the problem in another way by asking for a report generator that can combine data from all classes of the data model. It will allow the customer to develop his own reports. The example asks the supplier to specify how easy it is to develop the reports, for instance by stating how many super users can do it.

Requirement 5 states that all reports must be available on the screen as well as in print.

Requirement 6 attacks a related problem: The user doesn't really want a report, but wants to explore data.
E. Other functional requirements

Most system functions are simple creations, deletions, edits, and queries that need no further specification. They are implicitly given by the task descriptions (Chapter C), system integrations (Chapter F), etc. In addition, the system must be able to perform the functions specified in this chapter.

E1. System generated events

The system must generate these reminders:

<table>
<thead>
<tr>
<th></th>
<th>Example solutions:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. If an admission has been parked for X days, the doctor's secretary must be reminded. System administration must be able to define X.</td>
<td>X is typically 4 days, but may vary between departments.</td>
</tr>
<tr>
<td>2. If a LabSys service has been ordered but not completed within 24 hours, the clinicians must be reminded.</td>
<td></td>
</tr>
</tbody>
</table>

E2. Reports

Some reports are needed in connection with the tasks described in Chapter C. The report formats are not essential as long as the tasks are supported well. These reports are not described in this chapter. There is also a need for reports with ad hoc purposes, cross-task purposes, and reports with a precise format. They are specified here.

<table>
<thead>
<tr>
<th></th>
<th>Example solutions:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Checks must be printed on preprinted forms with the format shown in ...</td>
<td></td>
</tr>
<tr>
<td>2. The system can show an overview and a forecast of the bed occupation (used for instance in task ...).</td>
<td>Figure ... shows an example of such a report.</td>
</tr>
<tr>
<td>3. The supplier can develop up to 100 new reports at a fixed price as part of the maintenance.</td>
<td>See appendix 2. (The price may depend on the complexity.)</td>
</tr>
<tr>
<td>4. The system has a report generator that is easy to use. It can combine data from all classes in the data model.</td>
<td>____% of super users can develop reports like those in appendix X. The customer expects 50%.</td>
</tr>
<tr>
<td>5. The system can show all reports on the screen as well as on print.</td>
<td></td>
</tr>
<tr>
<td>6. Super users can explore data in an ad-hoc way.</td>
<td>The system can transfer data to a spreadsheet.</td>
</tr>
</tbody>
</table>
E3. Business rules and complex calculations

Rules and computations may be described in several ways. Some fit nicely into task descriptions, for instance this subtask in C11, Prescribe medicine:

Check that the medicine doesn't interact with other drugs the patient takes.

The supplier can specify that his system automatically does this and how.

Other rules are part of the data requirements (e.g. possible states of a service) or security rules (e.g. who has the right to do what?). This section specifies additional complex rules.

E3-1 in the example requires a computation that is described in a separate appendix (waiting list calculation). The appendix may for instance contain an algorithm described as a small program, a flow chart, or a table of the possibilities.

E3-2 refers to a public document where the rules are described (salary agreements). In order to translate this into a solution, the supplier needs a lot of expertise in the salary domain.

You may also indirectly specify a function through an accuracy requirement, for instance that the system must be able to recognize human speech with a background noise of 30 dB. Or that the system must be able to calculate a duty roster that is at most 3% more expensive than the optimal plan.

E3-3 requires a rule expressed as the state-transition diagram in Figure 6. A diagnosis for a specific patient can be in one of these states: obs, valid, canceled, closed. Officially, it can only change state as shown by the arrows. User actions can cause all these state transitions, except deletion of the diagnosis. Deletion is done automatically after 20 years. As requirement E3-3 explains, users should be able to make any state change anyway.

E3-4 requires a more complex rule expressed as the state-transition diagram in Figure 7. It shows the states of a LabSys service request as recorded in the EHR system. The possible states are shown as boxes with round corners. It corresponds to the service states mentioned in D3-4. The diagram shows how the state changes.

The clinician creates the service in the EHR system, which sets the state to Ordered. At the same time the EHR system sends a LabRequest to LabSys. LabSys sends a LabConfirm message to the EHR system, which sets the service state to Confirmed. Next the clinician sends the physical sample and marks it in the EHR system, which sets the state to Started. Later LabSys sends a message with the result to the EHR system, which set the state to Completed. When the doctor later sees the result in the EHR system, the system sets the state to Assessed.

Diagrams such as these can be detailed further with activity diagrams (from UML) or SDL (from the telecommunication industry). Sometimes this level of detail is important, but in most cases it specifies a solution rather than a user demand. In the example, the user doesn't really care about these LabSys details, but it is important to him that he can see how far the LabSys request has come. This could be stated as the real requirement.
E3. Business rules and complex calculations
Some business rules are specified in the task steps, e.g. Check that … (example in C11-6). Other business rules are specified in the data descriptions (example in D3-4), and some are specified as access rights (section H1). Here are additional business rules and complex functions:

<table>
<thead>
<tr>
<th>Function</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Waiting list priority must be calculated as described in …</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Salary calculations must at any time follow the collective agreements (see also the maintenance requirements in …).</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Normally, a diagnosis may only change state as described in Figure 6. In case of mistakes, the user must be able to deviate from the rules (see also H4-2).</td>
<td>A user who tries to deviate from the rules will be asked whether it is intentional. If so, the change is made and logged in …</td>
<td></td>
</tr>
<tr>
<td>4. Inside the system, a service requested from LabSys changes state as described in Figure 7.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Requirement note: State-transition diagrams
Figure 6 shows that a clinician creates the diagnosis. It is created in either state Obs or state Valid. Clinicians can change the state according to the diagram. The diagnosis disappears when the system automatically cleans up the data after 20 years.

**Figure 6. Diagnosis states**

![Diagram](image1)

Figure 7 shows how the state of a LabSys service changes inside the system. A clinician creates a LabSys service in state Ordered. During the creation, the system sends a LabRequest to LabSys. When LabSys sends a LabConfirm message to the system, it changes the service state to Confirmed. A clinician takes a sample from the patient, sends it to the lab and tells the system, which changes the service state to Started. The service can change state in other ways as specified in the diagram.

**Figure 7. LabSys service states and messages**

![Diagram](image2)
E4. Expansion of the system
In some cases the customer needs to be able to expand the system himself in some areas. He may for instance want to experiment with new screens to improve usability, or he may fear that the supplier will charge an unreasonable price for expansions.

This section asks for functionality that will make some kinds of expansion possible without involving the supplier. Some years ago, suppliers were reluctant to allow such things, because they feared for the correctness and stability of the system. This has changed and even ERP systems such as SAP and Axapta provide better and better possibilities for expanding the system.

In the EHR example there is a significant demand because there are more than 20,000 types of patient service, each with their own data fields; and the number grows steadily. It is not acceptable that the supplier is needed for changing the system whenever a new type of service is introduced. Similarly, many medical specialties have their own needs for data visualization.

There is also a demand for future integration with external systems. This is handled in section F10.

Notice that the template not only asks for expansion functionality, but also for the rights to use it (E4-8). This is based on bad experiences with suppliers who provide the functionality but keep the rights for using it and for extracting the data stored in the system.
E4. Expansion of the system
The system shows and maintains data through the user screens. In this section, "customer" means the customer's own IT staff or a third party authorized by him. The customer expects to be able to modify the screens and add new ones in order to create overview for medical specialties, new work procedures, etc.

The system handles many types of medical services, often with special combinations of data. The customer expects to be able to add new types of services. The requirements below state the demands.

<table>
<thead>
<tr>
<th>Expansion requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The customer can define new types of services based on data in Chapter D.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. The customer can define screens that combine data from the entire data model in Chapter D (arbitrary views of data).</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. A screen can activate functionality in the EHR system and in external systems integrated with the EHR system. E.g. request of a service, notification, print of a report.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. A screen can be composed of many types of components (controls) and their color can reflect data values. E.g. text boxes, tables, buttons, graphs, pictures.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. The customer can add new types of components for use in the screens.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. Screens can be defined for several kinds of equipment, e.g. PC, PDA, Smartphone.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Documentation and rights:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>7. The tools for composing screens, adding new component types, etc. must be documented in such a way that the customer's IT staff or a third party can understand them and use them for the intended purpose.</td>
<td>A course of ___ days is necessary to use the tools.</td>
<td></td>
</tr>
<tr>
<td>8. The customer must have the right to use the tools and the data stored in the system.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
F. Integration with external systems

Integration means that two systems shall communicate. Usually it is a matter of transferring data from one system to the other. The trend is that new systems must integrate with more and more other systems - external systems. More than ten external systems are quite common.

In some cases we can avoid explicit integration requirements because full support of the tasks requires integration. We did so in C1-3a (use of MedCom for data transfer). Usually, however, integration is a complex affair, and it will be hard to evaluate a supplier’s integration solution by trying to carry out the tasks. It is particularly difficult if we want to make an early proof of concept (B3). So usually we need explicit integration requirements.

The template starts with a verbal overview of the external systems and a graphical overview in form of a context diagram. It is similar to the context diagram in section A1, but will usually contain more details.

Show the system to be delivered as a box with double-line borders. Show the integrations to be performed by the supplier as double-line arrows. Let the arrows point in the direction data move. Label each arrow to indicate the data that flow.

In the example, the supplier has to integrate with the existing SKS system and LabSys. He may deliver a new medication system (F3) or integrate with the existing one. Note that he is not required to integrate with new external systems. Someone else may do it.

Which system should initiate the data transfer? It depends on what is possible with the existing systems. And the customer shouldn’t care. He should only ensure that his demands are met. So what are the real demands? A study of many system integrations shows that several aspects are involved:

A. Access rights to data. Who is allowed to transfer what?
B. Protection of data: Avoid data loss, duplication, and corruption.
C. Documentation and rights: What to document? Who may use it for what?
D. Responsibility: Who will make and test the integration and how will the "other end" help?
E. Task support: Can the user tasks be supported well with this integration?
F. Data to import from the external system: Which data?
G. Data recency: How old is the data that the customer’s system shows? This is the key concern in integration. With the ideal SOA architecture (see below), the data on the screen will be only a few seconds old. With a batch-wise transfer it may be hours or weeks old, but this may be sufficient, e.g. for the SKS integration.
H. Response time at import: When the system requests import of data, how fast should it be transferred?
I. Data to export: Which data and when?
J. Response time at export: When the system requests export of data, how fast should it be transferred?
K. Other functionality: Can the system order other functions in the external system, for instance remind users or print data? Does it offer functions itself?

The template has sections and examples for each of these aspects.
F. Integration with external systems

The system must integrate more or less closely with the external systems shown in Figure 8 (context diagram). The integration comprises data sharing or replication, and the ability for the user to activate functionality in the external systems.

In this Chapter, “customer” means the customer’s own IT staff or a third party authorized by him.

S-Data (System data) are the integrated data stored locally in the EHR system, S.
E-Data (External data) are the integrated data stored in the external system, E.

Here is a short explanation of the external systems:
F1. SKS: The National Health Classification system. The National Health Organization updates it regularly.
F2. LabSys: The customer’s present lab system for ...
F3. A medication system. It may be the customer’s present medication system or a new one delivered as part of the EHR system.
F10. An external system that the customer will buy later and integrate.

Figure 8. Context diagram

Requirement note: Response times
The response times specified in this chapter must be interpreted in the same way as in L1, i.e. with L1’s fractile, measured in peak load periods, etc.

Integration aspects
For each integration there are many aspects to consider:
A. Access rights to data.
B. Protection against loss of data.
C. Rights and means to integrate the system with other systems or migrate data.
D. Integration responsibility, e.g. the supplier, or the customer with support from the supplier.
E. Tasks the integration must support.
F. Data import from E (the external system). Which data to import.
G. Data recency (how old may the local copy of the data be).
H. Response time at import.
I. Data export to E. Which data to export.
J. Response time at export.
K. Other functions, e.g. warnings to the user or E.

For practical reasons the requirements in group A, B and C are written as common integration requirements, which means that they are valid for all integrations where relevant.
What should the requirements say about the external systems that the supplier has to integrate with. The systems exist and the supplier has to know about their technical interfaces (API’s or XML services) in order to estimate his own integration costs. Yet the customer rarely has this information.

The customer can refer to the supplier of the external system, but often he is not willing to help. He sees the new supplier as a competitor. The customer should ensure that the old supplier will help, for instance by buying the necessary rights. This is an important assumption for the supplier. It must be stated above the requirements table, in the same way as other assumptions the supplier can make.

To avoid that the new supplier later causes similar troubles, he must accept requirements F0-6 to 9. Then the customer doesn't have to negotiate with him the next time something has to be integrated.

SOA or data replication?
Some customers listen to the IT gurus and ask for a Service Oriented Architecture (SOA) where systems connect with XML services, and data are stored only in their source system. Other systems must retrieve it from there. In principle it is a great idea, but the customer doesn't realize that this requires 10-50 times more computer time than traditional approaches. It also makes it impossible for the supplier to ensure fast response times and high operational availability, because his system depends on other system’s response times and availability.

When the supplier offers a COTS-based system, SOA may become a really expensive solution for other reasons too. The COTS system retrieves data from its own database, but now data must be retrieved through SOA from another system. The supplier must change his system in hundreds of places - even if it is nicely made with a multi-layer architecture. A system that has been changed in so many places cannot be maintained as part of maintaining the COTS system. So maintenance will also be very costly.

An alternative solution is to replicate data across systems, and synchronize data periodically (batch transfer). This is usually much easier to add to a COTS system.

F0. Common integration requirements
This section covers requirements that apply for all the integrations where relevant and unless something else is stated.

F0-1 requires that data may only be transferred to the user's PC if he is allowed to see them. So data confidentiality doesn't depend on only special PC programs showing the permitted data. It would be too easy to install a spy program that lets the user peek at the forbidden data. This requirement could also be considered a security requirement and placed in section H1.

F0-2 to 3 require the system to protect against technical problems with lost or duplicated data. This could also be considered a security requirement and placed in section H3.

F0-4 recognizes that it may be necessary to analyze the actual data transfers, and asks for ways to do it.
**F0. Common integration requirements**
The requirements in this chapter apply for all the integrations unless explicitly stated.

<table>
<thead>
<tr>
<th>A. Access rights to data: <strong>May be moved to H1</strong></th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The system may only transfer E-data to the user's PC when the user has the right to see it according to H1.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>B. Protection of data: <strong>May be moved to H3</strong></th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. The system must protect against loss or duplication of data transferred between the systems, e.g. because one or both systems have been off-line or closed down.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. The system must protect against concurrency problems, e.g. that user A sees and then updates E-data, while user B does the same. Neither A nor B will notice the conflict.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. The system must support error tracing at data transfers.</td>
<td>Logging all transfer errors.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>C. Documentation and rights:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>5. It must be easy to add new interfaces, e.g. SOA services, database queries, or API's.</td>
<td>The system provides an OData interface that allows the client to define services. Or: The supplier can do it at a fixed price.</td>
<td></td>
</tr>
<tr>
<td>6. The customer must have the means and rights to extract and use all data described in Chapter D, e.g. for converting the data to another system.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>7. The technical interfaces to S must be documented. The documentation must be understandable to a typical software house and found suited for integration and data retrieval.</td>
<td>A course of ___ days is necessary to use the documentation and make the integration. Documentation samples must be delivered early (see B3-4).</td>
<td></td>
</tr>
<tr>
<td>8. The customer must have the right to use the documentation and the interfaces themselves.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>9. The supplier must loyally support the customer in the integration or migration effort with qualified staff at a fair price.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

F0-5 specifies that it must be easy to add new technical interfaces to the system, e.g. SOA services. Although some customers believe they can define the necessary services in the requirements, experience shows that new services are often needed. If you need a new service, it is very expensive because the suppliers of the two systems have to agree and test their systems together. An alternative is to use an OData interface (Open Data Protocol) where the client to a large extent can define on his own what he wants to retrieve (like an SQL statement).

F0-6 specifies that the customer (or a third party) must be able to migrate the data to another system. This is a key requirement for being able to switch supplier later. Surprisingly many customers forget this and the supplier gets a monopoly.
F0-7 to 9 specify that the customer must be able to integrate the system with other systems. He must have the means, documentation, and rights to do so, and the supplier is obliged to support the work. If all the existing external systems had met similar requirements, integration would be much simpler.

Notice how it is possible to verify the quality of the documentation by asking a typical third party software house to try out the documentation. This should be done early in order to make it likely that the supplier's way of documenting will suffice for third party integration with the EHR system (see section B3).

**F1. Simple one-way integration (SKS)**

This section is an example of a very loose integration with an existing system, SKS, the National Health Organization's classification codes. SKS has code files that anyone may download.

The introduction above the tables gives the assumptions for the requirements, similar to the assumptions for tasks descriptions.

**Tasks:** Which tasks utilize the integration?

**E-support:** Who has the rights to integrate? How to get the documentation of the external interface? Who can provide support?

**E-updates:** How frequently are SKS codes updated inside the SKS system?

**Data volume:** How much data to transfer?

The template shows two versions of the requirements table for F1. One where we carefully have considered all points from D to K, and one where we only write the strictly necessary requirements.

**All points considered**

F1-1 specifies that the supplier has to make the integration. It is assumed that he doesn't need support from someone else to do it (a reasonable assumption in this case).

There are no special requirements for task support. The introduction says that the data are used in most tasks. It is sufficient in this case.

F1-2 specifies the data to be transferred from SKS.

F1-3 shows that the recency of data is not urgent. If the system has the data one week after they have been released by SKS, everything is okay. The example solution mentions that a periodic transfer is sufficient. The transfer might also be started manually by IT support when the health authorities announce the changes.

F1-3p mentions an existing problem about conflicts between local codes and new official codes, and suggests two solutions.

F1-4 mentions that more recent data are needed sometimes.

There are no requirements for a specific response time (how fast the transfer is). The system is not required to use other functions in SKS or transfer data to SKS.

**The short version**

Here we can do with just two requirements: (1) The supplier is responsible. (2) The new SKS tables must be used by the system shortly after having been released.
**F1. SKS**

_E-data (external data):_ The SKS tables comprise codes and corresponding names for diagnoses, services, health departments, etc.

**Tasks:**
The codes and names are used in most of the tasks. However, the department codes are retrieved from another system.

**E-support:**
The tables are publicly available from the web site of the National Health Organization. They are zip text files with fixed field spacing. They are documented on the same web site.

**E-updates:**
The department data are updated on a monthly basis, the other codes every three months.

**Data volume:**
The SKS tables comprise around 100,000 records, each around 100 characters.

### Alternative 1: All points considered

<table>
<thead>
<tr>
<th>D. Integration responsibility:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The supplier must integrate the system with the SKS tables.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>E. Task support: No special requirements.</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>F. Data import:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. All codes and names are needed, except the department data.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>G. Data recency:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. S-data should not be older than a week.</td>
<td>The system imports E-data every ___ days. Or: IT support starts a transfer when the Health authorities announce that data are available.</td>
<td></td>
</tr>
</tbody>
</table>

| 3p. Sometimes new SKS codes conflict with local codes or cause other problems. | IT support can roll SKS data back to the previous version. Or: Local codes may have a tag so that they don't conflict. | |

| 4. In special cases, there may be demand for more recent data. | IT support can start a data transfer. | |

<table>
<thead>
<tr>
<th>H. Response time at import: No requirements.</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>I. Data export: None.</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>J. Response time at export: N/A.</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>K. Other functions: No requirements.</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### Alternative 2: The short version

**Integration requirements:**

| 1. The supplier must integrate the system with the relevant SKS tables. | Example solutions: | Code: |

| 2. The system must use the new codes and names shortly after their release. | The system or the maintenance staff transfer the tables within a week after their release. | |

<table>
<thead>
<tr>
<th>Integration:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
</table>

| 1. The supplier must integrate the system with the relevant SKS tables. | | |

| 2. The system must use the new codes and names shortly after their release. | | |
F2. Two-way integration (LabSys)

This section is an example of a close integration with an existing system. Data are transferred both ways: requests to LabSys and replies the other way. The introduction explains what LabSys can do from a user perspective. Only task C10 uses LabSys.

**Tasks:** Which tasks utilize the integration?

**E-support:** The customer refers to a technical document and promises that a specific company, MediData, can provide support (see the introduction to Chapter F). The customer has contracted the necessary rights.

**E-data updates:** Each update corresponds to LabSys generating a reply.

**S-data updates:** S is the EHR system. S-data are the requests. An update corresponds to sending a request.

**Data volume:** A reply consists of around 500 characters per result.

F2-1 specifies that the EHR supplier has to make the integration. He can assume support from MediData as promised under E-support.

F2-2 says that support of task C10 must be efficient. This requirement seems a bit unnecessary since the introduction mentioned C10. However, stating it as an explicit requirement makes it easier to assess the solution. It also allows the supplier to explain what he considers a good solution.

F2-3 specifies the data to import. The data correspond to Service records in the data model (section D3).

F2-4 and 5 specify that LabSys results must be in the EHR system (S) within 3 hours, but sometimes better recency is needed. The customer mentions a couple of solutions. They assume that the supplier can work out a solution with MediData, since electronic data are transferred over night.

F2-6 specifies the response time for data import (getting the test reply). The example solution allows time for LabSys to send the reply. In general the supplier will have troubles meeting a response time that includes time for external system requests. So a fair requirement allows the time needed by the external system.

As mentioned in the requirement note at the introduction to Chapter F, response times must be interpreted in the same way as in section L1, e.g. with fractiles and peak load periods.

F2-7 specifies that the user can send LabSys requests by means of S. This is considered a kind of data transfer. It might also be called a function and be specified in "other functions" (F2-K).

F2-8 specifies the response time for data export (sending the request). There are actually two times involved: The time until the user can continue typing or clicking, and the time until the user can see the LabSys confirmation.

F2-9 and 10 specify that the EHR system can notify its own users and LabSys about new and missing replies.
## F2. LabSys

**E-data** (external data): LabSys version yyy. Users can request lab tests from LabSys. The sample itself is delivered by … and the reply comes on fax and electronically. One reply may contain several results.

### Tasks:
LabSys is used in connection with task C10, Perform clinical session.

### E-support:
The technical interface to LabSys is described in … MediData supports LabSys in Denmark and can provide integration support. The customer has contracted the rights with MediData.

### E-data updates:
LabSys generates replies continuously by fax, but at present the electronic replies are only sent as a batch over night.

### S-data updates:
The entire hospital requests around 8000 tests a day, mainly between 8:00 and 16:30.

### Data volume:
Each reply consists of one or more results, each of around 500 characters.

<table>
<thead>
<tr>
<th>D. Integration responsibility:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The supplier must integrate with LabSys.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>E. Task support:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. The integration must support C10 in an efficient manner.</td>
<td>Requests and replies are handled in the same way as other services - without retyping patient ID.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>F. Data import:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. All E-data that can match the data in section D3.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>G. Data recency:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>4. S-data should not be older than 3 hours.</td>
<td>The system imports E-data every __ hours. Or: Data is imported at E request when they are available. Or: Data is always retrieved from E.</td>
<td></td>
</tr>
<tr>
<td>5. Sometimes the latest results are needed for a specific patient, e.g. during surgery.</td>
<td>The system retrieves data on the user’s request. Or: Data is always retrieved from E.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>H. Response time at import:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>6. When the user requests a lab reply, it must be so fast that the user doesn’t lose patience.</td>
<td>The result is visible within __ s plus the time LabSys needs to send the reply. (The customer expects 3 s.)</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>I. Data export:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>7. The user can send LabSys requests through the EHR system (S).</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>J. Response time at export:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>8. A lab request can be sent and the user continue typing within the mental switching time (around 1.3 s). The confirmation from LabSys should be visible a bit later.</td>
<td>Typing is possible within __ s. (The customer expects 1.3 s.) The confirmation from LabSys appears __ s after LabSys has sent it. (The customer expects 3 s.)</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>K. Other functions:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>9. S can notify the user about new or missing LabSys replies.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10. S can notify LabSys (E) about missing LabSys replies (reminders).</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
**F10. Integration with new external systems**

Once the customer has acquired the system, it can become very expensive to integrate it with new external systems because the supplier usually has a monopoly on carrying out such changes. Section F0 (requirements 5 to 9) avoids the monopoly by requiring that the customer (or a third party) is able to implement such integrations. In section F10 the customer tries to get information about what kind of integrations he can make himself.

**E-support** explains that it is the customer's responsibility to get documentation for the external system (of course).

F10-1 says that the customer (or a third party) is responsible for the integration, but the supplier of the EHR system must assist him according to F0-9.

F10-2 specifies that the EHR system should allow an integrated system to work off-line for a period and reconnect gracefully later.

F10-3 to 6 specify features that the EHR system should provide for data import from the external system: Being able to transfer data on request or periodically; transferring only data younger than a certain point in time; transferring only data about a specific patient. The customer imagines that he can configure the EHR system to do these things.

F10-7 asks for response times. However, it is not possible for the EHR supplier to promise response times unless he knows the load of the EHR system and the kind of transfer. If the customer integrates the EHR system heavily with other systems, the EHR system can become overloaded and respond slowly.

How can we make a fair requirement about this? One way is to ask for additional capacity so that the EHR system can carry a load x times as high as the load specified in L1, and still provide the response times specified in L1. The customer can then use the additional capacity for data transfers. This is what F10-7 asks for.

F10-7p mentions a known problem in this kind of integrations: An unusually long data transfer may block the system and ordinary small transfers.

F10-8 to 11 are similar to F10-3 to 6, but specify features for data export to the external system.

F10-12 and 13 ask for a list of the functionalities the EHR system can use in an external system and a list of those it offers to external systems.
**F10. Integration with new external systems**

The customer expects that he can integrate new external systems with S - with little or no help from the supplier of S. This section lists the demands such integrations might have and asks for the supplier's suggestion for what he can deliver to meet the needs.

<table>
<thead>
<tr>
<th>External system:</th>
<th>In principle any system. Examples: X-ray system, mobile applications, specialist system for intensive care.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tasks:</td>
<td>Defined later.</td>
</tr>
<tr>
<td>E-support:</td>
<td>The customer's responsibility.</td>
</tr>
<tr>
<td>E-data updates:</td>
<td>Defined later.</td>
</tr>
<tr>
<td>Data volume:</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>D. Integration responsibility:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The customer is responsible for the integration. The supplier must assist as specified in F0-9.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>E. Task support:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. For mobile applications E may in some periods be off-line. When E connects to S again, data synchronization is needed.</td>
<td>The customer can configure S to automatically synchronize data at reconnect.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>F+G. Data import and data recency:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. S can import data from E assuming that they fit into S's existing data tables.</td>
<td>The customer can configure S to import at S's request or E's request.</td>
<td></td>
</tr>
<tr>
<td>4. S can periodically import data from E.</td>
<td>The customer can configure S to do this.</td>
<td></td>
</tr>
<tr>
<td>5. S can optimize the import by asking only for data younger than a certain point in time.</td>
<td>The customer can configure S to do this.</td>
<td></td>
</tr>
<tr>
<td>6. S can optimize the import by asking for data about a specific patient only.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>H+J. Response time at import and export:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>7. S can scale up to carry a significantly higher load than specified in L1 with the response times specified in L1. The customer may use this additional load for data transfers.</td>
<td>The system can scale up to handle a load ____ times as high as required in L1. (The customer expects 2 times.)</td>
<td></td>
</tr>
<tr>
<td>7p. When a long transfer is in progress, it may block for shorter transfers so that they have a very long response time.</td>
<td>The system can handle several concurrent transfers.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>I. Data export:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>8. S can export data to E assuming that the data exist in S's existing data tables.</td>
<td>The customer can configure S to export at S's request or E's request.</td>
<td></td>
</tr>
<tr>
<td>9. S can periodically export data to E.</td>
<td>The customer can configure S to do this.</td>
<td></td>
</tr>
<tr>
<td>10. S can optimize the export by sending only data younger than a certain point in time.</td>
<td>The customer can configure S to do this.</td>
<td></td>
</tr>
<tr>
<td>11. S can optimize the export by sending data about a specific patient only.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>K. Other functions:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>12. S can use functionality in E, e.g. request services or warn about missing requests.</td>
<td>The supplier is asked to specify the functionality S can use.</td>
<td></td>
</tr>
<tr>
<td>13. E can use functionality in S, e.g. notifying the user or printing on printers managed by S.</td>
<td>The supplier is asked to specify the functionality S provides.</td>
<td></td>
</tr>
</tbody>
</table>
G. Technical IT architecture

The term *IT architecture* has over the years come to mean two different things. The classical meaning is the configuration of hardware, software, data communication, etc. This is the *technical architecture*. The new meaning is the technical architecture in addition to data model, usability, operation, support, etc. The template deals with this in other chapters.

Requirements to the technical architecture depend on the situation. Does the customer already have equipment that he wants to use? Or will he buy it? Or does he leave it to the supplier because the supplier is going to operate the system anyway?

The template shows an example for each of these three situations. Choose the one that fits your situation, modify it as needed, and delete the other two.

**G1. Existing hardware and software**

This section describes the customer's existing equipment. It also explains that other applications may run on the equipment at the same time, but they leave a certain amount of resources for the new system. Notice that free resources must be available for any 1 second period. Without this limit, the supplier cannot guarantee response times in the one-second range.

The supplier needs this information to estimate whether his system requires additional resources.

G1-1 asks the supplier to specify how many users the proposed system can serve on the existing equipment. "Serve" means meeting the response time, availability and storage requirements of Chapter L.

G1-2 asks the supplier to specify any additional equipment needed to handle the full nominal load.

Often some parts of a system are executed in an internet browser, e.g. parts intended for the public. G1-3 requires that these parts can execute on common browsers. The solution column lists the browsers the customer considers.

Many IT gurus claim that everything should be web-based, in order that it can be used everywhere. Unfortunately this is not correct. Simple web pages, okay, but when things get complex, they are browser dependent. Short-cut keys, database connections and security settings vary from browser to browser. In practice the supplier must include tests in the program to see whether things must be done one way or another. And it has to be tested on all browsers - also when a new browser version is released.

**G2. New hardware and software**

This section asks the supplier to specify which equipment the customer must purchase, and how it scales up according to the number of users.

G2-3 states that only equipment from the customer's favorite list should be used. This may be important if the customer has expertise in this equipment or has a purchase agreement with specific suppliers.

Here too we need requirements for browser support.
## G. Technical IT architecture

### G1. Existing hardware and software Alternative 1: Use what we have

At present, the customer has the following IT equipment, which is intended for operating the new system:

1. 2 servers of type …
2. 300 PCs with Windows XP and at least 100 GB disks.
3. Optical fiber net …
4. Oracle database …

The equipment is used by other applications at the same time, but within these limits:

5. Within any 1 second period, servers leave 50% of the speed capacity for the EHR system.
6. Within any 1 second period, the optical fiber net leaves 50% of the capacity for the EHR system.
7. No other applications run on a PC when it runs the EHR system.

<table>
<thead>
<tr>
<th>Platform requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Initially the system must run on the existing equipment and meet the requirements in L1, L2 and L3 for a limited number of users.</td>
<td>On these conditions the system can serve ____ users. The customer expects 20 users.</td>
<td></td>
</tr>
<tr>
<td>2. In order to reach the full peak load (see L1) the system must be expanded to meet the requirements in L1, L2 and L3.</td>
<td>The customer has to add this equipment _____.</td>
<td></td>
</tr>
<tr>
<td>3. The browser-based parts must be able to run on common browsers.</td>
<td>MS-Internet Explorer, Chrome, Safari</td>
<td></td>
</tr>
</tbody>
</table>

### G2. New hardware and software Alternative 2: Supplier suggests

The customer intends to buy new equipment to operate the system.

<table>
<thead>
<tr>
<th>Platform requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. In order to meet the requirements in L1, L2 and L3 the customer needs new IT equipment.</td>
<td>The customer needs this equipment _____.</td>
<td></td>
</tr>
<tr>
<td>2. When the peak load grows by a factor of two, the system must be expanded to meet the requirements in L1, L2 and L3.</td>
<td>The customer has to add this equipment _____.</td>
<td></td>
</tr>
<tr>
<td>3. As far as possible, only equipment from the list in appendix X should be used.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. The browser-based parts must be able to run on common browsers.</td>
<td>MS-Internet Explorer, Chrome, Safari</td>
<td></td>
</tr>
</tbody>
</table>

### G3. The supplier operates the system Alternative 3: Supplier’s problem

<table>
<thead>
<tr>
<th>Platform requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The supplier operates the system and uses the necessary equipment to meet L1, L2 and L3.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. The browser-based parts must be able to run on common browsers.</td>
<td>MS-Internet Explorer, Chrome, Safari</td>
<td></td>
</tr>
</tbody>
</table>
H. Security

The purpose of security requirements is to guard the security factors (CIA+A): Confidentiality of data, Integrity (correctness) of data, Availability (of data and processor capacity), and Authenticity (that the user is the person he claims to be).

H1. Login and access rights for users

This section describes the situations where the user's access rights must be checked. The system must guard Confidentiality, Integrity and Authenticity. The requirements are expressed as subtasks to be supported and problems to be removed. The template shows two alternatives: (1) The new system must do as our other systems. (2) The new system should provide better or more convenient security.

Alternative 1: Login as today

H1-1 says that the user must be identified with the existing method and what this method is.

H1-2 says that access is only allowed to users with the proper rights. The example solution mentions two ways to do it.

Alternative 2: Better security wanted

H1-1 again says that the user must be identified. The example solution suggests the traditional approach but also an alternative identification.

This requirement doesn't say anything about the length of passwords. The length is considered a protection against intruders and is handled in section H6-3.

H1-2 asks for support of the situation where user 1 has been away from the system for some time and another user may access the system with user 1’s rights. The traditional solution is time out, but it causes problems that need support.

H1-3 says that the rights must be checked and mentions the existing problem with a password for each system. A solution is mentioned: single sign-on. (This is only part of a solution because the customer's other applications must be changed to follow the same scheme. This is not the EHR supplier's responsibility.)

H1-4 mentions a threat to protect for, e.g. by changing passwords.

Possible access rights and their granularity

For alternative 1 as well as 2, it is important to specify the possible access rights. They are shown as a requirement note below the requirements table. In the EHR system there are separate rights for prescribing drugs and seeing patient data. A crucial point is the granularity of the rights. Does the user get the right to prescribe medicine in general or only medicine in a specific department? In the example, the granularity is a department and in some cases a patient. Notice that a person can have multiple rights.

Many customers neglect the list of rights although it is important for the supplier's assessment of the solution complexity. Assigning the proper rights to the users is not technically difficult, but checking the rights with the proper granularity is often complex and has to be handled deep down in the system.
H. Security

H1. Login and access rights for users
Login is not a separate user task, but subtasks that occur in many tasks. The system must support the following subtasks relating to the user's access rights.

**Alternative 1: Login as today**

<table>
<thead>
<tr>
<th>Subtasks for user access:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Identify the user with the existing user identification, login method, and time-out method, which is LDAP and LA …</td>
<td>The database system checks the rights. Or: The user screens show only the authorized functions and data.</td>
<td></td>
</tr>
<tr>
<td>2. Check that only authorized users get access to systems and data. (See the requirement note below.)</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Alternative 2: Better and more convenient security wanted**

<table>
<thead>
<tr>
<th>Subtasks for user access:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Identify the user. (See section H6-3 about the length of passwords.)</td>
<td>A user identifies himself with a user name and a password; preferably also an alternative identification such as voice or fingerprint recognition.</td>
<td></td>
</tr>
<tr>
<td>2. The user has been away from the system for some time.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2p. Problem: Another user may access the system with the rights of the first user.</td>
<td>The system times out after 10 minutes of non-use.</td>
<td></td>
</tr>
<tr>
<td>2q. Problem: If the system logs out automatically, it is cumbersome to log on again.</td>
<td>The system requires password only. The timeout period may depend on the physical location, for instance a long timeout in the operating room.</td>
<td></td>
</tr>
<tr>
<td>2r. Problem: If the system logs out automatically, entered data may be lost.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Check that only authorized users get access to system and data. (See the requirement note below.)</td>
<td>The database system checks the rights. Or: The user screens show only the functions and data he is allowed to use.</td>
<td></td>
</tr>
<tr>
<td>3p. Problem: Today the users have a password for each system. It is cumbersome to switch between systems and hard to change passwords regularly. As a result, users tend to post passwords where everyone can see them.</td>
<td>Each user has only one user name and one password (single sign-on).</td>
<td></td>
</tr>
<tr>
<td>4. Stolen passwords are often traded by criminals. Limit the possibility.</td>
<td>Users must change passwords regularly. If a leak has been detected, all passwords can quickly be blocked.</td>
<td></td>
</tr>
</tbody>
</table>

**Requirement note:** Possible access rights
1. Right to prescribe drugs in department M.
2. Right to see patient data in department M.
3. Right to record clinical data (diagnoses and services) in department M.
4. Right to see data according to patient permission (see H5-4).

A physician in department M might for instance have rights 1, 2, and 3, while a supervising physician for department M has rights 2 and 3 only.
H2. Security management
Security management assigns and removes user rights, defines new roles, etc. An organization may have central security management or delegate it to departments. This is specified as an assumption before the table.

The template describes security management as subtasks to be supported and problems to be removed. The template shows two alternatives.

Alternative 1 covers the case where security rules are handled by the customer's existing security management. The EHR system should ask the existing system when checking user passwords and rights.

Alternative 2 covers the case where the new system may have its own security system for creating users, changing rights, etc.

One of the problems is to assign rights to many users when they start working at the beginning of the month.

Some of the solutions are well-known techniques such as role-based rights and time-limited rights. They are not requirements, but example solutions.
## H2. Security management

Each department has its own security management. 
Or: Security management is centralized for the entire hospital.  
The work in security management includes the following subtasks.

### Alternative 1: Use the existing security management

The customer uses LDAP and AD and wants to manage all rights in this way.

<table>
<thead>
<tr>
<th>Subtasks for security management:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Create and remove users.</td>
<td>Leave it to the existing security management.</td>
<td></td>
</tr>
<tr>
<td>2. Assign or remove rights for a user.</td>
<td>Leave it to the existing security management.</td>
<td></td>
</tr>
<tr>
<td>3. Check that the user has the necessary rights. (Strictly speaking, this is a subtask in H1).</td>
<td>The EHR system retrieves the rights data from the customer's existing system.</td>
<td></td>
</tr>
</tbody>
</table>

### Alternative 2: The new system has its own security management

<table>
<thead>
<tr>
<th>Subtasks for security management:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Assign or remove rights for a user.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1a. First, create the user.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1p. Problem: A lot of users need access rights when they start the first day in the month.</td>
<td>The system transfers data from the personnel system once a month.</td>
<td></td>
</tr>
<tr>
<td>1q. Problem: A temporary employee has been appointed in a hurry and is not yet in the personnel system. Needs access rights anyway.</td>
<td>Possibility for temporary registration in the department, bypassing the central department.</td>
<td></td>
</tr>
<tr>
<td>1r. Problem: Security management must keep track of the relationship between 4000 users and 300 rights.</td>
<td>Each user is assigned one or more roles, e.g. physician in department M and supervising in department N. Each role has one or more rights, e.g. prescription and diagnosing.</td>
<td></td>
</tr>
<tr>
<td>1s. Problem: Security management forgets to assign and remove rights on the right dates, e.g. in connection with hiring and resigning.</td>
<td>Rights and roles can be defined ahead of time and be valid for a certain period, e.g. from the day the person is employed.</td>
<td></td>
</tr>
<tr>
<td>2. Create new roles with new combinations of rights.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Get an overview of who has which rights and whether some rights have not been assigned to anyone.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
H3. Protection against data loss
The template mentions typical risks of losing data, and the supplier is asked to
describe his solution. For disk crashes and fire, the template suggests the tradi-
tional solutions. F0-2 and F0-3 mention risks of losing data during system integra-
tion. These requirements guard Availability and Integrity of data.

With the help of a security expert, the customer may ask for protection against
many other sources of data loss. The template shows an example where the supple-
er let a subcontractor operate the system (in the cloud). The subcontractor didn’t
store data properly. As an example, he stored the backup version of the database at
the same disk as the primary database. The day when the disk collapsed, database
as well as backup disappeared.

In the template this experience is treated as a threat similar to other threats. The
customer has suggested some solutions.

H4. Protection against unintended user actions
This section mentions typical risks caused by users unintentionally doing something
with unexpected results.

H4-1 says that no user action may cause the system to break down. This is a tacit
requirement to all systems and if not written it might still hold in court. Writing it,
however, removes any doubt. The example solution mentions a way the customer
could be convinced.

H4-2 and 3 specify protections against simple mistakes and use of undo at unex-
pected system response.

H4-4 recognizes that not all functions are undoable, but asks for ways to prevent
that they are used by mistake.

H4-5 asks for a way to stop a function that turns out to take a long time.

These requirements guard Integrity of data, and for H4-5 also Availability.
H3. Protection against data loss

Data may unintentionally be lost or misinterpreted in many ways.

<table>
<thead>
<tr>
<th>The system must protect against:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. (See F0-2 for protection of data against loss or replication during transfer between systems.)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. (See F0-3 for protection against concurrency problems with external systems.)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Local concurrency problems, for instance that user A makes a prescription, but before the system has recorded it, user B makes a prescription that interacts. Neither A nor B will notice the conflict.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. Disk crash</td>
<td>Periodic backup or RAID disks.</td>
<td></td>
</tr>
<tr>
<td>5. Fire and sabotage</td>
<td>Remote backup at least 10 km away ...</td>
<td></td>
</tr>
<tr>
<td>6. Disc full</td>
<td>Capacity management.</td>
<td></td>
</tr>
<tr>
<td>6p. Problem. The system operator doesn't store the data properly, as an example stores the backup data on the same drive as the database. Doesn't detect that the disk is running full. Often observed for subcontractors.</td>
<td>The main contractor regularly audits whether it is done properly. Or: The customer gets a weekly backup of all his data for his own storage.</td>
<td></td>
</tr>
</tbody>
</table>

H4. Protection against unintended user actions

An unintended user action means that the user happened to do something he didn't intend to do, e.g. hitting the wrong key or using a command that does something he didn't expect.

<table>
<thead>
<tr>
<th>Requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Unintended user actions may not cause the system to close down, neither on the client nor on the server.</td>
<td>May be hard to test at delivery, but the supplier's issue log and a description of the supplier's test methods may help.</td>
<td></td>
</tr>
<tr>
<td>2. All data entered must be checked for format, consistency and validity. In case of doubt, the user must be warned and asked what to do.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. The user must be able to correct mistakes easily.</td>
<td>The system provides extensive use of undo.</td>
<td></td>
</tr>
<tr>
<td>4. Prevent mistaken use of undo-able functions.</td>
<td>Position the button so that it is not hit accidentally - or ask for confirmation.</td>
<td></td>
</tr>
<tr>
<td>5. The user must be able to interrupt functions that take a long time, e.g. a long data transfer, without compromising data integrity.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
H5. Privacy requirements, e.g. GDPR
This section gives examples of requirements that guard against abuse of personal data, which is one way of losing Confidentiality.

The General Data Protection Regulation (GDPR) is the European Union’s regulation to protect data privacy. It requires all European companies and government organizations to follow the rules (with certain exceptions). The Union can impose huge fines if they violate the rules.

The regulation covers organizational rules such as nominating a data protection officer (DPO) and reporting accidental privacy breaches. It also covers rules that require IT support, such as the right of erasure of all data about a specific person, and the right of being informed of what the data is used for. For small companies and organizations it is a nightmare to deal with this.

H5-1, 2 and 3 cover the needs of small companies when they want an experienced supplier to help them. H5-1 asks for the IT parts, H5-2 for the documentation, and H5-3 for organizational advice.

Some organizations have special rules for privacy protection in their area of business. Here are some of the requirements for a hospital.

H5-4 and 5 specify protection of patient privacy in a hospital. During hospital admission, doctors may want to see data about the patient from the general practitioner or other hospital departments. The system must support that the doctor can see it only when the patient has permitted it.
**H5. Privacy requirements**

The customer must meet the European Union's privacy rules (GDPR, General Data Protection Regulation). The customer has little idea what is involved, but expects that the supplier knows and provides the necessary functionality and advice.

<table>
<thead>
<tr>
<th>Requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The system provides functionality that enables the customer to meet GDPR, e.g. deletion of a client's personal data on request, sending personal data in electronic form on request, and automatically deleting personal data when they have served their purpose.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. In case of a GDPR dispute, the customer must be able to document which personal data the system uses and for what.</td>
<td>The supplier provides the necessary documentation.</td>
<td></td>
</tr>
<tr>
<td>3. The customer doesn't know what to do about GDPR.</td>
<td>The supplier advises the customer about administrative measures to take.</td>
<td></td>
</tr>
</tbody>
</table>

Patients have the right to decide who will see their diagnoses and other clinical data. This is done during the clinical sessions C10 and C20.

<table>
<thead>
<tr>
<th>Subtasks in C10 and C20:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>4. Ask the patient for permission to see his clinical data from other organizations, e.g. the patient's general practitioner. Record the permission.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. The system shows only data that the patient has permitted. See also access rights in H1, requirement note.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
H6. Protection against threats
This section deals with threats caused by viruses, hacking, SQL injection, Trojan Horses, etc. They can threaten all the security factors (Confidentiality, etc.). In order to identify the most important ones, you should make a risk assessment.

During a security risk assessment, you look at the potential threats one by one, estimate the frequency of their occurrence and the consequence when they occur (preferably in money terms). Then you calculate the "average" damage per year for each threat. Based on this, you deal with the most serious threats.

In practice, protection against threats is the weakest part of security requirements, and proper security risk assessments are rarely made. Customer as well as supplier believes that following standards is sufficient (e.g. H6-7).

To make things worse, the list of potential threats keeps growing as attackers become smarter. To predict all threats is as hard as predicting human inventions. A good supplier follows development (see H6-8).

Alternative 1: The customer knows the risks
The customer has made a security risk assessment and has listed the serious threats. He then asks the supplier to suggest a protection. The template shows only a few examples of threats.

We often see security requirements that specify a solution rather than a need. As an example, we see requirements like this:

The password must be at least 9 characters with at least one capital letter.

This is cumbersome to the user, so let us ask the security specialist why this is necessary. Well, he says, an intruder might try all possible passwords with a special program. If the system handles login attempts at full speed, it is possible to break eight-character passwords in around a month.

H6-3 handles this as a threat. We can now see that there are other solutions. The solution column mentions two that are far more convenient.

H6-6, preventing unauthorized persons from accessing personal data, sounds easy, but it comprises a lot of independent threats, such as wire tapping and IT staff looking at the data on the disk. The supplier's proposal can easily become a long novel - and it is hard to compare two suppliers' novels. We suggest omitting this requirement and ensuring that the risk assessment covers all the threats in this area and includes the serious ones as requirements in H6.

H6-7 tries to solve the problem by referring to two ISO standards. This often creates an interesting game. The customer hasn't read these standards, but imagines that it covers the threats (it only partly does so). He reasons that if he requires the supplier to follow the standards, then the supplier has the responsibility for adequate protection.

Most likely, the supplier knows the standards and knows that they don't cover adequately. He also knows that the purpose of the customer's requirement is to renounce the responsibility, and that the standards will not be verified at delivery time. Why should he point this out to the customer? The result is that the real protection demand isn't covered.
H6-7 may be a useful addition to the security requirements. However, it should not be considered a replacement for the risk assessment and the specific threat requirements.

H6-8 asks the supplier to follow development of new threats and deal with them.

**Alternative 2: No risk analysis has been made**

There is only one requirement: The supplier is asked to list the important risks and propose safeguards. Notice that we don’t ask him to make a risk assessment but only list typical threats for this kind of project. If we talk about simple applications such as web shops, and the supplier has expertise in the area, this is sufficient.

However, in unusual projects the customer should ask the supplier to make a specific assessment with the customer's profile. This is costly to both parties, so it should be made during the project, maybe during the early proof-of-concept (B3).

---

### H6. Protection against threats

**Alternative 1:**
A risk assessment has shown that the following threats are the most serious. The system must protect against them.

<table>
<thead>
<tr>
<th>The system must protect against:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Unauthorized persons obtaining manager rights through the internet (hacking).</td>
<td>The rights can only be used on the internal network.</td>
<td></td>
</tr>
<tr>
<td>2. Wire-tapping of passwords or data.</td>
<td>Encryption.</td>
<td></td>
</tr>
<tr>
<td>3. An intruder tries all possible passwords with a special program.</td>
<td>Passwords must be at least 9 characters, Caps as well as … Or: at least 5 seconds between login attempts. Or: Block access after 3 attempts.</td>
<td></td>
</tr>
<tr>
<td>4. SQL injection (the intruder types a database command where the system expects e.g. a person name; as a result the system carries out the database command).</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. DoS attack (Denial of Service). An attacker sends so many requests to the system that it is paralyzed.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. Unauthorized persons getting access to personal data. <strong>Too open-ended, see the guide booklet.</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7. The system meets ISO 15408 (Common Criteria) and ISO 17799. <strong>Okay, but check that all risks are covered. See the guide booklet.</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8. The supplier follows developments in the security area and delivers safeguards.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>...</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Alternative 2:**
The customer has not made a security risk assessment.

<table>
<thead>
<tr>
<th>Threat protection:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The supplier shall list the threats that are most serious for this kind of system and specify the safeguards he proposes.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
I. Usability and design

Usability means that the system is easy to learn, efficient for the frequent user, easy to remember for occasional users, easy to understand - also in unusual situations, and pleasant to use. These *usability factors* are not equally important. Importance depends on the kind of system we specify.

When talking about lack of usability, we assume that the system from a technical point of view works correctly, replies fast, and actually can support the tasks. Nevertheless the users have troubles using the system.

Many developers, designers and expert users believe they can scrutinize the screens and see whether the system has adequate usability. It has been proven over and over that this is not possible. Nor is it sufficient to follow guidelines. Usability has to be tested and measured with real, potential users.

Usability can be measured in many ways. The most important is that we observe users carry out some realistic tasks by means of the system or a simple mockup of it. We log events where the user needs help, spends too much time finding the solution, etc. This is called a *usability test*. The problems we log are called *usability problems*.

The first time you test a medium-sized system for usability, you identify 20-50 usability problems. You may need 1-3 redesigns to get an acceptable result.

We may ask the user to *think aloud* during the test. This gives us far better possibilities for understanding why the user encountered the problems, and the developers get a better chance of removing the problems.

We can rather objectively classify the problems as critical, serious or less serious. See the requirement note below the table. We may then express the usability requirements as the allowed number of critical problems. Notice that a problem is critical only when two or more users have experienced it. The reason is that many usability problems are observed only once (*singular problems*). Usually it doesn't pay to deal with them them.

I1. Ease-of-learning and task efficiency

Often the new system is almost finished and it is little you can change in the user interface. If the customer complains about the cumbersomeness of the interface, he is told that it is a COTS system that cannot be changed, or that he has seen it before he bought it. However, he is willing to repair technical errors, such as wrong database updates.

When the user interface has been developed specifically for this project, the customer is in much the same situation. The supplier may reject the problems.

Requirement I1-1 deals with this situation. Critical usability problems are to be treated as other errors, i.e. being prioritized and repaired according to how serious they are for the customer (see L5).
I. Usability and design

I1. Ease-of-learning and task efficiency

Although the system has a finished user interface, it may turn out to give the users considerable trouble in some places. The customer wants to avoid the situation where the supplier rejects the problem with reference to that the customer has approved the system or it being a COTS system.

<table>
<thead>
<tr>
<th>Requirements for handling usability problems</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Critical usability problems (see definition in the requirement note below) must be handled as system errors in the same way as other errors in the system.</td>
<td>The error is handled by the support organization and eventually transferred to maintenance.</td>
<td></td>
</tr>
</tbody>
</table>

Requirement note: Serious and critical usability problem

A **serious** usability problem is a situation where the user:

a. is unable to complete the task on his own,
b. or believes it is completed when it is not,
c. or complains that it is really cumbersome,
d. or the test facilitator observes that the user doesn't use the system efficiently.

A **critical** usability problem is a serious usability problem that is observed for more than one user.

---

**Parts of the user interface will be developed**

When all or parts of the user interface will be developed, it is important that the user interface (the user screens) are designed early.

Experience shows that usability problems must be detected and removed before programming. Later on it is too expensive to remove the many problems that require program changes. To achieve this, we make early prototypes of the screens with paper and pencil or simple computer tools. We use the mockups for think-aloud usability tests. Most usability problems can actually be detected this way. Next we modify the mockups to remove the problems, test again, and so on. This approach is the basis for the early proof of usability in B3-2 (POC).

User interface parts designed after POC, must follow the same principle with early usability tests (see also K1).

Experience shows that it isn’t a waste of time. The total development is much faster when a detailed, usability-tested user interface is designed early.

I1-2 states the usability requirements in such a way that we at POC can assess whether the supplier has the necessary competences, and whether the system can get the needed usability.
Before POC it may be hard to specify the exact way of measuring the usability, and the customer may easily state unrealistic usability requirements. As an example, imagine that we deleted I1-2 in the template and kept I1-3 to 7. We would thus require that users were able to carry out all tasks with few critical usability problems, were able to understand all error messages, etc.

In his proposal, the supplier would have to specify the allowed number of usability problems, misunderstandings, etc. This is close to impossible for system parts that don't exist yet. One purpose of I1-2 is to find some reasonable usability requirements early in the project.

I1-3 to 7 are outlines of usability requirements that have to be defined in detail during the proof of concept. For instance the precise test tasks have to be defined and the numbers in column 2 must be defined.

As an alternative, we can in I1-3 agree that all important usability problems are treated as system errors, assessed and prioritized (see K3).

I1-3 checks that after the planned introduction, users can carry out their tasks with minimal support from others.

I1-4 checks that error messages are usable. Why is this necessary when we have checked that users can carry out their tasks? Because users only encounter a few error messages during the test tasks. I1-4 makes it possible to test more messages, also those that rarely occur.

I1-5 says that it must be possible to operate the system without a mouse, and users must learn it on their own. This requirement is obviously often irrelevant, e.g. on a web-site for the public or in a mobile application.

I1-6 deals with large systems that typical users cannot learn on their own. Traditionally, customers ask for courses that all users must take, but it is often an expensive and inefficient approach. Instead we ask for ways the super-users can learn the system and then train other users. One way is to provide courses for the super users. In J2-1 we ask the supplier to run such courses.

I1-7 deals with efficiency for the frequent user. During the early usability tests, we may get a feeling for how fast users should be able to work, but we cannot measure it until the system is almost ready.

**Web systems used occasionally**

The template shows requirements suited for production systems that are used on a daily basis. However, I1-3, 6 and 7 are usually irrelevant for websites used occasion ally by the public. There are no super users around, and efficiency is unimportant.

**Test tasks**

The basic idea in section I1 is to do usability testing to detect and remove usability problems. A crucial part of this is how you define the test tasks that users will carry out. The template suggests that you write some test tasks in a requirement note before asking suppliers for proposals. This will give the supplier an idea what you ask for. The parties can revise the test tasks during the early proof of concept.
The template gives an example of a good test task and one with "hidden help", but there are other things to consider, for instance how well the test tasks cover the most important aspects of the system. See for instance Lauesen (2005), Chapter 13.

**Relevant when essential parts of the user interface have to be developed:**
It is important that the system obtains adequate usability. This is best done through early, iterative design and usability test of the user interface (before any programming). It takes place in two stages: Essential parts of the user interface at the early proof (POC), and the rest early in the main development.

If the parties cannot agree on the detailed requirements, they may terminate the contract (section B3-2).

<table>
<thead>
<tr>
<th>Requirements for early proof of concept (POC):</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. The parties must test essential parts of the user interface for usability soon after signing the contract. The critical usability problems (see the requirement note above) must be corrected until usability testing gives acceptable results. In addition, the parties must agree on the detailed usability requirements for later use.</td>
<td>Usability testing (think-aloud testing) is carried out for existing parts of the system in a suitable setup. For parts that don't exist yet, essential parts of the user interface are designed and usability-tested (with prototypes). Three new users participate in each round of testing.</td>
<td></td>
</tr>
</tbody>
</table>

**Examples of requirements to be agreed in detail during POC, and verified before delivery:**

<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>3. After a short instruction by super users, the ordinary users must be able to carry out all tasks in Chapter C within their own work areas with few critical usability problems.</td>
<td>Within each work area, thinking-aloud testing is done with three randomly selected users. <strong>Either:</strong> A maximum of ___ critical usability problems may be observed. <strong>Or:</strong> All essential usability problems are handled as system defects.</td>
<td></td>
</tr>
<tr>
<td>4. Error messages must be understandable and helpful.</td>
<td>During the usability test, a selection of error messages is shown to the user, who tries to explain what the message means and what to do about it. ___% of the explanations must be acceptable.</td>
<td></td>
</tr>
<tr>
<td>5. It must be possible to operate the system with keyboard only. Users must be able to learn it on their own.</td>
<td>Late in the usability test, the user is asked to use keyboard only. ___% of the users must be able to do so.</td>
<td></td>
</tr>
<tr>
<td>6. Super users must be able to learn the system quickly so they can train other users (cf. J2-1).</td>
<td>Training of a super user takes ___ days. (The customer expects 3 days).</td>
<td></td>
</tr>
<tr>
<td>7. A user who has used the system for a week, must be able to quickly order 5 services for a patient, e.g. lab test, scanning …</td>
<td>A typical user is able to order these 5 services in ___ minutes.</td>
<td></td>
</tr>
</tbody>
</table>

**Requirement note: Test tasks**
A good test task corresponds to something a real user would do. It must be presented in such a way that it doesn't guide the user. Here is a good and a bad example:

**Test task 1 (good):** **Prescribe medicine:** The patient complains about pain. Use the system to treat the problem. *(When the user carries out the task, notice whether he checks the existing medication situation before he prescribes something.)*

**Test task 2 (bad - guides the user):** **Prescribe medicine:** The patient complains about pain. Enter the patient ID and choose the medication screen. Look at the other medications and decide what to prescribe. Close the medication screen and select the prescription screen …
I2. Accessibility and Look-and-Feel

Some usability aspects are hard to express through usability tests. Rules and standards may be better.

I2-1 says that the user interface must follow the MS-Windows guidelines. Notice that the reason is stated: Most users are familiar with Windows, and the guidelines will make the system easier to learn. If you don't have a good reason, there is no need to follow a guideline. Many people believe that a guideline ensures usability. It does not. At most it contributes a bit, and in some cases it may even be harmful. Following a guideline is not free. It is amazingly difficult to check that the guideline is followed - and correct the mistakes.

I2-2 says that the user interface must be suited for blind and visually impaired users. One solution is to follow the HTML principles, which were developed for this purpose (and many other purposes). As an example, standard heading tags should be used rather than self-defined, visually impressive styles. Heading tags allow screen reader programs to use intonation for "highlighting" the headings. In the same way, fixed column widths and font sizes should be avoided so that visually impaired users can enlarge the text many times.

Some requirements specifications replace I2-2 with a requirement that the web pages must pass a W3C Markup validation test (http://validator.w3.org). This test analyzes the web pages and finds errors. This is yet another example of analysts prescribing a standard in the belief that it covers the demands. The test only finds formal errors, for instance missing end tags or missing quotes. It doesn't say anything about suitability for the blind. The guidelines in WCAG10, however, have rules for supporting the blind, but they cannot be verified by a computer.

I2-3 is an example where the language must be specified.

I2-4 is a simple way to repair some of the usability problems that are detected when the system is in operation. However, many usability problems, for instance a cumbersome user interface, cannot be cured in this way.
# I2. Accessibility and Look-and-Feel

<table>
<thead>
<tr>
<th>Requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The user interface must follow the MS-Windows guidelines, which most users are familiar with.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Web pages must be suited for screen readers, scaling for visually impaired users, and utilizing the full screen size on small as well as large screens.</td>
<td>The pages follow the HTML guidelines for Accessibility (WCAG10 from W3C).</td>
<td></td>
</tr>
<tr>
<td>3. The user interface must be in Danish. The pages with opening hours, phone numbers, and addresses must be available in Danish, English, Turkish, and Urdu.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. The customer is able to define help texts – also after delivery.</td>
<td>Simple popup texts that the customer can create and change.</td>
<td></td>
</tr>
</tbody>
</table>
J. Other requirements and deliverables
This chapter contains requirements that don't fit into the other chapters.

J1. Other standards to obey
Most required standards belong to other chapters, for instance security and usability. The rest may be stated here.

In practice we see customers write a long list of standards and laws, often without knowing what they cover. Usually it is cumbersome to check whether a standard or law is met. As a result a careful supplier must increase the price, while a less careful supplier assumes that the customer doesn't check whether the standards/laws are met. (See the examples in H6 and I2.)

The template shows only a single example, the law on accounting. It mentions for instance transaction traceability, i.e. that being able to trace a financial transaction to its source. The supplier is required to obtain certification or approval, i.e. an independent check that the system meets the law. This relieves the customer of the need to check for himself.

J2. User training
User training is often forgotten - or an unrealistic amount of training is requested. Often the training takes place at the wrong point in time, for instance so early that users have forgotten all of it when the product finally arrives.

J2-1 is an example where the customer realizes that only super users need training from the supplier. We ask the supplier to train 50 super users at the hospital. The training must enable them to train other users. This is in recognition of the fact that most supplier courses are too far from the user's real tasks. The idea is to use super users as mediators. It is specified what the super users must be able to do after the training (see also I1-6).

J2-2 specifies similar requirements for training the customer's IT staff.

J2-3 specifies when the training must take place relative to system delivery.
### J. Other requirements and deliverables

#### J1. Other standards to obey

<table>
<thead>
<tr>
<th>Requirements</th>
<th>Example solutions</th>
<th>Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The system must follow the law on accounting 2017.</td>
<td>The supplier obtains the necessary auditor approval or certification.</td>
<td></td>
</tr>
<tr>
<td>2. ...</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

#### J2. User training

The customer wants to deliver a large part of the training himself. The idea is to train super users first and then let them train others.

<table>
<thead>
<tr>
<th>Requirements</th>
<th>Example solutions</th>
<th>Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The supplier must train 50 super users, making them able to train other users. The training must enable the super users to carry out all tasks in Chapter C, including variants, within their own work areas.</td>
<td>Training of a super user takes ___ days. (The customer expects 3 days).</td>
<td></td>
</tr>
<tr>
<td>2. The supplier must train 10 IT staff, making them able to handle the customer's part of system operation and support.</td>
<td>Training of IT staff takes ___ days. (The customer expects 10 days).</td>
<td></td>
</tr>
<tr>
<td>3. The training must be carried out within the last month before system delivery in order that users and IT staff can use the system immediately and haven't forgotten what they learned. If necessary, the training must be repeated and the delivery delayed.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. ...</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
J3. Documentation
User and system documentation are often forgotten. The example points out that full documentation isn't needed for everybody. This is in recognition of the fact that few users read the documentation or on-line help, even if it is available and reasonably useful. This recognition may save many expenses and frustrations for both parties.

J3-1 and 6 specify that course material must be available to super users when they train other users, i.e. before system delivery. It must be available in a form that allows the super users to adapt it, for instance with examples from the customer's world. J3-2 specifies that full documentation for super users must be available shortly after system delivery.

J3-3 specifies in the same way the documentation for the customer's IT staff.

J3-4 specifies documentation for specially developed software and technical interfaces. The criterion is that the documentation must be sufficient for third party to maintain these parts and to transfer data to another system. To ensure that the supplier can actually deliver the necessary documentation quality, you can ask for an early proof as in section B3.

J3-5 asks for documentation of data. Many customers ask for documentation in UML-notation, in the belief that everything will be fine. First, there are around 20 different kinds of diagrams in UML. The customer probably means a diagram like the E/R in Chapter D. Second, the diagram is no guarantee that third party can understand it. In particular, there are rarely good explanations of the fields.

Instead, we have written a problem-oriented requirement. What do we want to achieve? That other developers can understand the documentation! And we can actually verify it during delivery.

Be aware that some suppliers refuse to deliver a description of data. It is a trade secret! If you accept such a proposal, it severely limits the customer's ability to develop his own reports, let third-party integrate with other systems, and transfer data to another system.

J4. Data conversion
Data conversion from previous systems to the new system often makes up a significant part of the supplier's price. This section specifies what to convert. It is important that the customer documents the data formats since the supplier must otherwise obtain the information from other sources in order to calculate the correct cost. This may scare good suppliers from bidding.

Validation of the conversion is a big issue that suppliers usually know much more about than the customer. For this reason, requirement J4-3 asks the supplier to explain how he will do the validation.

J5. Installation
This section specifies who installs what. If the customer wants to install the system himself, he may ask for the necessary documentation and an estimate of the time it will take.
### J3. Documentation
The customer expects that only super users, IT support staff, and systems developers will read the documentation. Thus there is no need for beginner's documentation, except for course material.

<table>
<thead>
<tr>
<th>Requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Before system delivery, course material must be available for super users to use when teaching other users. (The customer contributes with documentation of the future work processes, see K4-12.)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. A month after system delivery, user-oriented documentation of all system functions must be available. The documentation must be suited for super users.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Before system delivery, sufficient documentation must be available for the customer to handle his part of IT operation and support.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. For specially developed software and technical interfaces for third-party development, sufficient documentation for further development must be available two months after system delivery.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. Documentation of all tables and fields in a way that third-party developers understand, must be available two months after system delivery.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. All documentation must be delivered in electronic form. The customer may freely modify it and copy it for his own use.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### J4. Data conversion
The supplier must convert the following data from the existing systems:

<table>
<thead>
<tr>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Those data from the patient management system that the EHR system will handle in the future. The format is described in …</td>
<td></td>
</tr>
<tr>
<td>2. Those data from the old EHR system that the EHR system will handle in the future. Data must be transferred through IBM 3270 emulation. See the screen format in …</td>
<td></td>
</tr>
<tr>
<td>3. All converted data must be validated. The supplier is asked to describe how.</td>
<td></td>
</tr>
<tr>
<td>4. …</td>
<td></td>
</tr>
</tbody>
</table>

### J5. Installation

<table>
<thead>
<tr>
<th>Requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The supplier must install all parts of the delivery, hardware as well as software.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. The supplier must install all converted data.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. …</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
J6. Testing the system
The supplier must do system testing himself (see section K1), so in principle the customer need not care about it. However, experience shows that many suppliers are very bad at testing, so there is a good reason to look for what they do. It is particularly important to be able to retest the system after changes (regression testing).

J6-1 and J6-2 specify the needs and outline some solutions.

In addition the customer needs to do his own testing, e.g. the deployment test in connection with the acceptance test (section K1). Many customers have been persuaded to test on a system that is already in operation with real users and real data. This can leave strange data in the database and disturb the operation in other ways. Should be avoided.

J6-3 to 5 specify the needs and outline some solutions.

J7. Phasing out
At some point in the future, the customer wants to phase out the old system and migrate to a new one. Then new problems turn up. Which data are in the old system? How can we convert them to the new system? Will the supplier help us - also when we want to get rid of him?

J7 specifies the supplier's assistance, and the tools and documentation needed by the customer.

It is important to have these agreements in place when the contract is signed and the parties are on good terms.
### J6. Testing the system

<table>
<thead>
<tr>
<th>Requirements for the supplier's test:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The customer wants to audit which tests the supplier makes and how well they cover.</td>
<td>The supplier makes his test cases and test methods available to the customer.</td>
<td></td>
</tr>
<tr>
<td>2. There is a need for repeating large parts of the tests after changes.</td>
<td>The supplier uses regression testing.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Requirements for the customer's own testing:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. The customer needs to test the system before accepting the delivery.</td>
<td>The supplier makes a test version available to the customer.</td>
<td></td>
</tr>
<tr>
<td>4. Special situations must be tested.</td>
<td>The customer can insert special test data.</td>
<td></td>
</tr>
<tr>
<td>5. There is also a need for testing with realistic data.</td>
<td>The supplier converts parts of the customer's existing data and inserts them in the test version.</td>
<td></td>
</tr>
</tbody>
</table>

### J7. Phasing out

In this section “customer” means the customer's own staff or third party authorized by the customer.

<table>
<thead>
<tr>
<th>Requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. On request, the supplier must extract all data described in Chapter D in a format that is suited for import in other systems.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. The customer must be able to extract all data described in Chapter D in a format that is suited for import in other systems.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. At phasing out, the supplier must provide or update the descriptions of all tables and fields, cf. J3-5.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. The supplier must loyally assist with phasing out the system and transferring it to another supplier.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. The supplier must carry out the work at a fair price that covers time and material.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
K1. Acquisition plan
The customer is willing to follow the supplier’s recommendations on the acquisition process, but wants to ensure that the essentials are covered. The customer imagines the activities below during the process. Many activities may be done concurrently, e.g. numbers 8 to 12. The plan contains many tests, but the experience is that even with great care, there are surprises at deployment. For this reason it is important for the customer to deploy gradually, e.g. one specialty at a time, learn from experience and gradually deploy more specialties.

The supplier is asked to comment on the plan and/or state the plan he proposes, based on his own experiences. He is asked to state the expected end time as the number of work days after signing the contract. For test activities, it is when the customer has had reasonable time to check and approve the test results. As in the rest of the requirements, everything written by the supplier must be in red.

Activities and participants:

<table>
<thead>
<tr>
<th>Activities and participants</th>
<th>Users</th>
<th>Customer’s IT and management</th>
<th>Supplier</th>
<th>External parties</th>
<th>Workdays after signing contract</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Market screening and prequalification.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>N/A</td>
</tr>
<tr>
<td>2. Introductory supplier meetings (see requirement note below).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>N/A</td>
</tr>
<tr>
<td>3. Review requirements and send for tender.</td>
<td></td>
<td></td>
<td>v</td>
<td>v</td>
<td>-80</td>
</tr>
<tr>
<td>4. Write and send proposal.</td>
<td></td>
<td></td>
<td>(v)</td>
<td>v</td>
<td>-40</td>
</tr>
<tr>
<td>5. Supplier selection.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>-20</td>
</tr>
<tr>
<td>6. Signing the contract.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>0</td>
</tr>
<tr>
<td>7. POC (Proof-Of-Concept, see B3).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>8. Design and usability-test of user interface (see req. note).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>9. Development.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>10. Data conversion (see J4).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>11. Integration with other systems (see Chapter F).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>12. Documentation (see J3).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>13. Installation test (see req. note below).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>14. System test (see req. note below).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>15. Deployment test (see req. note below).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>16. Training super-users who can train others (see J2).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>17. Training the customer’s supporters.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>18. Pilot test for one specialty. Observe actual usage.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>19. Gradual adaptation and deployment of the other specialties.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>20. Operational test (see Chapter L and req. note below).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>21. Evaluate the business results.</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>22. Warranty period (one year, see req. note below)</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
<tr>
<td>23. Operation and maintenance (see Chapter L).</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td>v</td>
<td></td>
</tr>
</tbody>
</table>

Requirement notes
Introductory supplier meetings: The customer sends the requirements to selected suppliers and have an informal meeting with each of them. At the meeting, the supplier should show how his system can meet the requirements. The supplier is not expected to deliver anything in writing. The customer welcomes comments on the requirements, e.g. unsuitable or missing requirements. The customer stresses that the supplier not presents his own solution only, but shows how it can be used for the customer’s purpose.
K. The acquisition process
Requirements to the development process are traditionally in the contract. In SL-07 we have moved them to Chapter K of the requirements, and written them in a way where they can be used during the project by the customer’s as well as the supplier’s IT staff and project managers.

K1. Acquisition plan
The plan starts with activities before the customer’s selection of a supplier. This is because suppliers may see the requirements and the plan before they consider writing a proposal.

The main parts of the plan are activities that produce a result that is visible and understandable to customer staff. Many activities are tests that the customer has to approve. Approval is important because payments to the supplier usually require an approved test. It is important that the plan includes time for the customer’s check and approval.

There is no acceptance test in the plan, because acceptance consists of approval of several tests, as explained in the requirements note.

As for other requirements, the supplier may change and add in red.

Supplier selection: When the customer compares the proposals, there is a need to see the system in operation, get answers to questions, talk to references, etc. The supplier is expected to support this.

Design of user interface: Experience shows that usability problems must be detected and corrected before programming. Later it is too expensive to correct problems that need program changes. The remedy is to make early screen prototypes, usability-test them and repeat until the result is acceptable. Some of this can be done at POC, the rest is made early during development. Experience shows that it speeds up development significantly. See also requirement I1.

Installation test: The purpose of the installation test is to ensure that the system has basic functionality for carrying out the following tests.

System test: The purpose of the system test is to check that requirements are met, screens work correctly, etc. Special test data and database contents are used to allow testing all the special situations (see also J6).

Deployment test: The purpose of the deployment test is to check that the product can work satisfactorily in daily operation with production data and real users. At this point you will normally not carry out real work with the system.

Pilot test: A pilot test is real work being done, but with a small number of users and/or limited functionality. You can better overcome helping a few users and then improve the process for the next users. The customer wants the supplier’s experts to observe the users and see whether they use the system as planned. The parties assess how much support the users need, and scale up to full operation.

Acceptance test: The customer hasn’t indicated an acceptance test in the plan. The accept consists of an approved system test, an approved deployment test and an approved pilot test.

Operational test: Starts after acceptance test of the full system. The purpose of the operational test is to check those requirements that can be verified only after a period of daily operation. It might be the response time under real load, availability (breakdown frequency), user’s task time, the supplier’s hotline quality, etc. See the requirements in Chapter L.

Warranty period: The warranty period starts when the first (partial) delivery is approved and ends one year after delivery of the entire system. The supplier must remedy all significant defects detected in the warranty period. After the warranty period, defect correction is covered by the maintenance requirements (L5).
K2. Project management

It is important that the customer at any time can see how far the acquisition process is, what the open issues are, and based on this decide what to do if all isn’t ok.

This is described as a task, "project management", which may be a project management meeting with IT-staff and/or the supplier, or a meeting in the steering committee. The task comprises getting information and making decisions.

Experience shows that it varies a lot how good information the supplier’s project management system provides. So the customer should see what the supplier does in this area and include it in the supplier selection.
**K2. Project management**

During the acquisition process, the customer’s project management must at all times know how far the process is, what is missing, and maybe where we can change something. It is important for the customer to get good support for this, but often the suppliers reports are insufficient or obscure. We can describe project management's needs with this task:

**Users:** Customer’s project managers and members of the steering committee.

**Start:** When project management need an overview of the project status, e.g. before and during meetings with the supplier, project team meetings, or steering committee meetings.

**End:** When there is nothing more to do right now.

**Frequency:** Weekly or monthly.

<table>
<thead>
<tr>
<th>Subtasks and variants:</th>
<th>Example solution:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. How far are we in the schedule? What is missing?</td>
<td>The supplier maintains a Gantt diagram that the customer can access.</td>
<td></td>
</tr>
<tr>
<td>2. How many hours has the supplier spent on each activity and how many are needed to complete it?</td>
<td>The supplier has a system that shows estimated hours per activity, how much is spent and how much is still needed. The customer has access to this system.</td>
<td></td>
</tr>
<tr>
<td>3. Which visible results do we have, e.g. user screens, integrations that work, test reports?</td>
<td>Each activity is terminated with a result that is visible to the customer. In particular, it is important to make sub-activities during the main development visible.</td>
<td></td>
</tr>
<tr>
<td>5. Which open issues do we have and what happens to them?</td>
<td>The system can show overviews of the issues and what has changed since a specific date.</td>
<td></td>
</tr>
<tr>
<td>5p. <strong>Problem:</strong> The supplier uses an issue tracking system with poor overview for the customer, so he has to make his own.</td>
<td>See the supplier's system and assess how well it supports the customer.</td>
<td></td>
</tr>
<tr>
<td>6. Can we approve the tests? Can we deploy the system, maybe as a partial delivery? (See the requirement note below).</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8. Is the business case still valid?</td>
<td></td>
<td></td>
</tr>
<tr>
<td>9. What are the most important risks? The probability? The consequence if it happens anyway?</td>
<td>Joint risk analysis for customer and supplier.</td>
<td></td>
</tr>
</tbody>
</table>

**Requirement notes**

**Approve the tests and deploy the system**

The customer may reject a test although no serious issues were found. It may for instance happen if the test doesn’t sufficiently cover all situations that may occur.

However, the parties may define a partial delivery that the customer can approve and deploy. As an example, some user groups may use the system, while others have to wait. In this case, the delivery payment is reduced accordingly.
K3. Update issue list
During the entire acquisition process, issues arise that cannot be handled immediately. Maybe they will be resolved later, or be deleted because they are unimportant or recorded already. This is described as a task, "update issue list", to be supported.

It is important that the supplier has an efficient tool for this, which the customer can see and comprehend. Otherwise the customer has to build his own. Here too, there is a big difference between what suppliers do, and the customer should include it in the supplier selection.

<table>
<thead>
<tr>
<th>K3. Update issue list</th>
</tr>
</thead>
<tbody>
<tr>
<td>Large projects use to have more than thousand issues, requests for change as well as things not working as expected. The parties can spend lots of time discussing what to do with them, and it delays the development process. The customer wants efficient management of the issues. What to do now, what can wait, what to ignore, who pays? This can be handled by recording the issues when they turn up, and maybe not deal with them until later. We can describe it as this task:</td>
</tr>
<tr>
<td><strong>Users:</strong> The customer's project team and the supplier's developers.</td>
</tr>
<tr>
<td><strong>Start:</strong> When an issue turns up and it cannot be dealt with immediately. Or when issues change state (e.g. after test). Or at meetings between supplier and customer, where the parties review the list of open issues.</td>
</tr>
<tr>
<td><strong>End:</strong> When nothing more needs to be done right now.</td>
</tr>
<tr>
<td><strong>Frequency:</strong> Weekly. In the test periods often daily.</td>
</tr>
<tr>
<td>Subtasks and variants:</td>
</tr>
<tr>
<td>------------------------</td>
</tr>
<tr>
<td>1. Record the problem with date, source, a short description, maybe screen dumps, etc. Often you don't have to do more right now and can park the issue.</td>
</tr>
<tr>
<td>1a. Find a specific issue and update its data.</td>
</tr>
<tr>
<td>1b. Find the next issue to deal with.</td>
</tr>
<tr>
<td>2. Is it duplicate, i.e. something we have recorded already?</td>
</tr>
<tr>
<td>3. Analyse the issue. How important for the customer? How expensive to rectify? How urgent? Is there a work-around for the customer?</td>
</tr>
<tr>
<td>4. Is it a defect (the supplier has to rectify it) or a new requirement (the customer has to pay)? This is sometimes hard to determine (see the requirement note below). For minor changes, you can make the change and postpone the decision until later.</td>
</tr>
<tr>
<td>5. What is the consequence of the change on price, delivery time, documentation and maintenance?</td>
</tr>
<tr>
<td>6. Maybe reject the issue or postpone it with a deadline.</td>
</tr>
<tr>
<td>7. Maybe add you own notes.</td>
</tr>
<tr>
<td>8. When the change has to be made: Sometimes it is necessary to change the requirements specification, but often it is a matter of details that are not mentioned in the requirements. If so, it is sufficient to record the decision in the issue tracking system.</td>
</tr>
<tr>
<td>9. For changes to be made: Is it done? Tested? Deployed?</td>
</tr>
<tr>
<td>10. Maybe inform the parties.</td>
</tr>
</tbody>
</table>

**Requirement notes**

**Defect or request for change?**

a. When a programmer can see that the system doesn't work as intended, it is a defect and the supplier covers the cost. Most issues are of this kind.

b. When the system doesn't meet the requirements or the proposed solution description, it is also a defect and the supplier covers the costs.

c. When the system can do what the user wants, but the user cannot figure out how, it is a usability issue. Whether to rectify it and who pays, depends on the requirements in 11.

d. If the system doesn't meet the customer's reasonable expectations, it is also a defect. A reasonable expectation means that the supplier knew or should have known that this would become a problem for the customer.

e. In other cases it is a request for change and the customer has to pay.
K4. Work place and the customer’s deliverables

Most of the requirements specify what the supplier must deliver. However, an IT system isn't something that the supplier just rolls in and plugs into the power outlet. The customer's employees have to contribute in various ways, and the supplier's employees may need office space and other facilities during development and deployment.

This is described on a high level in §3.4 and 3.5 of the contract. The details are in requirement K4. The supplier may in column 2 specify what he expects the customer to deliver. He may also add new points to the list.

In many acquisitions, system integration is a big issue because the supplier of the external system to be integrated, must help. K4-13 specifies that the customer must provide the necessary rights, for instance buy them from the supplier of the external system. This should be stated in Chapter F too, as assumptions the supplier can make, but make sure it is somewhere.

Like other sections of the template, the requirements in this chapter are only examples and not an exhaustive list. So take care: In many countries legal practice is that the contract must specify everything the customer has to deliver. After signing the contract, the supplier cannot expect office facilities or expertise in some customer area unless it is specified in the contract or its appendices.
K4. Work place and the customer's deliverables

<table>
<thead>
<tr>
<th>Work place:</th>
<th>Example solution:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Physical meetings between customer staff and supplier staff improve the process.</td>
<td>The supplier's staff work in the customer's offices.</td>
<td></td>
</tr>
</tbody>
</table>

The following list of the customer's deliverables and services must be complete. The supplier cannot expect more from the customer. If necessary, the supplier must add to the list in his proposal.

<table>
<thead>
<tr>
<th>The customer delivers:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. Hardware, software, and external systems that the new system requires (see the details in Chapter G). The equipment must be available when the installation test starts.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>3. Office with three IT work places from one month before the planned installation test to one month after system delivery.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>4. Samples of production data for testing purposes and the full data set for conversion.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>5. Test cases for deployment testing.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>6. Expertise in the application area corresponding to a half-time employee during the entire project.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>7. Test subjects for usability tests.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>8. A half-time project manager and a half-time secretary.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>9. Super users/instructors who learn the system in order to train ordinary users.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>10. IT staff who will support the system at the customer site.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>11. Expertise for validation of converted data.</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>12. Contribution to the course material on future work processes (cf. J3-1).</td>
<td>N/A</td>
<td></td>
</tr>
<tr>
<td>13. Rights to integrate with the systems mentioned in Chapter F and get the support mentioned.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
L. Operation, support, and maintenance

This chapter specifies the supplier's responsibilities after delivery of the system itself. These requirements can only partly be verified (tested) at the deployment test. We may for instance set up a simulation of 2000 users and measure response times, or we may test that the support organization works, but we cannot test that it also works well when 2000 real people work with the system.

The full verification takes place after delivery, for instance at the operational test and through investigation of logs and statistics.

The template corresponds to the situation where the supplier is responsible for operation, support, and maintenance. If the supplier for instance isn't responsible for support, the corresponding section should be empty (but keep the heading). In this case the customer may need courses and documentation that allows him to support the system. Requirements for this are stated in Chapter J.

If the supplier isn't responsible for operations, we cannot just delete sections L1 (response times) and L2 (availability). The supplier is still responsible for the response time - assuming that the system runs on the configuration described in Chapter G. Similarly the supplier is responsible for part of the availability. If the system breaks down due to errors in his software, he is responsible for the corresponding lack of availability. This is explicitly stated in section L2.

L1. Response times

The introduction part specifies the nominal load of the system. The nominal load is the number of transactions the system must be able to handle per second with the specified response times. The actual number of transactions per second should be well below the nominal load. If the actual number of transactions per second is larger than the nominal load, the system need not respond as specified.

Based on the nominal load, the supplier can estimate the necessary hardware.

In the example, the nominal load is specified as the number of transactions of various kinds. Experience shows that this often creates conflicts late in the project, because transactions are of many sizes. As an example, the supplier assumed that all transactions were quite small, but in reality some of them are huge, but rare. The customer insists on measuring on these too. The advice is to specify the transactions in the nominal load more precisely, maybe during the early proof of concept.

The system is expected to be most busy in certain periods, the peak load periods. They are not important for the requirements, because the system must be able to handle the nominal load in any period, but the customer wants to measure the actual load and response time in these peak load periods.

The solution note describes a way to measure the response times in practice. This is not a requirement, and the supplier can specify his way of measuring the response times in L1-2.
L. Operation, support, and maintenance

This chapter specifies the supplier's responsibilities after delivery of the system itself. The requirements can only partly be verified (tested) at the deployment test. The full verification takes place later, at the operational test. Some of the requirements are only relevant when the supplier is operating the system, others only when he has support responsibility, etc. See the guide booklet.

L1. Response times

It is important that response is so fast that users are not delayed. Response time is particularly important during the busiest hours, the peak load periods, which are morning 9-11 and ...

The system is operating must be able handle the number of transactions specified below, with the specified response time. The figures are estimated from task frequency (Chapter C), data volumes (Chapter D) and statistics from the present operation about peak load. The figures are the nominal load, i.e. the supplier is not responsible for response time if the actual load exceeds the nominal load.

Nominal load

The nominal load is the number of transactions per second that the system must handle. The system must be able to handle this concurrently:

1. Simple queries in clinical sessions (C10): 10 per second.
2. Updates in clinical sessions (C10): 2 per second.
3. Public web access: 5 pages loaded per second.
4. ...

Solution note: Measuring response time

The response time is the period from the user sends his command to the result is visible and the user can send a new command. A command means a key press or a mouse click. All measurements are made in a sample period of 60 seconds. If for instance, the number of simple queries in the sample period exceeds 10 * 60 or the number of updates exceeds 2 * 60, the nominal load is exceeded and the sample period is discarded. The transactions must be randomly distributed in the sample period. E.g., the 600 queries of the period may not start within the same second.

Production work: Measurements are made with a setup according to Chapter G.

The public web part: Measurements are made on a PC connected to the Internet through a 20 Mbit down/2 Mbit up connection with low traffic on the route to the servers.
L1-1 specifies that the required response times must be valid for a certain fractile of the cases. The example solution says that the customer expects 98%, but the supplier can specify another fractile. We could also expect 99%. Why not ask for 100% of the cases? Because it is unrealistic in a multi-user system. Transactions arrive randomly, and by coincidence, a lot may arrive within the same second. In this case the last ones get a very long response time. Although this is very rare, we cannot guarantee a good response time in 100% of the cases. See more in Lauesen (2002), section 6.5.

L1-2 says that there is a need to measure regularly - and in the peak load periods. In column 2 the customer has given examples of how it might be done. The supplier will specify his solution according to what is feasible for him.

L1-3 to 9 specify the required response times. They are based on ergonomic measurements of how people work at computers (the keystroke-level model, Card et al., 1980). A fast user types 5-10 characters per second, so 0.2 seconds to move from one field to the next on the screen, will barely slow down the work.

A user spends around 1.3 seconds to change focus from one "mental chunk" to another, for instance from entering client data to entering the client's request. If the screens are structured accordingly, 1.3 seconds to switch screen will not slow down the user. This principle applies to L1-4, 5 and 6.

In practice there will be cases where the system needs more time to reply, and where the user expects it. Here we meet an ergonomic constant of 20 seconds. Even when the user knows that it takes time, he will unconsciously wait around 20 seconds and then start working on something else. Switching from one task to another takes time - wasted time. For complex tasks the mental switch time might be as long as 10-20 minutes. L1-7 is an example where 20 seconds are acceptable.

Finally there may be functions where we for technical reasons expect response times above the ideal. L1-8 and 9 (login) are examples of this. Ideally, login should take place within 1.3 seconds, but present experience shows that we might have to accept a slower response.

The supplier may in column 2 specify functions that don't follow the common response time rules, for instance an overview screen that may take 3 minutes to display.

Notice that L1-3 to 9 are stated as "open target". It allows the supplier to specify other figures than the customer's. See more in A2.

Web systems used occasionally
The response times in the example are for production work through a local area network. For websites used occasionally, these requirements are much too strong, and meeting them might be unnecessary and costly.
<table>
<thead>
<tr>
<th>Response time requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. <strong>Fractile.</strong> The times specified below must apply in almost all cases.</td>
<td>In any sample period, __% of the response times must be within the limits. (The customer expects 98%).</td>
<td></td>
</tr>
<tr>
<td>2. Response time measurements must be made regularly in the peak load periods.</td>
<td>Measurements are made once a week with a stop watch. Or: The system measures all the time.</td>
<td></td>
</tr>
<tr>
<td>3. When moving from one field to the next, the user's typing speed must not be reduced.</td>
<td>Typing is possible within ___ s. (The customer expects 0.2 s.)</td>
<td></td>
</tr>
<tr>
<td>4. When moving from one screen to the next, data must be visible and typing possible within the mental switching time (around 1.3 s).</td>
<td>Data is visible and typing possible within ___ s. (The customer expects 1.3 s.)</td>
<td></td>
</tr>
<tr>
<td>5. Lookup in drop-down lists must allow selection from the list within the mental switching time.</td>
<td>Selection is possible within ___ s. (The customer expects 1.3 s.)</td>
<td></td>
</tr>
<tr>
<td>6. Reports used frequently must be visible within the mental switching time.</td>
<td>The report must be visible within ___ s. (The customer expects 1.3 s.)</td>
<td></td>
</tr>
<tr>
<td>7. Reports used occasionally must be visible before the user loses patience.</td>
<td>The report must be visible within ___ s. (The customer expects 20 s.)</td>
<td></td>
</tr>
<tr>
<td>8. Login must be completed before the user loses patience.</td>
<td>The user can start working within ___ s in addition to the time he spends typing name and password. (The customer expects 10 s or better.)</td>
<td></td>
</tr>
<tr>
<td>9. Repeated login when the user temporarily has left the system must be completed before the user loses patience.</td>
<td>The user can start working within ___ s in addition to the time he spends typing his password. (The customer expects 4 s.)</td>
<td></td>
</tr>
</tbody>
</table>
L2. Availability
Availability is the fraction of time where the system must be operational from the user's perspective. We have to define more precisely what it means that the system is out of operation, and how we deal with cases where some users can access the system but others cannot. If only one user cannot access the system, we would hardly call it a system breakdown.

A breakdown can have many causes and the template mentions 5. Not all of them are the supplier’s responsibility. When the supplier isn't responsible for operation, he will still be responsible for breakdowns with cause 3 (errors in software or configuration). When the supplier is responsible for the operation, also power failure, hardware breakdown, capacity problems, etc. are his responsibility.

In principle the customer can state all kinds of requirements for calculating the availability, but in practice he must accept the possibilities the supplier can offer - as long as they cover his real needs.

The solution note suggests one way to calculate a breakdown period: A breakdown is always calculated as at least 20 minutes. An operational period must last at least 60 minutes. The reason is that users don't resume their interrupted tasks until around 20 minutes after the breakdown, and they cannot produce much in an operational period less than an hour.

The template also suggests a way to calculate the availability when only some of the users are affected by the breakdown.

L2-1 says that the availability must be calculated periodically. This means that excess availability cannot be transferred from one period to the next. In column 2 the customer has suggested that availability is calculated as described in the solution note above the table. The supplier may propose his own way of calculating the availability, for instance by referring to an appendix.

L2-2 and 3 state the required availability in two different operational periods. Take care not to ask for too much. It may be very expensive. As an example, operating a large system with 99% availability may cost 0.5 million USD a year, while 99.8% may cost 2 million USD a year. Is it worth it? An availability of 99% in the normal work hours means that the system may be out of operation 16 hours a year in these hours. An availability of 99.8% means 3.2 hours a year.

L3. Data storage
This section specifies the amount of data to be stored. The example distinguishes between data with immediate access and archived data with slower access. Certain kinds of pictures are stored for a shorter time.

The example refers to the detailed data volumes in Chapter D, where each table has a total size and sometimes a yearly growth. We might also specify all table sizes here in section L3 and remove them from Chapter D. Keeping them in both places would be convenient, but easily creates inconsistencies.
L2. Availability

The system is out of operation when it doesn't support some of the users as usual. The cause of the breakdown may be:

1. The customer's issues, e.g. errors in the customer's equipment.
2. External errors, e.g. power failure.
3. The supplier's issues, e.g. errors in software or configuration.
4. Planned maintenance.
5. Insufficient hardware capacity.

Solution note: Measuring availability

A breakdown is counted as at least 20 minutes, even if normal operation is resumed before. If the following period of normal operation is less than 60 minutes, it is considered part of the breakdown period.

When the supplier is not responsible for operations, only breakdowns with cause 3 are included in the availability statements. When the supplier is responsible for operations too, he is also responsible for causes 2, 4, and 5.

The operational time in a period is calculated as the total length of the period minus the total length of the breakdowns for which the supplier is responsible. The availability is calculated as the operational time divided by the total length of the period. When only some of the users experience a breakdown, the availability may be adjusted. One way is to calculate the availability for each user and take the average for all users.

<table>
<thead>
<tr>
<th>Availability requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The availability must be calculated periodically. The calculation should compensate for the number of users experiencing breakdowns.</td>
<td>The availability is stated monthly and calculated as described above.</td>
<td></td>
</tr>
</tbody>
</table>
| 2. In the period from 8:00 to 18:00 on weekdays, the system must have high availability. | In these periods the total availability is at least ___.%.
(The customer expects 99.5%) | |
| 3. In other periods, the availability may be lower. | In these periods the total availability is at least ___.%.
(The customer expects 99%) | |

L3. Data storage

The data volume is specified in Chapter D. Data must be stored as follows:

<table>
<thead>
<tr>
<th>Data storage requirements:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The system must give access to data for the last 5 years with the response times specified in L1.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. MR scans and … are only kept for 60 days.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. The system must give access to archived data for the last 20 years with response times as for occasionally used reports (L1-7).</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
L4. Support
This section specifies the supplier's support services, for instance helping users (hotline), changing the system configuration, and monitoring operations. (ITIL has specific terms for this. Hotline is for instance called Service Desk. See Bon, 2004.)

The introduction states as an assumption that super users are the first point of contact. If they cannot remedy the problem, the super user or the ordinary user may contact hotline. We might allow ordinary users to contact hotline directly, but in most organizations it would be much more expensive, and less effective.

L4-1 specifies that the required response times for hotline must be valid for a certain fractile of the cases. The example solution says that the customer expects 95%. Don't specify a maximal time for a reply (valid for 100%). The worst case, where everybody asks for help at the same time, will be excessively expensive to handle.

L4-3 and 4 specify in which periods users can contact the hotline by phone or in person (direct contact), and that the supporter must try to resolve the problem on the spot.

L4-4 asks for on-the-spot handling of direct contacts. Many SLA's (Service Level Agreements) specify that a certain fraction of the requests must be resolved on the spot. Experience shows that this makes the supplier interested in getting a lot of trivial requests. He is not motivated to prevent them, for instance by broadcasting how certain problems can be avoided.

For this reason L4-4 only asks the supporter to spend a few minutes on the spot. Whether the support quality is adequate in general is hard to measure. L4-11 suggests that the parties discuss this at regular meetings.

L4-5 specifies that for indirect contacts the user must get a first reply within a few hours.

L4-6 to 7 asks for specific services such as remote diagnostics and sending a support person to the customer's site. As for other requirements, the supplier may respond that he doesn't provide this. In many projects there is no need at all for this, since the customer does it himself already.

The requirement note after the table explains what it means to handle a request for help (an incident in ITIL terminology). It is described as a list of optional subtasks. After most of the subtasks, the user gets a first reply. A reply means that the user has got help in solving or circumventing the problem, or that a technical problem has been remedied, or that the problem has been transferred to another organization. It is not a valid reply that the request has been received by the hotline or transferred to another supporter in the support organization. The user may often get a first reply and later additional replies as supporters investigate the case.

Like other sections of the template, the support requirements are only examples and not an exhaustive list. The ITIL specifications may be used for creating a longer list of support processes. As with other standards, don't just use them blindly. You may end up paying for more than you need or asking for inconvenient processes, such as always send the reply back to the user through the first point of contact.
L4. Support
Support comprises help to users, configuration changes, and monitoring of the operation. In this chapter, "supplier" means the supplier's operational organization. A "supporter" means a qualified supplier employee. The support covers all hardware and software delivered under this contract.

Super users are the ordinary user's first point of contact. The supplier only has to help when the super users cannot remedy the problem.

<table>
<thead>
<tr>
<th>Support requirement</th>
<th>Example solution</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Fractile. The response times specified below must apply in almost all cases.</td>
<td>__% of the response times must be within the limits. (The customer expects 95%.)</td>
<td></td>
</tr>
<tr>
<td>2. The supplier must handle user requests for help. See the requirement note below.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2p. Problem: Even super users find it hard to decide which product a specific problem relates to. It is even harder to mediate between several suppliers.</td>
<td>The supplier involves the necessary other parties on his own initiative.</td>
<td></td>
</tr>
<tr>
<td>3. Direct contact: In the period from 8:00 to 18:00 on weekdays, users can quickly contact a supporter by phone or in person.</td>
<td>In this period, contact is available within ___ minutes. (The customer expects 10 minutes.)</td>
<td></td>
</tr>
<tr>
<td>4. For a direct contact, the supporter handles the request on the spot as far as possible.</td>
<td>On the spot means what can be done within 5 minutes.</td>
<td></td>
</tr>
<tr>
<td>5. Indirect contact: Requests sent by email, sent by web, or escalated from the direct contact. The user gets a reply within a few hours.</td>
<td>The supplier replies within ___ work hours (8:00 to 18:00 on weekdays). (The customer expects 3 hours.)</td>
<td></td>
</tr>
<tr>
<td>6. The supplier sends a supporter when this is necessary to remedy the problem.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>7. The supplier can perform remote diagnostics to remedy the problem.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8. The supplier monitors request handling to see that requests are closed and response times met.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>9. The supplier records data for computation of support response time, and identification and prevention of frequent problems.</td>
<td>The supplier keeps a log of all steps in the request handling and the cause of the problem.</td>
<td></td>
</tr>
<tr>
<td>10. The supplier monitors the operation in order to foresee availability problems, and changes the technical configuration so that availability is maintained.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>11. Customer and supplier meet regularly to review response times and discuss prevention of problems.</td>
<td>The parties meet every ___ month. (The customer expects monthly meetings.)</td>
<td></td>
</tr>
</tbody>
</table>

**Requirement note: Handle a request**
When a supporter receives a request, he can perform one or more of the following subtasks. All subtasks except e (escalation) end with a reply to the user. The request is closed when nothing more can be done about the request (subtask f).

- a. Help user: Assist the user in solving the problem or circumventing it. If needed contact the user for clarification. Assistance is considered a valid reply.
- b. Change configuration: E.g. start servers, change settings, replace printer cartridges, install software. Reply to the user when it has been done.
- c. Order equipment or help from another organization: Reply to the user about the expected delay.
- d. Defect: The support organization cannot solve the problem. Report it to the maintenance organization. Reply to the user that it has been done.
- e. Escalate request: The supporter cannot fully solve the problem himself. Pass the request on to another supporter. This person may again perform one or more of the subtasks.
- f. Close the request: Nothing more can be done about the request. This may happen at the first point of contact. The request may also escalate several times, wait for external delivery or wait for a reply from maintenance before it can be closed. Reply to the user that the request has been closed.
L5. Maintenance

This section shows examples of typical maintenance requirements, including defect removal, system updates, and system changes.

L5-1 specifies that the required response times must be valid for a certain fractile of the cases. The example solution says that the customer expects 95%.

L5-2 makes the supplier responsible for keeping a log of the maintenance requests.

L5-4 says that business-critical errors must be handled quickly, e.g. within 24 hours. But who decides whether a reported defect is urgent (business critical)? Is it the user who reported it or the supplier? The answer depends on the kind of system and customer we deal with. Usually it is not the user because ordinary users tend to consider everything urgent. On the other hand, the supplier prefers to deny that it is urgent.

L5-3 suggests that the supplier decides and that his decisions are reviewed regularly (L5-5). Alternative 1 is that the local super user decides and alternative 2 that the customer's IT department decides.

L5-6 deals with a common problem: The system depends on somebody else’s software, for instance Microsoft Windows or the Google’s Browser (Chrome). When one of these systems change, the supplier’s system may not work correctly anymore. L5-6 specifies that the supplier has to deal with it as fast as possible.

When the system is to be modified or expanded, the supplier has a de-facto monopoly and can charge the customer accordingly. L5-7 shows two ways around it: (1) The supplier gives a proposal based on an estimated number of work hours. However, since he has a monopoly, he may give a high estimate. (2) The size of the change is estimated as a number of Function Points, and the supplier has specified a fixed price per Function Point.

Function Points (FP) are a technology-independent way to measure the size of a development project or the size of a change. It is based on experience data from thousands of projects all over the world.

The measurement can for instance be based on the number of classes in the E/R model and their complexity, plus the number of user screens and their complexity. FP experts can use tasks to give reasonable estimates of the number of screens. A medium complex class requires 10 FP and a medium complex screen requires also 10 FP. In addition there is an adjustment factor of 0.3 to 1.6 for the project organization, etc. Changes to a system can be estimated in a similar way.

Without something like E/R and task/use cases you cannot estimate the project size.

Depending on the supplier’s skills and technology, he can quote a higher or lower price per Function Point. A typical price for a FP in Denmark is 2,000 to 4,000 USD.

Expertise is needed to estimate Function Points. FP experts claim they agree very precisely when they independently estimate the same project. In case the parties cannot agree on the number of FP, you can have your local FP group decide. L5-7 specifies that this group must be used to resolve conflicts.
## L5. Maintenance
Maintenance includes defect removal, system updates and system changes.

<table>
<thead>
<tr>
<th>Requirements for defect removal:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Fractile. The response times specified below must apply in almost all cases.</td>
<td>___% of the response times must be within the limits. (The customer expects 95%).</td>
<td></td>
</tr>
<tr>
<td>2. The supplier keeps a log of reported defects as well as change requests.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. For all reported defects, the supplier quickly decides whether the defect is business critical, possible to circumvent temporarily, or possible to circumvent permanently (i.e. reject). Alternative 1: The local super user decides. Alternative 2: The customer's IT department decides.</td>
<td>In the period from 8:00 to 18:00 on weekdays, the supplier completes the assessment within ___ hours. (The customer expects 3 hours.)</td>
<td></td>
</tr>
<tr>
<td>4. Business-critical issues are rectified quickly.</td>
<td>Business-critical issues are rectified within ___ hours. (The customer expects 24 hours.)</td>
<td></td>
</tr>
<tr>
<td>5. Customer and supplier meet regularly to check the defect assessments, and to decide what to rectify or change, and what it will cost.</td>
<td>The parties meet every ___ months. (The customer expects monthly meetings.)</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Requirements for system improvement:</th>
<th>Example solutions:</th>
<th>Code:</th>
</tr>
</thead>
<tbody>
<tr>
<td>6. When third-party software on which the system depends, is changed, the supplier must if needed, adapt and install new versions of the system without unduly delay.</td>
<td>Installation takes place within ___ days after release of the third-party software in Denmark. (The customer expects 30 days.)</td>
<td></td>
</tr>
<tr>
<td>7. Within the duration of the contract, the supplier shall on request give quotations for changes Alternative 1: based on estimated work hours. Alternative 2: based on a fixed price per Function Point. Disagreement on the Function Point calculation must be resolved by ...</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
6. SL-07 contract
This chapter shows the entire SL-07 contract and comments on the difficult parts.

When the system is developed in-house, a formal contract is rare. The requirements specify what is to be delivered. Changes in requirements are discussed during development, and there are no financial penalties between the parties.

However, when customer and supplier are two different companies, there will usually be a contract and a requirements specification. The requirements specify what the supplier must deliver, and the contract specifies what to do when things don't proceed as expected. For instance what to do if the supplier doesn't deliver on time or delivers a faulty product; or if the customer forgot an important requirement.

Lawyers specializing in IT contracts cleverly deal with all kinds of things that may happen during the project, in much the same way as programmers cleverly deal with all kinds of cases that may occur in the system at run time. Newer contracts also try to define the development process.

In traditional contracts, the requirements are several appendices to the contract. For example, the requirements for response time and support are separate attachments, whereas in SL-07 they are sections L1 and L4 of Appendix 1 (the requirements specification). Other appendices traditionally contain the supplier's solution description, price of deliveries, project schedule, project management, test, etc.

The SL-07 contract has been developed specifically for the SL-07 requirements. The principle has been to move as many topics as possible from contract to requirement specification. It is an advantage to make a topic a requirement, because the SL-07 format is suitable for the supplier writing responses or comments to the requirements, e.g. to the requirements for the development process. The supplier's response is included in the evaluation of the proposal. The requirements are also what IT staff use every day, while the contract is scary and guarded by another department.

Finally, the requirements on response time and other "service goals" in traditional contracts, are extremely inadequate from an IT professional point of view. For instance, contracts don't specify the nominal load under which the response times have to be met. Without this information, the supplier's response is guesswork and cause disputes when the system is put into operation. It corresponds to ordering a crane to lift 20 meters, but without specifying how many tons to lift. Oh, must it be 100 tons? I thought it was 10 as usual.

In total, the SL-07 contract, including its appendices, cover the same subjects as the traditional contracts PLS, K02 and K03. Many of the formulations are taken from these contracts. Other rules have become problem-oriented instead of being many paragraphs about what you must and must not.

As a result, the SL-07 contract is only 8 pages with 4 appendices, while for instance K03 is 58 pages with 16 appendices. In return, the SL-07 requirements have grown by 3½ pages. It is the requirements in Chapter K that have grown.
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This contract is based on the SL-07 Contract (© Søren Lauesen, 2018).
The contract may be copied for free as long as the source and copyright are clearly stated.
Prevention of project damages

Lauesen has investigated 5 major public IT procurements and identified 36 causes of major damage, such as time and budget overrun and lost business goals. See Lauesen: Damages in large IT projects, Soren Lauesen. If you follow the SL-07 requirements and the SL-07 contract, you should be able to prevent 23 of the 36 causes with the requirements mentioned below:

Cause A1: Doesn't identify user needs and win-win (requirements B1, B2)
Cause A2: Requirements don't cover customer needs (requirements B1, B2, C, D, etc.)
Cause A3: Describes the solution in detail. No freedom to the supplier (requirements C, D, etc.)
Cause A4: Makes heavy demands and believes it is for free (requirements C, D, etc.)
Cause A7: Wants everything at once, e.g. the whole country, or all medical specialties (requirement K1, pilot test)
Cause A8: Does not plan the new work processes (requirements B1, C)
Cause B1: Supplier too optimistic – you must lie to win (requirement B3, POC)
Cause B2: The customer doesn't assess the proposals (requirements B3, B4, B5, B6)
Cause B3: Wrong selection criteria (requirements B4, B5, B6)
Cause C1: Does not ensure usability, even when they know how (Requirements I1, K1)
Cause C2: Designs user screens too late (Requirements I1, K1)
Cause C3: Accepts the solution description without understanding it (requirement K2)
Cause C4: Cannot see how far the supplier is (Requirements K2, K3)
Cause C5: My way without looking at the supplier's way (requirements C, D, etc.)
Cause D2: System Integration Surprises (Requirements B3, POC)
Cause E1: Deploys the system with insufficient testing – no pilot test (requirement K3)
Cause F1: Deploys the system with insufficient support and training (requirement K1, pilot test)
Cause F2: Doesn't check whether the system is used as intended (requirements K1-17)
Cause G1: No business goals - or forgets them on the way (requirements B2, K2-8)
Cause G2: Doesn't reschedule, but assumes the rest can be compressed (requirement K2)
Cause G3: The project grows without anyone noticing (requirement K2)
Cause G4: Doesn't face the danger. The risk assessment downplays it (requirements K2-9)
Cause G5: Money runs out and the parties fight instead of cooperate (requirement K2)

Damage causes not covered by the contract

Cause A5: Oversells technology, e.g. SOA, web-based, workflow engine
Cause A6: Multi-vendor strategy – Makes us supplier independent (No, on the contrary).
Cause A9: No feasible solution. Data missing, performance dubious, etc.
Cause A10: Surprising rule complexity
Cause B4: Forgets or ignores important costs
Cause D1: Supplier accepts an expensive requirements interpretation, although it is unreasonable.
Cause F3: Wrong estimate of human performance
Cause G6: Cashes the benefit before it is harvested, e.g. sacks too early
Cause G7: Lack of management or expert involvement
Cause G8: Excessive management or expert involvement
Cause G9: Too large steering committees/work groups without competencies
Cause G10: Excessive user involvement
Cause G11: Believes law blocks sound approaches, e.g. talking to suppliers or pilot test
1. Definitions

Definitions explain concepts that are not readily understandable to both parties. For instance, some concepts have different names in the law profession and in the IT profession.

1. Acceptance Test: The tests the Customer must approve before the Customer takes over the delivery. Acceptance test is also called acquisition test.

2. COTS software: Commercial-Off-The-Shelf. Software delivered as a commodity (in Danish: Standard software). It may be customized for specific purposes.

3. Defect: The delivery does not meet the requirements or the Customer's reasonable expectations. The defect may be that the system does not have the expected functionality or that the functionality does not work as expected.

4. Issue: A generic term for defects and requests for change. It may often be useful to remedy the issue and later clarify whether it was a defect or a change request. Issues are also called problems.

5. Option: A partial delivery that the Customer can select or deselect.

6. Partial delivery: A part of the total delivery. Can be defined in advance or decided during the project.

7. Pilot Test: Operation of the system with real users and real work as part of the acceptance test.

8. POC: Proof-Of-Concept. A test that checks whether the delivery can meet requirements that are hard to meet late in the project, e.g. response time with many users, user-friendliness, understandable technical documentation.

9. Problem: The same as "issue".

10. RFC: Request-For-Change. The Customer's request to change the system or the requirements, e.g. because the parties have discovered a demand that is not specified in the requirements.

11. System: The part of the delivery that is not services. The system comprises hardware, database and software, including customized software.

12. Test: A check of the system or parts of it, in order to find defects. Often the test also reveals requests for change.

13. Working day: Monday to Friday excluding holidays, Christmas Eve, New Year's Eve and Constitution Day.
2. The supplier’s obligations

2.1. Partial delivery
You often find out late in the project that you cannot deliver what was planned, but you can deploy a part-delivery that is useful. The contract allows it. The requirement note at K2 gives the details. One thing to remember is to reduce the related payment accordingly.

2.3. Supplier’s employees
Often contracts require that the supplier’s staff must be certified in various disciplines. Unfortunately, experience is that certification does not make much difference. There are highly competent developers who are not certified and certified developers who are useless. The argument is that it does not hurt to require certification. Well, it may give the supplier additional costs and the customer a false security. With the SL-07 contract formulation, you can argue in a dispute, that the supplier’s employees did not have the necessary qualifications.

2.6. Options
The customer can define options. For example, the customer may wonder whether he wants a data warehouse as part of the delivery. It depends on the price. So he asks for it as an option with a separate price.

It is important that the supplier can also define options. Often the customer unintentionally writes requirements that are much more expensive to meet than he expected. Perhaps the supplier has a cheaper solution that does not fully meet the requirements, but is probably sufficient. The supplier can then offer the expensive solution as an option. Section A2 shows an example where the customer had to pay many millions more than necessary, because the supplier was not allowed to offer options.

If there are many options, it may be difficult for the customer to choose which ones he wants. Section A5 in the guide shows how the customer rationally can decide which options to accept.

2.7. Deployment, etc.
Normally, deployment occurs when the customer has approved the system test and application test, thus taking over the system. Experience is that even after careful testing, many problems are not detected until the system is used for real work. So there is a need for deploying the system and use it for real work, before the customer accepts the system and takes it over. This is called a pilot test.

However, if significant deficiencies are detected during the pilot test, the contract may be terminated. In this situation it is important that the customer can get out of the operation in a reasonable manner, e.g. extracting the collected data. The contract provides for this.
2. The Supplier's obligations

The Supplier's deliveries are specified in Appendix 1, the requirements specification. The specification is based on Problem-Oriented Requirements SL-07. Problem-oriented requirements do not describe what the system shall do, but what the system shall be used for. It gives the Supplier freedom to use what he already has, and it allows the Customer to assess how well his problems/demands are covered by the Supplier's proposal.

SL-07 comprises functional requirements, quality requirements, operational requirements, development process requirements, the Customer's deliveries, the Supplier's proposed solution, including the options the Customer wants, as well as additional options offered by the Supplier.

2.1. Partial delivery

The parties may agree to divide the total delivery into partial deliveries that can be deployed one at a time. This can be done at contract negotiation or during the project. See requirement K2.

2.2. Subcontractors

The Supplier is responsible for subcontractors' deliveries and services in the same way as for his own matters. In all matters, the Customer may contact the Supplier instead of the subcontractor.

2.3. Supplier's employees

The Supplier must provide sufficient and qualified personnel to ensure progress and quality in the project. The Customer may state a motivated request for replacing staff in the Supplier's project organization, which the Supplier as far as possible must accept.

2.4. Change before delivery

If the parties discover a need that is not covered by the requirements specification or the Customer's reasonable expectations, it is a Request For Change. For major changes, the Customer may ask the Supplier for a proposal, which in addition to the price, must also state the consequences for schedule, etc. (see requirement K3). The Supplier may provide a motivated refusal to make the change.

If it is dubious whether the need is a defect or a Request For Change, and it is a minor change, the Customer can approve that the change is made immediately with registration of spent hours and later decision on who pays.

Accepted changes are part of the delivery.

2.5. Change after delivery

Requests For Change after delivery of the entire system are governed by the maintenance agreement (requirement L5).

2.6. Options

The agreed options are specified in requirements A3 and A5. An option gives the Customer a right, but not a duty, to get the option within the duration of the contract. If the Customer's right to get the option is limited to certain periods, this must be stated in the description of that option.

2.7. Deployment, operational test and warranty period

Normally, deployment starts when the Customer takes over the delivery, but it may be necessary to deploy earlier, for example to perform a pilot test as part of the acceptance test.

The operational test starts after deploying the entire delivery. The warranty period starts when the first (partial) delivery is deployed. See requirement K1.

In case of contract termination for any reason during pilot test, operational test or the warranty period, the Customer can transfer production data to another system (see requirement J7).

2.8. Source code

If the delivery includes specially developed software for which the Customer has ownership or a right to use, the Supplier must at regular intervals, and at the latest immediately after the Customer's acceptance of delivery of the software in question, take measures that make the source code available to the Customer in case of the Supplier's breach of contract.
3. The Customer’s obligations

3.4. Customer employees

As for the supplier’s employees, the SL-07 contract does not set detailed requirements for the customer’s project participants. They just have to be sufficient for the purpose. For comparison, we can look at the corresponding rules in contract K03:

The client’s project manager, other key employees and other employees participating in the Project must possess the necessary skills and qualifications, including the necessary knowledge and understanding of the Customer’s business activities and business goals and needs, as well as the necessary decision-making ability to manage their roles in connection with the project’s implementation.

The customer is obliged to maintain relevant and necessary capacity and knowledge throughout the project, for fulfillment of the Customer’s obligations under the Contract, including sufficient and necessary employee resources at the relevant levels of the Customer’s organization.

8.4.3 Replacement of employees

For the sake of progress and quality of work, and for the sake of close cooperation between the parties, the Parties shall, as far as possible, avoid the replacement of employees on the Project.

The parties may not reduce the number of employees involved in the Delivery, if this brings Quality of Delivery or Completion of the Project in accordance with the Time Schedule at risk.

Each Party shall, without undue delay, inform the other Party in writing in case of the resignation or absence of key project participants. In such cases, the informing Party shall nominate a successor or temporary substitute with at least the same or equivalent competencies and qualifications, cf. Annex 8 and Annex 9.

Each Party shall, at request from the other party, within [20] working days, replace a participant, including a key participant, if the other Party’s request is substantial and reasonably justified, for instance in case of significant collaboration difficulties or the participant’s lack of competencies and qualifications.

The parties shall ensure that new employees comply with the qualification requirements, cf. points 8.4.1 and 8.4.3 as well as Annex 8 and Annex 9, and that they have at least the same or equivalent competencies and qualifications as the replaced employees. The replacement must not affect the Parties’ ability to perform the tasks of the Project, including delaying the delivery.

These many details reflect lawyers’ experiences with what may go wrong. Then they try to guard against each experience. But the list grows and grows. In addition, the many rules easily create a time-consuming bureaucracy. For instance, many project managers complain that they spend 80% of their time on bureaucracy, and only 20% on governing the project.

With the problem-oriented approach, we ask: What is the basic problem and what will we ensure? The answer is:
The Customer must provide sufficient staff with the professional knowledge, business knowledge and decision authority, needed for the project. See details in requirement K4.

In requirement K4, the supplier can specify details, for instance what kind of employees he expects from the customer, and how many test participants are needed for usability tests.

---

3. The Customer’s obligations

3.1. Payment
Payment and payment plan are stated in Appendix 2. Basically, payment is subject to approved tests of the delivery or a partial delivery.

3.2. Approval
Requirement K1 (acquisition plan) contains several tests. Each test must end with the Customer's written approval. If the Customer can only partially approve a test, the parties may define a partial delivery that the Customer can approve.

An acceptance test consists of several tests as stated in requirement K1, Requirement Note. The acceptance test is approved when all of these tests are approved for this delivery or part-delivery.

Although the Customer has approved a test, the Supplier is still responsible for any defects discovered later, until expiration of the warranty period.

3.3. Delivery and risk
Once the Customer has approved the acceptance test for the delivery or part-delivery, the Customer has taken over this part of the system and delivery has taken place.

The Supplier carries the risk of accidental destruction or damage to the delivery until the Customer has taken over the entire system.

However, for physical deliveries of items received and signed by the Customer, the Customer takes over the risk and insurance obligation at the date of delivery.

The Supplier continues to bear the risk and insurance obligation for those parts of the system that remain in the Supplier's custody.

3.4. Customer’s employees
The Customer must provide sufficient staff with the professional knowledge, business knowledge and decision authority, necessary for the project. See details in requirement K4.

The Supplier may state a motivated request for replacing staff in the Customer's project organization, which the Customer as far as possible must accept.

3.5. Other Customer deliveries
The Customer must also provide premises, data, etc. as described in requirement K4.
4. Cooperation

The Customer is prepared to follow the Supplier's recommendations regarding the acquisition process and the development method, but wants to ensure that essential aspects are covered. This is specified in Chapter K of the requirements, which are problem-oriented requirements for the acquisition process.

The Supplier has the obligation of taking the initiative in the cooperation between the parties, but the Customer is assumed to have an active role in managing his own project participants.

The Supplier must cooperate with the Customer's other Suppliers to the extent necessary for the project.

The parties must cooperate with a positive, professional and responsible attitude and each make significant efforts to achieve a good result. The parties must show the flexibility considered reasonable and usual in implementing a complicated project.

The parties have a mutual obligation to point out, without undue delay, any errors in material prepared by the other party, as well as other matters that may affect the proper implementation of the project.

4.1. Confidentiality

Only persons authorized to do so must have access to the system and to Customer data.

At the request of each of the parties, a party is required to document which persons are authorized and what measures the party observes regarding physical and personnel safety.

Unless the character of the information or other circumstances entail otherwise, the parties must observe confidentiality about the counterpart's circumstances that they may get to know about in the performance of this contract.

The Supplier is obliged to impose on his employees and subcontractors a corresponding obligation of confidentiality.

Consultants and others who assist the Customer are subject to similar obligations regarding Supplier information.

This confidentiality also applies after the termination of the contract, regardless of the cause of termination.

The Supplier may include the Customer on his reference list, but may not, without the prior written consent of the Customer, use the Customer's name for marketing purposes.

4.2. Audit

The Customer is entitled to check the Supplier's work and documentation for the duration of the contract in order to identify risks of quality breaches or schedule delay.

The Supplier is entitled to check for the entire duration of the contract whether the Customer's participation is of the required amount and quality.

4.3. Termination

Regardless of the reason for termination of the contract, the Customer is entitled to the services stated in requirement J7 (extraction and documentation of data, etc.).
4.4. Termination at POC

Until approval of POC, the Customer may terminate this contract at any time. The motivation for the
termination must be stated.

If the Customer terminates the contract, the Customer will pay for the work performed by the Supplier until
the date of notice, unless the Supplier knew or should have known that he would not be able to meet the
POC. The price is calculated according to the Supplier's usual tariffs and terms, but the total price cannot
exceed the price stated in Appendix 2. Only if it is specifically agreed, will the Customer pay for more than
the Supplier's work.

The Supplier may, until POC is approved by the Customer, terminate this contract. The motivation for the
termination must be stated. The Supplier can not claim payment and does not pay compensation to the
Customer.

4.4. Termination at POC

The SL-07 contract recommends an early proof (POC, Proof-Of-Concept) to ensure
that the supplier is able to meet requirements that by experience cannot be imple-
mented late in the process. These requirements are specified in B3. It is for
instance usability and response time with many users. The supplier is paid for the
POC work (up to a certain limit), in case the customer cannot approve the result.

However, a supplier may abuse this possibility by sending a cheap proposal,
pretending to make the proof, and collect the fee when the customer rejects the
result. To avoid this, the SL-07 contract states that he will not be paid if he knew or
should have known that he could not honor the requirements.

It may also occur that the supplier experiences that the customer is difficult to
cooperate with, or realizes that he has misjudged the project. He therefore also has
an opportunity to terminate, receives no remuneration, nor shall he pay compensa-
tion.

Experience shows that a customer is reluctant to reject suppliers after POC because
he has to start the tender process all over. It is therefore recommended that the
tender documents ask the suppliers to abide by their proposal for a period of time.
Suppliers are actually happy with this opportunity, because they know that often
the one who lies, wins. And then they get a chance themselves.

The wording of the tender document could be this:

The customer wants that the supplier abides by his proposal for 100
working days after the proposal deadline. If it appears that the selected
supplier cannot deliver the desired POC (Proof-Of-Concept), it is possible
for the customer to choose one of the other proposals, without having to
run a new tender process. If this possibility becomes unnecessary, the
customer will as soon as possible inform the other tenderers.
5. Breach of contract

Breach of contract occurs if one of the parties fails to comply with the terms of the contract, e.g. significant defects that the Supplier cannot remedy, deliveries or partial deliveries that cannot be approved on time, or one of the parties not providing adequate staffing.

The parties must notify each other in writing as soon as they find that a breach has occurred or will occur. The counterpart must have the opportunity to rectify the issue within a reasonable period.

5.1. Other breaches
In the event that the Supplier in any other way endangers the timely completion of the contract, e.g. due to the Supplier’s or a subcontractor’s suspension of payments, bankruptcy, termination of business or equivalent, the Customer can terminate the contract or demand the necessary warranty.

5.2. The Customer’s issues
The Supplier is not responsible for any issues caused by the Customer or a third party for whom the Customer carries the risk, or that the Customer has used the system in violation of the enclosed documentation.

If payment is delayed due to the Customer only, the Supplier is entitled to interest on the payment in accordance with the Interest Act until payment is made.

5.3. Expected breach
In accordance with Danish law, the parties may apply defaulting actions when it becomes clear that a breach is inevitable.

5.4. Customer’s rights at breach
If the Supplier is unable to meet the agreed service targets, the Supplier must pay a penalty calculated as described in Appendix 2.

If the breach is so severe that the value of the delivery to the Customer is significantly reduced, the Customer may terminate the contract completely or in part. However, partial termination can only be carried out if the canceled part of the delivery is not necessary for the remaining delivery.

As an alternative to cancellation, the Customer may require a proportional discount in the contract amount as well as in the maintenance fee, according to the impaired value of the system to the Customer.

5.5. Termination at breach of contract
Upon termination of the contract, the party whose breach is the reason for termination, shall replace the counterpart his documented and direct loss.

5.5.1. In case of the Supplier’s breach
In case of breach by the Supplier, the Supplier shall reimburse the full contract amount less deduction for the Customer’s use of the product until termination. The Customer must return the hardware, information-carrying media and documentation given to the Customer.

The Customer is entitled to continue to use the system for up to 180 working days, in return for a reasonable remuneration for the benefit that the Customer has had of the system during the period.

5.5.2. In case of the Customer’s breach
In case of breach by the Customer, the Supplier is entitled to terminate the work directly affected by the Customer’s breach until the issue has been remedied. The schedule may be delayed accordingly.

The Supplier is also entitled to terminate the contract completely or in part.

The Customer is liable for the Supplier's documented loss caused by the Customer's breach of contract.
5.6. Liability and disclaimer
The parties are liable for damages under the general rules of Danish law. However, the parties are not liable for operational loss, loss of profit and other indirect losses. Loss of data is considered a direct loss, however, the Supplier is only responsible for protecting data in accordance with requirement H3.

For conditions that trigger penalties, the Customer may only claim compensation in so far as the Customer documents a loss beyond the penalty.

The parties' liability cannot exceed an amount corresponding to the contract amount. If the reason for the Customer's loss primarily is the Supplier's breach of the maintenance agreement, the Supplier's liability cannot exceed three times the annual maintenance fee.

6. Intellectual Property Rights
6.1. Third-party rights
The Supplier guarantees that the delivery does not infringe the rights of others, including patents or copyrights.

6.2. The Customer's rights
Upon delivery of COTS software, including customized COTS software, the Customer obtains an unlimited right of use for the software in accordance with the Supplier's license terms or standard terms in Appendix 4.

The Customer is obliged to ensure that the Customer's employees are informed of and comply with these terms and conditions, as well as respecting the Supplier and manufacturer's copyrights.

The Customer acquires an unlimited right of use to all material provided by the Supplier as part of the delivery, unless expressly agreed otherwise.

7. Force majeure
Neither the Supplier nor the Customer shall be held liable to the other party in so far as the liability is due to circumstances beyond the control of the party, including strike, internal strike and lockout, which the party could not have predicted nor should have avoided or overcome. Relationship with a subcontractor is considered force majeure only if there is a barrier to the subcontractor covered by the first sentence.

Force majeure at delay, applies for at most the number of working days of the force majeure situation. If a deadline for the Supplier is postponed due to force majeure, the related payments will be delayed accordingly.

Force majeure may be claimed only if the party concerned has notified the other party in writing no later than 10 working days after the force majeure became known to him.

The party not affected by the force majeure is entitled to terminate the contract for non-delivered parts of the delivery if the agreed delivery date is exceeded by 60 working days due to the force majeure. In the event of such termination, the termination rules above still apply.
9.1. Interpretation
What happens if it appears that the supplier’s proposed solution does not meet the customer’s needs? Who should pay for an improved solution? In many countries, it is the customer's problem - he accepted the solution by signing the contract. In other countries, the rule is to protect the weak party - the one who finds it hardest to understand the technicalities - in this case the customer.

Danish standard contracts avoid the doubt by stating that the customer’s needs take precedence (have higher priority). The supplier is responsible for ensuring that his solution is sufficient to meet the customer's needs.

8. Transfer of obligations
The Supplier may only transfer his rights and obligations to third parties with the Customer's written consent. However, the Customer is obliged to accept transfer to a third party against whom the Customer has no legitimate objections of economic or other nature.

The Supplier must respect the Customer's entire or partial transfer of ownership, rights of use or administration of the system to third parties (such as outsourcing, facility management, etc.), if this does not cause significant additional costs or risks to the Supplier.

Restrictions in this right may be contained in the license terms in Appendix 4.

9. Interpretation and conflicts
9.1. Precedence
In the event of any discrepancy between the contract and its annexes, the following precedence shall be used:

1. Requirements (needs) in Appendix 1
2. Solution description in Appendix 1
3. Contract

As an example, this means that if the delivery corresponds to the solution description, but does not cover the specified requirements, the requirements have precedence.

9.2. Nomination of an expert
In case of disputes about the existence of defects, including whether the conditions for acceptance of tests and service targets are met, a party may request the Danish IT Society to appoint an independent expert. The expert will make a final and binding decision regarding the matter. The expert's fee is paid by the requester. Disputes concerning the interpretation of the contract and other legal issues can not be settled by the independent expert.
9.3. Disputes, law and jurisdiction
The contract is governed by Danish law, and the general rules of Danish law apply to the relation between the parties. Copenhagen has been appointed as jurisdiction for all disputes that may arise from this contract.

Disputes must be resolved by mediation. The parties jointly choose a mediator, or ask a recognized institution to suggest one. If disputes are not settled by negotiation or mediation within 6 weeks from the start of the dispute, each party may initiate legal proceedings. This deadline does not apply when the purpose of a legal action can be lost.

Disputes between the parties in connection with this contract can not be brought before the ordinary courts if one of the parties opposes it.

Each party may settle a dispute definitively by arbitration in Copenhagen. The party seeking the court of arbitration must notify the counterpart by registered letter.

Unless there is agreement between the parties to allow the arbitration court to consist of only one member, the arbitration court shall have three members appointed by the President of the Eastern High Court. The chairperson must meet the conditions for being a judge and have proper experience with disputes regarding IT deliveries. The parties may suggest the other two members, nominated with due regard to the special expertise considered desirable in the assessment of the dispute.

The arbitration court shall determine its own procedure and decide on the allocation of costs to the parties, taking into account the outcome of the decision. The ruling of the arbitration court should be stated as soon as possible and within six months of the nomination of the arbitration court.

10. Change of Contract
This contract, including the requirements specification and other appendices, can be changed only with written acceptance from authorized persons from the Customer and the Supplier, respectively.

Changes are specified in additional appendices to the contract, numbered consecutively.

Unless otherwise agreed, the terms of this contract will apply to all additional deliveries from the Supplier to the Customer.

11. Commencement and duration
This contract will enter into force when it is signed by both parties.

The contract expires 4 years from the 1st of the month after the Customer’s accept of the full delivery. If the parties so agree in writing, the duration of the contract may be extended by up to 24 months.

After expiry of a period of 24 months from the date of commencement, the contract may be terminated by the Customer with 6 months' written notice.

12. Signatures

For the Supplier ______________________________  For the Customer ______________________________
Appendix 1: Requirements specification
The specification is based on Problem-Oriented Requirements SL-07. It includes functional requirements, quality requirements, service targets, development process requirements, and the Supplier's proposed solution and options.

Appendix 2: Prices and payment plan
Prices must comprise all the requirements, including price for each option, price for licenses, hourly rate for development during and after delivery of the system. The payment plan should be based on approval of the tests stated in the acquisition plan (requirement K1).

Any warranties must be stated in this Appendix.

Example of a price list:

<table>
<thead>
<tr>
<th>Contribution</th>
<th>Amount</th>
<th>Payment date</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. POC rejected by the Customer. Maximum payment to the Supplier:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Acceptance test approved for partial delivery 1:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Acceptance test approved for partial delivery 2:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. Operating test approved:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. End of warranty period:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. Operation, license and maintenance (all requirements in Chapter L). Quarterly forward from approved operational test:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>7. Option A3-1: Integration with two older MR scanners:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8. Option A5-1: Higher Availability. Pr. quarter as point 6:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>9. Option A5-2: Ultra Availability. Pr. quarter as point 6:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10. Option A5-3: Integration with DNA Registry:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>11. Hourly rate for support exceeding maintenance, or changes:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>12. Report, simple (E2-3):</td>
<td></td>
<td></td>
</tr>
<tr>
<td>14. Price per. function point (L5-7):</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Penalty for failure to meet operational targets

Appendix 3: Contacts
This appendix must contain data for the parties' contact persons.
At the Customer side:
(name, role, email, telephone)

At the Supplier side:
(name, role, email, telephone)

Appendix 4: License terms and other rights
The annex must contain the license terms for the software included in the delivery, the Customer's property rights to custom-made software, etc.
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