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Abstract. [Context and motivation] In 2009 Denmark got a compulsory IT 
system for Land Registration of ownership. It soon created a national disaster 
because selling houses and getting mortgages might take months, rather than a 
couple of days. In this period, house owners had to pay a much higher interest 
rate. [Question/problem] The press claimed it was yet another IT failure, but 
actually the IT system worked as intended. What was the real cause? [Principal 
ideas/results] The visible problem was overloaded staff in the Registry Office, 
but behind this were optimistic estimates of human performance, lack of us-
ability, insufficient user interface requirements, unrealistic SOA requirements, 
immature risk analysis, and other factors. [Contribution] This paper shows 
details of the requirements, what went wrong, and what could have been done, 
e.g. early design of the user interface and giving the supplier more influence on 
the architecture.  
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1 Background 

In September 2009 Denmark got an Electronic Land Registry system (e-LR) that 
overnight became the only way to register ownership of land and mortgage deeds. All 
registrations had to be entered online or through system-to-system interfaces to finan-
cial IT systems. It was planned that 30% of the registrations should be selected for 
manual checking based on confidential criteria. All stakeholders had known about the 
new system for a long time and had been advised to prepare for the change. 

Figure 1 shows the system and its context. Real-estate agents, lawyers and ordinary 
citizens were expected to use a web interface (the external portal), the registry staff 
used an internal user interface (the internal portal). The e-LR system integrated to 
several government systems, e.g. the national digital signature (DanID), the civil 
registration system, the business registry, one of the tax systems (for collecting the 
registration fee) and the land plot registry. 

Based on historical data, it was estimated that 5 million registrations would be 
handled per year, corresponding to about 2 per second during peak load in daytime. 
(Denmark has around 5 million inhabitants). The customer (the Land Registry) had 
carefully estimated the number of employees needed to support this load, but the 
estimate turned out to be far too small.  
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Technically the system worked as intended, but the staff immediately became 
overloaded. Early 2010, more than 50,000 registrations were waiting for manual 
checking with a delay of 50 days. The lucky 70% who were not selected for manual 
checking, got their registration within a minute. 

The unfortunate 30% lost money because they had to pay a much higher interest 
rate in these 50 days. Since selling and buying real-estate is financially stressful to an 
ordinary family, this loss could have serious consequences. 

The situation could have been much worse. Due to the financial crisis in 2009, 
there were only half as many registrations as expected. If the expected number had 
occurred, the situation had become a true disaster. 

This paper reports on how the overload could happen. There are many studies on 
systems that fail or vastly exceed the budget and deadline [1, 2, 3, 4, 5, 6, 7, 17], but 
the explanations are usually on a high level, such as poor project management, lack of 
senior management support, or lack of user involvement. Poor project management 
doesn't directly create a disaster. It is created through many specific flaws, such as 
ignoring certain risks or not watching what the system supplier is doing. These spe-
cific flaws are rarely reported, and probably vary a lot from project to project. How-
ever, one study goes into detail: Leveson & Turner's investigation of the Therac-25 
accidents, where patients were seriously harmed when treated by an electron beam 
[11]. The cause was believed to be operator mistakes or faulty switches, but turned 
out to be an error in the central real-time software where concurrent activities com-
municated through shared memory locations without proper synchronization.  

In this paper we start with the visible problem - the overloaded staff - and identify 
the main causes behind it. Some of the root causes are well known factors such as 
poor project management, but some other causes are not covered by literature. Un-
fortunately, in complex systems the network of causes is not a precise concept. Sev-
eral factors contribute in each link of the chain [5, 11, 16]. All we can do is try to 
identify the major ones and their approximate relationships. 
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2 Project history 

The e-LR system was developed and operated by a large software house that won 
the contract after a tender process. The customer was the Danish Courts. Denmark has 
around 30 courts and most of them operated a land registration office for properties in 
their own district. The plan was to locate the electronic land registration in only one 
of the courts, in that way saving around 220 staff.  

The history was as follows. 
• Early 2005. A consultancy company had made a business case that showed that 

the registration office could save around $20 M a year, and citizens and the finan-
cial sector around $80 M. (For simplicity, we have defined 1 USD = 5 DKK.)  

• June 2006. The customer and his consultant had developed tender material 
(including the requirements specification) and made a request for proposals. 

• December 2006. The customer selected one of the suppliers and they signed the 
contract. Expected deployment of the system was March 2008. 

• 2007. It became obvious that the system couldn't be delivered on time. The new 
deployment time was changed several times. 

• 2007-2008. The huge archives of existing registered documents (40 million pages) 
were scanned and filed, ready for the new system. 

• Early 2009. The 220 staff were dismissed with the standard notice time of around 
6 months. It was planned to be around three months after deployment, but the 
schedule slipped once more, and as a result these employees had left when the 
system was deployed. 

• September 2009. The system was deployed as a big-bang. The registry office soon 
became the overloaded bottleneck. 

• Late 2010. The registration office managed to get rid of the backlog, and from the 
end of 2010, 99% of the manual checks were handled within 15 days. The re-
maining cases were the very complex ones.  

The development time had increased from the planned 18 months to 36 months. The 
software cost had increased from the budgeted $15 M to $21 M (+40%).  

Today the system is a definitive success. As an example, a citizen can walk into his 
bank, and in less than an hour get a mortgage and $200,000 on his bank account. 

3 Method 

Late 2009, the Danish State Auditors (Statsrevisorerne, members of the parliament) 
asked the National Auditors (Rigsrevisionen) to audit the project. They contracted 
with Lauesen to help them with the IT aspects. The team agreed that an important 
aspect of the audit was to identify issues that other IT projects could learn from. 

The team gathered information in several ways. We read the existing documents 
about the system. From an IT perspective, the most interesting ones were: 
1. The requirements specification (406 pages with 413 requirements). 
2. The supplier's proposal (600 pages). 
3. The contract (32 pages with requirements and proposal as appendices). 
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4. Design specification, change specifications, etc. (more than 2000 pages). 
 

We interviewed real-estate staff and lawyer staff to hear about the system and the 
problems it caused. They also showed us how the system worked and how they used 
it. 

We conducted a focus group with senior representatives for the stakeholders: the 
financial sector, the land surveyors, the lawyers, the real-estate agents, the customer 
(the Land Registry) and the customer's consultant. We asked about good and bad 
points in the system, and the stakeholders' priorities for improvements. 

We had expected that the ordinary staff member's opinion differed from the senior 
representative's opinion, and that stakeholders disagreed with each other. This turned 
out to be wrong. Everybody agreed on good and bad points, although they gave them 
somewhat different priorities. 

We met with experts from the financial institutions to hear about their experiences 
with the system-to-system integration, and with senior representatives for the cus-
tomer and his consultant.  

Later we met with the supplier's senior staff and developers to discuss our findings 
and the relationship between supplier, customer, and the customer's consultant. This 
brought a quite different perspective to what had happened and why. 

We wrote our findings as a preliminary report and submitted it to the customer for 
review, discussed disagreements, and published the final report [15]. 

Later, Lauesen interviewed and exchanged mails with the president of the Danish 
Courts and the supplier in order to get further insight into the overload and related 
issues. 

4 What caused the overload? 

Why did the registry become overloaded? We found several reasons, but the most 
important were these: 
Cause 1: An unexpected number of requests for authorization. It was expected 

that citizens would sign the various registrations digitally, using DanID, but few 
did. Although DanID had been operational for several years, few citizens used it. 
It was far too complex to install and maintain. (In contrast, most citizens used 
the bank's shared digital signature without trouble.) The result was that lawyers 
and real-estate agents needed to digitally sign on behalf of their clients, but to do 
so required authorization from the Registry. The Registry was surprised to get 
4000 authorization requests, and handling them caused much trouble. 

Cause 2: An unexpected, huge number of requests to the Registry's hotline. The 
requests came from lawyers and real-estate agents who couldn't figure out how 
to use the system. 

Cause 3: Registry staff was much less productive than expected. They were not 
comfortable with the user interface, although they had received training. 

Cause 4: Mistakes in recent registrations. Since the old registry staff had been 
dismissed, registrations until the big-bang were done by temporary staff, who 
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made many mistakes. After the big bang, many of these mistakes were revealed 
during the manual checks and caused further delays. 

Cause 5: Big-bang without a pilot test. Could the causes above have been antici-
pated? In hindsight it looks possible, but systems of this kind are so complex 
that there always are surprises. One way to detect them is by running a pilot test, 
for instance deploying the system in only one of the 30 Danish courts. This 
would have revealed all the causes above, and it would have been far easier to 
deal with them. 

Below we will discuss the secondary causes, e.g. why the customer (the Land Regis-
try) didn't ensure proper usability, which would have reduced cause 2 and 3. 

5 Usability and user interface requirements 

Cause 2 and 3 above are consequences of low usability, so we will look at the usabil-
ity and how it was handled in the project. By definition we have a usability problem if 
the system can support the user's tasks, but the user is unable to find out how or un-
able to perform the tasks efficiently [10, 12, 13].  

There are some examples in literature where low usability seems to be the root 
cause of the system failure, e.g. the London Ambulance [1], the FAA Air Traffic 
Control System [5] and the Sydney health record system [16]. 

Here are four of the many usability problems real-estate agents and lawyers told us 
about in the e-LR system: 
1. How do you register a condominium deed? There were several options in the 

menu: Single-family housing, cooperative apartment, farm – but no condomini-
ums.  

The professionals were stuck and called the e-LR hotline. It was busy, so they might 
wait for an hour and then try the next day at a different time. It might take three weeks 
to succeed. Once they got through, there was an immediate reply: Select single-family 
housing – it includes condominiums. Since hotline had got this question frequently, 
one might wonder why developers didn't change the menu. The reason was that the 
judge in charge of the entire project refused: the law was clear and the term single-
family housing covered also condominiums. 

Amazingly, the Land Registry was not aware that the essential waiting time was 
three weeks. To his staff, it looked as nobody waited for more than an hour. 

 
2. Is it free to make a trial registration? And how much does it test? 
The user interface offered trial registration, but there was no hint at what it did and 
whether there was a fee. Professionals knew that there was a fee (a tax) for registering 
a mortgage, but would they be charged already at the trial? They had also experienced 
that a registration was accepted in trial mode, but rejected when they tried to make it 
final. So what was checked? Again it would take a long time to get a reply from hot-
line. 
 
3. "Registration rejected". But why? Just try again? 
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When a registration was rejected, there was no explanation of the cause. Professionals 
experimented wildly to find out why. 

 
4. When are requests selected for manual checking?  
The system told you that your request had been picked for manual check, but profes-
sionals had no idea why. When time approached Xmas, some professionals wrote 
"Merry Xmas" in the field "message to the registry staff" - just to show sympathy 
with the Registry staff. They didn't realize that the result was that the registration was 
picked for manual checking (otherwise the staff couldn't see the message). The con-
sequence was a delay of two months. 
 
Usability testing 
How could these usability problems have been avoided? Usability specialists recom-
mend that you make usability tests where potential users try to perform realistic tasks 
with the system [10, 12, 13, 14]. They are given the same help as they would have in 
real life. One or two usability specialists or developers observe what the user does and 
record the problems. To help them understand the problems, the users are asked to 
think aloud. Next the development team tries to remedy the serious problems, and 
then run the test again until the result is acceptable. 

With this approach, all four usability problems above would have been easy to de-
tect. The first two usability problems would also have been easy to repair even a few 
days before the big-bang. The last two problems are harder to deal with. They might 
require much programming. The last problem would even need some strategic re-
thinking, because some rules for picking a registration were measures against tax 
evasion, etc. So these rules had to be secret. But others could be open to help the 
users. 

Usability experts also recommend that designers make an early prototype or 
mockup of the user interface. It is used for testing and improving the user interface. In 
this way, it would also have been possible to deal with the last two problems. 

 
Usability requirements 
What did the requirements say about usability? The main requirement was this: 

Req. 153: The supplier must during development test the usability of the 
external portal. The bidder must describe how. 

This is actually a great usability requirement, compared to what most requirements 
say about usability. The supplier's reply to this requirement is also great: 

Reply to req. 153: [We will test with] Rolf Molich's principles from his 
book . . . 

Molich is a Danish usability specialist and he too recommends thinking aloud with 
early prototypes [12, 14]. However, the supplier's reply to appendix 21 about quality 
assurance interprets Molich's approach in a different way: 

Reply to app. 21, quality assurance: . . . this means that the test manager 
guides the test participants through the tasks, asks explorative questions, 
and helps as needed.  

This completely ruins the approach because the help available in real life is very dif-
ferent from this test approach. In real life nobody is available for guiding the user and 
helping as needed. 
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Apparently, none of these approaches were carried out in the project. Five months 
before the big bang, we find this change note among several others: 

Change 32, 30-03-2009: Usability tests are replaced by a very close dialog 
between  [a supplier expert and a land registry expert] 

This means that a domain expert (a land registration judge) and the supplier's designer 
defined the user interface, but didn't do any usability testing. Usability experts know 
that a user interface designed in this way is only understandable to a domain expert. 
And this turned out to be the case also in this project. The lawyers and real-estate 
agents didn't understand. 

During our interview with 10 key participants on the supplier's team, they admitted 
that they didn't know what usability testing was and hadn't done any. They had made 
some user testing, which seemed to be more like the procedure suggested in the reply 
about quality assurance. 

The information we gathered from the customer (the land registry) showed that us-
ability testing was considered a nice thing to do at the end - if time allowed, but it 
didn't. The attitude was that it was the professional user's own problem to learn about 
the system. They had not taken the opportunity to make courses, etc. The customer 
(and the supplier) used as an excuse that the system was not intended for the ordinary 
citizen. It was hard to make them realize that the problems we reported were experi-
enced by professionals, not by the ordinary citizen. 

Concerning usability, the Danish Tax authorities are strikingly different. Tax rules 
are very complex, yet the Tax authorities have very successful web sites for reporting 
your actual income and your expected income. These sites are not compulsory, but the 
Tax authorities measure their success by how many citizens use the sites. In principle, 
the e-LR could have been launched the same way. 

 
User interface requirements 
While usability requirements specify the quality of the user interface, user interface 
requirements specify the functionality of the user interface. This can be done in sev-
eral ways, for instance listing the functions that should be available or describing 
situations where the user will use the system. Both approaches were used in the e-LR 
requirements. Use cases served as a list of functions and user stories as descriptions 
of situations. Use cases as well as user stories come in many versions, but the versions 
used in the e-LR were not effective. 

Fig. 2 shows part of a user story from the requirements specification. The full user 
story is 5 pages and in the story the user has to click a lot of buttons. It is a vivid sce-
nario where you as a reader can imagine the situation. It is obvious that the writer has 
imagined a very concrete user interface with screens, pictures, menus and buttons to 
click. There are a total of 7 user stories for the external portal and 11 for the internal. 

Are these user stories requirements? This would mean that the final system should 
have screens and buttons as described here. This would give the supplier little free-
dom and would mean that the customer had taken responsibility for usability. Fortu-
nately, the specification says that these user stories are not requirements. 

However, the main idea of a long sequence of clicks, questions and screens to fill, 
is visible in the final system. For instance it takes 22 screens to specify ownership of a 
property. 
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Fig. 2.  From the requirements: User stories

Notification of division of property
Hansel and Gretel got married in 1989, but now they will divorce. Throughout the marriage they 
have lived in Hansel's house and they have agreed that Gretel stays.

Hansel logs on to www.landregistry.dk. A welcome text appears. There is text and picture for land 
registry of real estate, car mortgage . . . He can see an icon for Information Center . . . 

Hansel clicks on the text real estate. Then he is shown a login picture . . . Hansel has his digital 
signature stored on his PC . . . He is asked whether he wants to register or ask about real estate . . 
. and his e-mail address . . . and  whether he will work with information on ownership, mortgages, 
easements or other.

He selects ownership and is asked whether it is
- Final deed
- Final deed on several properties
- Deed upon purchase price payment
- (And four other options, including division of property)

In total 5 pages
for this user story.
The spec says it isn't 
requirements.

Fig. 3 shows a use case that describes how the user can make a test registration. It 
is a typical use case with an elaborate template with goal, precondition, post condition 
and exceptions. In this example it is just a lengthy way of writing this: 

Use case A.5: Test registration 
1. The user chooses a filled out registration. 
2. The system performs a test registration. 
3. The user gets the result. 

An even shorter version is a requirement in traditional IEEE-830 style: 
Requirement A.5: The system must provide a function for test registration. 

The main problem is that in the e-LR use cases we see too little of the context. Al-
though use cases are supposed to explain the context, they rarely do in practice. Some 
of the user-story aspects are missing. When would the user do this? And what will he 
do afterwards? Notice that a system that just reports Registration rejected fully meets 
the requirement expressed by the use case. 

The specification contained 23 similar use cases for the external portal, for instance 

The user gets the result of the test.

The user has filled out a registration and wants to check it against the Land 
Registry

It must be possible to perform a test registration of a deed that has been filled out 
in the portal, in order that the user gets a quick reply whether the deed can be 
registered.

Post condition:
Exceptions:

2. Test register The system performs a test regi-
stration of the selected item.

1. Select the The user must select the
registration registration to be tested.

Step: Actor: System: Proposer's solution:

Precondition:

Goal: 

Name: Test registration Actor: External user Ver: 1.0  ID: A.5

USE CASE

Fig. 3.   From the requirements: Use cases

Context 
missing
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fill out registration, attach file, sign digitally. The internal portal had 31 use cases. A 
note added that the use cases were not a full list of the user interface requirements. 

Although these specifications go too far in the design direction (the user stories) or 
don't cover the context of use (the use cases), they are actually quite good compared 
to average requirement specifications. Most requirements deal poorly with the user 
interface, and the traditional techniques offer no help. 

Task descriptions are an alternative that combines the best parts of user stories and 
use cases [9, 10]. Fig. 4 shows user interface requirements for registration of owner-
ship, expressed as a task description. Based on the interviews with the professionals, 
the author wrote this task description in half an hour. 

The left part of the task description lists what user and computer have to do to-
gether to register ownership. During a physical session on the web site, the user may 
do some of the steps, preferably in a free order. He should be able to park the case, for 
instance waiting for other persons to sign the registration. In this example, the system 
must enforce some preconditions between the steps. For instance it must not be possi-
ble to modify the registration without getting new sign offs. In order not to obscure 
the user's picture of the process, these preconditions need not be part of the task de-
scription. 

The left part also mentions problems the user may have, for instance whether a test 
registration costs something. 

The right part of the task description gives examples of what the system could do 
to support the user, for instance inform about the prices and what is wrong. The right-
hand side is not requirements, but just examples. The true requirement is that the 
system must support this task (and maybe 20 other tasks). 

Compared to the other approaches, this single task description covers the context, 
six use cases, and several usability problems. The description has not been carefully 
reviewed by domain experts, but the immediate reaction has been: yes, we could have 
done it this way. 

C1: Register ownership
Frequency: A few times in the citizen's life
User: Ordinary citizen

Fig. 4.   Task descriptions: The system must support C1 . . . 

Subtasks and variants:
1. Fill out the registration (see data in 

Chapter D).
1a. Select a parked registration.
2. Maybe attach documents
3. Test register and see what has to be changed. 

Maybe test register again.
3p. What does it cost? Also when errors?
4. Provide payment information and send for final 

registration.
5. Sign as needed.
6. Maybe park the case.

Solution examples:
The system indicates the data to be filled.

The system explains the error in plain 
language. 
Prices are shown up front.
The system explains what will happen and 
how long it takes.
The system uses digital signature.

Example of computer's part
- not requirements

Carried out by 
human + computer

Covers context plus 6 use cases

Optional subtasks.
Almost free sequence.
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6 Architecture and SOA integration 

One of the secondary causes of the staff overload was that development was late, so 
there was no time for a pilot test. This again had several causes, one of them being 
that there were time-consuming, unnecessary requirements in the architectural area. 
We will look at some of the causes here. 
 
Availability and open target 
The customer (and his consultant) had specified that the system had to be available 
99.9% of the time. It is easy to ask for this, but customers don't think about the conse-
quences. Experienced system operators can meet this requirement, but it is expensive. 
The system must run in several copies distributed geographically, maintenance and 
upgrades are complex, etc. If the customer had asked for 99.5%, it would be a routine 
matter. 

In the e-LR case, the cost of operating the system with 99.5 availability is around 
$1 M per year. A 99.9% availability costs around $3 M per year. Is it worth it? In the 
old system, the availability was 25% because the Registry office was open 8 hours 
every weekday. Going for 99.9% in the future seems hard to justify. 

The basic issue is that the customer may not be aware of the technical possibilities 
and their costs. This can be remedied by requirements with a more open target, such 
as this: 

Req. 120: The customer expects availability around 99.8%. 
The supplier could then offer two alternatives:  

Req 120, alternative 1: 99.5% at 1M $ per year. 
Req 120, alternative 2: 99.9% at 3M $ per year. 

Such requirements and alternatives must be supported by rules in the contract, for 
instance as shown in [8] 
 
Service-oriented architecture (SOA) 
The customer (or rather his consultant) had suggested an advanced service-oriented 
architecture, and this was what the requirements asked for. We have summarized the 
requirements in this area as follows: 

R1. The system must consist of modules connected with XML-services and a ser-
vice broker. Each possible check of a registration must be a separate service. 

R2. The system must connect to the external systems with XML-services. The data 
must always be retrieved from the external systems and not stored as a local 
copy. 

A note added that all the external systems were stable and had well-defined XML 
interfaces. 

These requirements sounded okay, but they caused many problems in practice. 
Here are some of them: 

 
SOA eats computer power. Using an XML-interface requires 10-50 times more 
computer power (CPU time) than traditional approaches. With the high demand at 
peek load, this might become a problem. The supplier knew about this, but if he made 
reservations in his proposal, he ran a risk of being non-compliant. He ended up saying 



 11

that he could make it as the customer asked for, but that he strongly suggested the 
traditional approach being used for the internal interfaces. 

Not surprisingly, in the final system, the traditional approach is used internally. 
 

Always getting data from the source degrades availability and response time. The 
reason is that if the external system is out of service, the e-LR system will essentially 
be out of service too. A similar argument holds for response time. 

In this case the supplier made reservations in his proposal. The availability and re-
sponse times in the external systems had to be "deducted" from the availability and 
response times of the e-LR system. The supplier also explained that he would con-
struct the system so that it would be easy to change each external connection to a 
local copy with nightly synchronization. 

Not surprisingly, the final system has a local copy of all the external data with 
nightly synchronization of changes. The only exception is the digital signatures in 
DanID. Here a high data actuality is justified, so that theft and other abuse can be 
stopped immediately. 

In general, instead of asking for a specific architecture, the customer should ask for 
a specific data actuality, i.e. how old the data may be [8]. As an example, it is not a 
problem if a citizen's address is a few days old. This allows the supplier to come up 
with a suitable architecture. 

 
The external systems were not stable. The customer's consultant's dream of stable 
external systems was just a dream. All of these systems (except the civil registration 
system) were under major revision. Furthermore, all of the systems had to accommo-
date changes made specifically for the e-LR system. These issues were very costly 
and time consuming to deal with for the supplier.  

The supplier was lucky not to be judged non-compliant. Lauesen has seen some 
public acquisitions with unrealistic requirements such as 100% availability. All bid-
ders except one made reservations. As a result the customer judged all of them non-
compliant except the unrealistic one. Later in the project it turned out, of course, that 
the supplier couldn't meet the requirements, but the parties kept this confidential. 

The ambitious SOA requirements were not really the customer's needs, but an ide-
alistic concept enforced by the customer's consultant's IT architect. It took a long time 
to replace these ideals with something pragmatic. 

7 Risk analysis 

Several of the causes above could have been prevented with proper risk management. 
During the project the parties made regular risk analyses, but they seemed to be used 
mainly for arguing that the risk wasn't important. Most of the bad things that actually 
happened had been identified as a risk, but no action was taken. As an example, we 
find these risks early 2007 (abbreviated): 

 
 



 12

ID Risk Level: 
5 highest 

Consequence Status/comment 

1 SOA is immature 1  Tax uses SOA 
2 Has the customer low IT 

experience? 
1  Has much experience 

3 Supplier staff leaves 3 Less time for 
test 

Tight project man-
agement 

4 Interfaces to many sys-
tems 

3  The systems are 
stable 

 
Comments: 
Risk 1: The Tax department actually used SOA, but the large projects were not suc-

cessful or not yet completed. 
Risk 2: The customer (the Danish Courts) had experience with IT systems for internal 

use, but had not made a system for public use. With internal systems, they 
could easily support the users, but a system for large-scale public use was very 
different.  

Risk 3: The supplier had planned to use a team with strong expertise in this kind of 
projects. However, the entire team was bought by Google. This stalled the 
project for a year, but the customer didn't notice. He just expected that the 
system would be delivered according to the contract. When the customer found 
out, he asked his consultant to manage the project. Together they succeeded 
making the supplier give the project a high priority. 

Risk 4: As explained above, the systems were not stable. 
 

Five days before the big bang, this risk analysis was made:  
 

ID Risk Level Consequence Status/comment 
5 Low usability 

shows up at de-
ployment 

[none 
stated] 

Lack of usability The case is closed. 
Probability reduced. 

6 Lack of staff at 
customer site 

4 Long delays The customer assesses 
the situation. 

 
Comments: 
Risk 5: The status "the case is closed" refers to the agreement four months earlier 

about usability being replaced with a close dialog between customer and sup-
plier. It is scaring that the consequence of low usability wasn't understood: 
high load on hotline and low productivity in the Registry office, causing fur-
ther delay. 

Risk 6: This is a clear statement that the risk is high, but the supplier will not take 
responsibility for the consequences. Earlier the supplier had recommended a 
pilot test and on-line help, but the customer claimed it was impossible. 

It should be obvious that the risk analysis was not used correctly. There were no safe-
guards and nobody took action for the high risks. 
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8 Discussion and conclusion 

Above we have identified many causes on various levels. Fig. 5 gives a graphical 
overview of them. We can see the network of causes and effects that resulted in low 
usability. We can also see the causes that made it impossible to run a pilot test. Notice 
that some causes have effect on several other causes, and some are caused by several 
lower-level causes in combination.  

Cause 17 (staff fired and funding cut too early) has not been mentioned above. 
When a project like e-LR is funded by the government, the expected benefits are part 
of the project plan. Once the decision is made, the government cuts the funding ac-
cording to the project plan. When the project becomes delayed, it is extremely hard to 
get the funding back. Further, if the customer waits too long to dismiss the redundant 
staff, he has to pay several months salary for no good. In the e-LR case, staff was 
dismissed so early and the project delayed so much that there was no time for pilot 
testing. 

The figure also shows some broad root causes that were clearly in play here: Poor 
understanding of user capabilities and needs, poor use of established usability tech-
niques, poor risk analysis, and poor project management. More surprisingly, a major 
root cause was that state-of-the-art in user interface requirements is insufficient. 

 
Conclusion 

The table below compares the findings in the e-LR project with the root causes re-
ported by others. The list of root causes is compiled from Glass [5, 1998], Ewusi-
Mensah [4, 2003] and Charette [2, 2005]. If we ignore the somewhat different word-

Fig. 5.   Causes and effects

11: Poor understanding of 
user capabilities and needs

18: Poor risk 
analysis

0: Overloaded registry staff

1: Unexpected need 
for authorizations 

6: Low usability 5: No pilot test

15: Costly, unnecessary 
requirements

10: Poor user interface 
requirements

14: Key staff left

13: Project delay 17: Staff fired and 
funding cut too early

7: Usability planned 
but later dropped

2: Unexpected many 
hotline requests 

3: Low staff 
productivity 

4: Mistakes in recent 
registrations

8: Didn't understand
usability consequences

9: Poor use of 
usability techniques

12: State of the art
is insufficient

16: Didn't watch 
the supplier

19: Poor project 
management

Arrow from cause to effect
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ings, there is a large overlap between these lists. From the comparison, we can con-
clude this: 

Human-performance causes are not covered by the literature: Most of the 
causes that directly related to the long delays are not covered by root causes from 
literature (causes 0, 2, 3, 4, 6). Although it seems obvious in hindsight, none of the 
authors suggest that you should estimate and test user performance, and that usability 
is a key factor for human performance. 

Practices beyond state-of-the-art are needed: Poor development practice (D) 
and poor requirements (B) do in principle cover the issues about low usability and 
poor user interface requirements, but unfortunately the relevant techniques are not 
widely known. They are beyond state-of-the-art in software engineering. 

Customers state ambitious requirements without caring about the cost: Al-
though good requirements practice would guard against this, it doesn't happen in 
public acquisitions. It is all too easy for the customer to state very ambitious require-
ments, and in the tender process it is dangerous for a supplier to reply with an ade-
quate, but less ambitious proposal. He might be deemed non-conforming. 

The remaining causes are covered in principle, meaning that if project manage-
ment, risk analysis, etc. had been carried out perfectly according to state-of-the-art, 
these causes should not occur.  

 
 

Root causes from literature Causes found in e-LR 
A. Too ambitious project 15 (costly unnecessary requirements) 
B. Poor requirements 10 (poor user interface requirements),  

15 (costly unnecessary requirements) 
C. Technology new to the organization  
D. Poor development practices 8 (didn't understand usability consequences),  

9 (didn't master usability techniques),  
12 (state-of-the-art is insufficient) 

E. Inability to handle the project's complexity  
F. Poor performance by hardware/software 
suppliers 

14 (key staff left) 

G. Poor system performance  
H. Poor project management 5 (no pilot test),  

16 (didn't watch the supplier) 
I. Bad planning and estimating 13 (project delay) 
J. Poor status reporting  
K. Poor risk management 7 (usability planned but later dropped) 
L. Poor communication between customers, 
developers and users 

1 (unexpected need for authorizations),  
11 (poor understanding of user capabilities 
and needs) 

M. Insufficient senior management involve-
ment 

 

N. Stakeholder politics 17 (staff fired and funding cut too early) 
O. Commercial pressures  
P. Causes not covered 0, 2, 3, 4, 6 (human performance) 
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Implications for requirements research and practice  
There is a large gap between best practice in requirements and best practice in us-

ability. As an example, early mockups of the user interface combined with usability 
tests of the mockups are not considered a crucial technique in requirements. It should 
be a standard approach. 

Further, current practice is inadequate for specifying requirements to the user inter-
face. Neither traditional shall-requirements, nor user stories or use cases are adequate. 
Task descriptions [9] cover much better and should be widely used. 

Finally, there is a need to include user performance and organizational implemen-
tation in requirements. Little has been done in this area and literature is weak. 
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